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# INTRODUCTION

The peripheral software interface is provided to communicate with MEC2016 peripherals. It is composed of two layers:

* APIs
* Peripheral functions

Peripheral functions provide a low level interface to the hardware block.

The APIs are built over the peripheral function. Applications are recommended to interface using the APIs. The APIs provides an interface to execute simple operations. The application or driver can use the APIs to perform a sequence of operations (through API call) to perform a task.

For some complex hardware peripheral, driver would be provided which the application can integrate into their kernel/RTOS.

# Basic Timer

![](data:image/png;base64,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)

## Basic Timer APIs

The list of Basic Timer APIs

1. Basic Timer Intitialization function

* btimer\_init

2. Functions to program and read the Basic Timer Counter

* btimer\_count\_set
* btimer\_count\_get

3. Function to reload counter from Preload Register

* btimer\_reload

4. Functions for stopping and starting the basic Timer

* btimer\_start
* btimer\_stop
* btimer\_is\_started

5. Function to perform basic timer soft reset

* btimer\_reset

6. Functions to halt/unhalt the timer counting

* btimer\_halt
* btimer\_unhalt

7. Functions for Basic Timer interrupt

* btimer\_interrupt\_enable
* btimer\_interrupt\_status\_get\_clr

8. Functions for Basic Timer GIRQ

* btimer\_girq\_enable\_set
* btimer\_girq\_enable\_clr
* btimer\_girq\_src\_get
* btimer\_girq\_src\_clr
* btimer\_girq\_result\_get

9. Functions for Basic Timer Sleep

* btimer\_sleep
* btimer\_clk\_reqd\_sts\_get
* btimer\_reset\_on\_sleep

### btimer\_init

Function Header

**void btimer\_init (uint8\_t btimer\_id,**

**uint16\_t tmr\_cntl,**

**uint16\_t prescaler,**

**uint32\_t initial\_count,**

**uint32\_t preload\_count)**

Description

Initialize specified timer

Note: This function performs a soft reset of the timer before configuration

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| btimer\_id | timer ID – PID\_BTIMER\_x (x => 0-5) |
| tmr\_cntl | see tmr\_cntl parameters below |
| prescaler | Timer prescaler |
| **initial\_count** | initial count |
| **preload\_count** | preload count |

//

// Logical flags for tmr\_cntl parameter of btimer\_init

//

BTMR\_AUTO\_RESTART

BTMR\_ONE\_SHOT

BTMR\_COUNT\_UP

BTMR\_COUNT\_DOWN

BTMR\_INT\_EN

BTMR\_NO\_INT

Outputs

None

Example Usage

btimer\_init ( PID\_BTIMER\_0,

BTMR\_AUTO\_RESTART + BTMR\_COUNT\_DOWN + BTMR\_NO\_INT,

11,

0,

0);

### btimer\_count\_set

Function Header

**void btimer\_count\_set(uint8\_t btimer\_id, uint32\_t count)**

Description

Program timer’s counter register

Note: Timer hardware may implement a 16-bit or 32-bit hardware counter. If the timer is 16-bit only the lower 16-bits of the count parameter are used.

Timers 0-3 use 16-bit count value and Timer 4-5 use 32-bit count value.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| btimer\_id | timer ID – PID\_BTIMER\_x (x => 0-5) |
| count | New counter value |

Outputs

None

### btimer\_count\_get

Function Header

**uint32\_t btimer\_count\_get(uint8\_t btimer\_id)**

Description

Return current value of timer’s count register

Note: Timers 0-3 have 16-bit count value and Timer 4-5 will have 32-bit count value.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| btimer\_id | timer ID – PID\_BTIMER\_x (x => 0-5) |

Outputs

32-bit or 16-bit timer count value

### btimer\_reload

Function Header

**void btimer\_reload(uint8\_t btimer\_id)**

Description

Force timer to reload counter from preload register

Note: Hardware will only reload counter if timer is running

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| btimer\_id | timer ID – PID\_BTIMER\_x (x => 0-5) |

Outputs

None

### btimer\_start

Function Header

**void btimer\_start(uint8\_t btimer\_id)**

Description

Start timer counting

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| btimer\_id | timer ID – PID\_BTIMER\_x (x => 0-5) |

Outputs

None

### btimer\_stop

Function Header

**void btimer\_stop(uint8\_t btimer\_id)**

Description

Stop Timer

Note: When a stopped timer is started again it will reload the count register from preload value

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| btimer\_id | timer ID – PID\_BTIMER\_x (x => 0-5) |

Outputs

None

### btimer\_is\_started

Function Header

**uint8\_t btimer\_is\_started(uint8\_t btimer\_id)**

Description

Return state of timer’s START bit

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| btimer\_id | timer ID – PID\_BTIMER\_x (x => 0-5) |

Outputs

0 (timer not started), 1 (timer started)

### btimer\_reset

Function Header

**void btimer\_reset(uint8\_t btimer\_id)**

Description

Perform soft reset of specified timer

Note: Soft reset set all registers to POR values. Spins 256 times waiting on hardware to clear reset bit (~1.6us with 48MHz clock).

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| btimer\_id | timer ID – PID\_BTIMER\_x (x => 0-5) |

Outputs

None

### btimer\_halt

Function Header

**void btimer\_halt(uint8\_t btimer\_id)**

Description

Halt timer counting with no reload on unhalt

Note: A halted timer will not reload the count register when unhalted, it will continue counting from the current count value

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| btimer\_id | timer ID – PID\_BTIMER\_x (x => 0-5) |

Outputs

None

### btimer\_unhalt

Function Header

**void btimer\_unhalt(uint8\_t btimer\_id)**

Description

Unhalt timer counting

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| btimer\_id | timer ID – PID\_BTIMER\_x (x => 0-5) |

Outputs

None

### btimer\_interrupt\_enable

Function Header

**void btimer\_interrupt\_enable(uint8\_t btimer\_id, uint8\_t ien)**

Description

Enable/Disable specified timer’s interrupt from the block

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| btimer\_id | timer ID – PID\_BTIMER\_x (x => 0-5) |
| ien | 1 – Enable timer block interrupt  0 – disable timer block interrupt |

Outputs

None

### btimer\_interrupt\_status\_get\_clr

Function Header

**uint8\_t btimer\_interrupt\_status\_get\_clr(uint8\_t btimer\_id)**

Description

Read Timer interrupt status and clear if set.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| btimer\_id | timer ID – PID\_BTIMER\_x (x => 0-5) |

Outputs

1 (Timer interrupt status set) else 0

### btimer\_girq\_enable\_set

Function Header

**void btimer\_girq\_enable\_set(uint8\_t btimer\_id)**

Description

Enables GIRQ enable bit for the timer

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| btimer\_id | timer ID – PID\_BTIMER\_x (x => 0-5) |

Outputs

None

### btimer\_girq\_enable\_clr

Function Header

**void btimer\_girq\_enable\_clr(uint8\_t btimer\_id)**

Description

Clears GIRQ enable bit for the timer

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| btimer\_id | timer ID – PID\_BTIMER\_x (x => 0-5) |

Outputs

None

### btimer\_girq\_src\_get

Function Header

**void btimer\_girq\_src\_get(uint8\_t btimer\_id)**

Description

Returns GIRQ source bit for the timer

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| btimer\_id | timer ID – PID\_BTIMER\_x (x => 0-5) |

Outputs

0(source bit not set), Non-zero (source bit set)

### btimer\_girq\_src\_clr

Function Header

**void btimer\_girq\_src\_clr(uint8\_t btimer\_id)**

Description

Clears GIRQ source bit for the timer

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| btimer\_id | timer ID – PID\_BTIMER\_x (x => 0-5) |

Outputs

None

### btimer\_girq\_result\_get

Function Header

**uint8\_t btimer\_girq\_result\_get(uint8\_t btimer\_id)**

Description

Returns GIRQ result bit for the timer

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| btimer\_id | timer ID – PID\_BTIMER\_x (x => 0-5) |

Outputs

0(result bit not set), Non-zero (result bit set)

### btimer\_sleep

Function Header

**void btimer\_sleep(uint8\_t btimer\_id, uint8\_t sleep\_en)**

Description

Enable/Disable clock gating on idle of a timer

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| btimer\_id | timer ID – PID\_BTIMER\_x (x => 0-5) |
| sleep\_en | 1 = Sleep Enable  0 = Sleep Disable |

Outputs

None

### btimer\_clk\_reqd\_sts\_get

Function Header

**uint32\_t btimer\_clk\_reqd\_sts\_get (uint8\_t btimer\_id)**

Description

Returns clk required status

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| btimer\_id | timer ID – PID\_BTIMER\_x (x => 0-5) |

Outputs

0(CLK not required), Non-zero (CLK required)

### btimer\_reset\_on\_sleep

Function Header

**void btimer\_reset\_on\_sleep (uint8\_t btimer\_id, uint8\_t reset\_en)**

Description

Enable/Disable timer block reset on sleep

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| btimer\_id | timer ID – PID\_BTIMER\_x (x => 0-5) |
| reset\_en | 1 = Enable Reset on Sleep  0 = Disable Reset on Sleep |

Outputs

None

## Basic Timer Peripheral Functions

The list of Basic Timer Peripheral Functions

* 1. Functions to set and read Timer Counter Register
* btimer\_count\_get
* btimer\_count\_set

2. Function to program the Preload

* btimer\_preload\_set

3. Functions for basic timer interrupts

* btimer\_int\_status\_get
* btimer\_int\_status\_clear
* btimer\_int\_enable\_set
* btimer\_int\_enable\_clr

4. Functions for Control Register

* btimer\_ctrl\_write
* btimer\_ctrl\_read
* btimer\_ctrl\_enable\_set
* btimer\_ctrl\_enable\_clr
* btimer\_ctrl\_counter\_dir\_set
* btimer\_ctrl\_counter\_dir\_clr
* btimer\_ctrl\_auto\_restart\_set
* btimer\_ctrl\_auto\_restart\_clr
* btimer\_ctrl\_soft\_reset\_set
* btimer\_ctrl\_soft\_reset\_sts\_get
* btimer\_ctrl\_start\_set
* btimer\_ctrl\_start\_get
* btimer\_ctrl\_reload\_set
* btimer\_ctrl\_reload\_clr
* btimer\_ctrl\_halt\_set
* btimer\_ctrl\_halt\_clr

### p\_btimer\_count\_set

Function Header

**void p\_btimer\_count\_set (uint8\_t btimer\_id, uint32\_t count)**

Description

Sets timer counter

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| btimer\_id | Timer ID – PID\_BTIMER\_x (x => 0-5) |
| count | 32-bit counter |

Outputs

None

### p\_btimer\_count\_get

Function Header

**uint32\_t p\_btimer\_count\_get (uint8\_t btimer\_id)**

Description

Read the timer counter

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| btimer\_id | Timer ID – PID\_BTIMER\_x (x => 0-5) |

Outputs

Counter value

### p\_btimer\_preload\_set

Function Header

**void p\_btimer\_preload\_set (uint8\_t btimer\_id, uint32\_t preload\_count)**

Description

Sets preload for the counter

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| btimer\_id | Sets preload for the counter |
| preload\_count | 32-bit pre-load value |

Outputs

None

### p\_btimer\_int\_status\_get

Function Header

**uint8\_t p\_btimer\_int\_status\_get (uint8\_t btimer\_id)**

Description

Read the interrupt status bit in the timer block

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| btimer\_id | Timer ID – PID\_BTIMER\_x (x => 0-5) |

Outputs

1 if interrupt status set, else 0

### p\_btimer\_int\_status\_clear

Function Header

**void p\_btimer\_int\_status\_clear (uint8\_t btimer\_id)**

Description

Clears the interrupt status bit in the timer block

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| btimer\_id | Timer ID – PID\_BTIMER\_x (x => 0-5) |

Outputs

None

### p\_btimer\_int\_enable\_set

Function Header

**void p\_btimer\_int\_enable\_set (uint8\_t btimer\_id)**

Description

Sets interrupt enable bit in the timer block

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| btimer\_id | Timer ID – PID\_BTIMER\_x (x => 0-5) |

Outputs

None

### p\_btimer\_int\_enable\_clr

Function Header

**void p\_btimer\_int\_enable\_clr (uint8\_t btimer\_id)**

Description

Clears interrupt enable bit for the timer block

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| btimer\_id | Timer ID – PID\_BTIMER\_x (x => 0-5) |

Outputs

None

### p\_btimer\_ctrl\_write

Function Header

**void p\_btimer\_ctrl\_write (uint8\_t btimer\_id, uint32\_t value)**

Description

Writes the control register 32-bits

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| btimer\_id | Timer ID – PID\_BTIMER\_x (x => 0-5) |
| Value | 32-bit value to program |

Outputs

None

### p\_btimer\_ctrl\_read

Function Header

**uint32\_t p\_btimer\_ctrl\_read (uint8\_t btimer\_id)**

Description

Reads the control register

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| btimer\_id | Timer ID – PID\_BTIMER\_x (x => 0-5) |

Outputs

32-bit value read

### p\_btimer\_ctrl\_enable\_set

Function Header

**void p\_btimer\_ctrl\_enable\_set (uint8\_t btimer\_id)**

Description

Sets the enable bit in the control register

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| btimer\_id | Timer ID – PID\_BTIMER\_x (x => 0-5) |

Outputs

None

### p\_btimer\_ctrl\_enable\_clr

Function Header

**void p\_btimer\_ctrl\_enable\_clr (uint8\_t btimer\_id)**

Description

Clears the enable bit in the control register

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| btimer\_id | Timer ID – PID\_BTIMER\_x (x => 0-5) |

Outputs

None

### p\_btimer\_ctrl\_counter\_dir\_set

Function Header

**void p\_btimer\_ctrl\_counter\_dir\_set (uint8\_t btimer\_id)**

Description

Sets counter direction bit in the control register

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| btimer\_id | Timer ID – PID\_BTIMER\_x (x => 0-5) |

Outputs

None

### p\_btimer\_ctrl\_counter\_dir\_clr

Function Header

**void p\_btimer\_ctrl\_counter\_dir\_clr (uint8\_t btimer\_id)**

Description

Clears counter direction bit in the control register

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| btimer\_id | Timer ID – PID\_BTIMER\_x (x => 0-5) |

Outputs

None

### p\_btimer\_ctrl\_auto\_restart\_set

Function Header

**void p\_btimer\_ctrl\_auto\_restart\_set (uint8\_t btimer\_id)**

Description

Sets auto restart bit in the control register

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| btimer\_id | Timer ID – PID\_BTIMER\_x (x => 0-5) |

Outputs

None

### p\_btimer\_ctrl\_auto\_restart\_clr

Function Header

**void p\_btimer\_ctrl\_auto\_restart\_clr (uint8\_t btimer\_id)**

Description

Clears auto restart bit in the control register

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| btimer\_id | Timer ID – PID\_BTIMER\_x (x => 0-5) |

Outputs

None

### p\_btimer\_ctrl\_soft\_reset\_set

Function Header

**void p\_btimer\_ctrl\_soft\_reset\_set (uint8\_t btimer\_id)**

Description

Sets soft reset bit in the control register

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| btimer\_id | Timer ID – PID\_BTIMER\_x (x => 0-5) |

Outputs

None

### p\_btimer\_ctrl\_soft\_reset\_sts\_get

Function Header

**uint8\_t p\_btimer\_ctrl\_soft\_reset\_sts\_get (uint8\_t btimer\_id)**

Description

Read soft reset bit in the control register

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| btimer\_id | Timer ID – PID\_BTIMER\_x (x => 0-5) |

Outputs

0 if soft reset status bit cleared; else non-zero value

### p\_btimer\_ctrl\_start\_set

Function Header

**void p\_btimer\_ctrl\_start\_set (uint8\_t btimer\_id)**

Description

Sets start bit in the control register

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| btimer\_id | Timer ID – PID\_BTIMER\_x (x => 0-5) |

Outputs

None

### p\_btimer\_ctrl\_start\_get

Function Header

**uint8\_t p\_btimer\_ctrl\_start\_get (uint8\_t btimer\_id)**

Description

Read start bit in the control register

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| btimer\_id | Timer ID – PID\_BTIMER\_x (x => 0-5) |

Outputs

0 if start bit cleared; else non-zero value

### p\_btimer\_ctrl\_start\_clr

Function Header

**void p\_btimer\_ctrl\_start\_clr (uint8\_t btimer\_id)**

Description

Clears start bit in the control register

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| btimer\_id | Timer ID – PID\_BTIMER\_x (x => 0-5) |

Outputs

None

### p\_btimer\_ctrl\_reload\_set

Function Header

**void p\_btimer\_ctrl\_reload\_set (uint8\_t btimer\_id)**

Description

Sets reload bit in the control register

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| btimer\_id | Timer ID – PID\_BTIMER\_x (x => 0-5) |

Outputs

None

### p\_btimer\_ctrl\_reload\_clr

Function Header

**void p\_btimer\_ctrl\_reload\_clr (uint8\_t btimer\_id)**

Description

Clears reload bit in the control register

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| btimer\_id | Timer ID – PID\_BTIMER\_x (x => 0-5) |

Outputs

None

### p\_btimer\_ctrl\_halt\_set

Function Header

**void p\_btimer\_ctrl\_halt\_set (uint8\_t btimer\_id)**

Description

Sets halt bit in the control register

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| btimer\_id | Timer ID – PID\_BTIMER\_x (x => 0-5) |

Outputs

None

### p\_btimer\_ctrl\_halt\_clr

Function Header

**void p\_btimer\_ctrl\_halt\_clr (uint8\_t btimer\_id)**

Description

Clears halt bit in the control register

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| btimer\_id | Timer ID – PID\_BTIMER\_x (x => 0-5) |

Outputs

None

# PWM

MEC2016 has 12 PWM channels, supports PWM frequency from 0.1 Hz to 500KHz.

User can use the below API’s. User can initiate the PWM channel & PWM frequency using PWM\_init routine.

User can vary the duty cycle with a minimum interval of 1%.

PWM\_enable should follow the PWM\_init routine to start the PWM generation.

User shall use the below API’s with valid PWM Channel Number.

**Number of PWM’s**

PWM0

PWM1

PWM2

PWM3

PWM4

PWM5

PWM6

PWM7

PWM8

PWM9

PWM10

PWM11

**PWM Peripheral Functions**

p\_PWM\_set\_ON\_time

p\_PWM\_counter\_ON\_Time\_read

p\_PWM\_set\_OFF\_time

p\_PWM\_counter\_OFF\_Time\_read

p\_PWM\_set\_predivider

p\_PWM\_set\_invert

p\_PWM\_select\_clock

p\_PWM\_enable

p\_PWM\_disable

p\_PWM\_configuration\_read

p\_PWM\_configuration\_write

**PWM API’s**

PWM\_init

PWM\_set\_dutycycle

PWM\_sleep\_enable

PWM\_sleep\_disable

pwm\_gpio\_configure

**PWM instance**

PWMx Counter ON Time Register

PWMx Counter OFF Time Register

PWMx Configuration Register

GPIO Peripheral Functions

PCR Peripheral Functions

## PWM API’s

The list of PWM APIs

* PWM\_init
* PWM\_set\_dutycycle
* PWM\_sleep\_enable
* PWM\_sleep\_disable
* pwm\_gpio\_configure

### PWM\_init

Function Header

**void PWM\_init(uint8\_t pwm\_ch,**

**uint32\_t pwm\_frequency,**

**uint8\_t invert,**

**uint8\_t dutycycle,**

**)**

Description

Configure the PWM channel with required configuration.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| pwm\_ch | Pwm ch – BPWMx\_ch (x => 0-3) |
| Pwm\_frequency | Period is calculated based on the pwm\_frequency  PWM\_frequency in Hz, use non-zero value only. |
| Invert | 0 – Invert not required (ON state is active High)  1 - Invert output (ON state is active Low) |
| Duty Cycle | Duty Cycle in percentage, minimum resolution is of 1%. |

Outputs

None

### PWM\_set\_dutycycle

Function Header

**void PWM\_set\_dutycycle(uint8\_t pwm\_ch,**

**uint32\_t pwm\_frequency,**

**uint8\_t dutycycle**

**)**

Description

Reinitialize or modify the duty cycle of any existing initialized PWM channel.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| pwm\_ch | Pwm Ch – BPWMx\_ch (x => 0-3) |
| Pwm\_frequency | Period is calculated based on the pwm\_frequency  PWM\_frequency in Hz, use non zero values. |
| Duty Cycle | Duty Cycle in percentage, minimum resolution is of 1%. |

Outputs

None

### PWM\_sleep\_enable

Function Header

**void PWM\_sleep\_enable(uint8\_t pwm\_ch)**

Description

Disables the PWM channel and put the specific PWM channel into sleep. This is to reduce the power consumption and keep the device in very low power state.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| pwm\_ch | Pwm ch – BPWMx\_ch (x => 0-3) |

Outputs

None

### PWM\_sleep\_disable

Function Header

**void PWM\_sleep\_disable(uint8\_t pwm\_ch)**

Description

Disable the sleep of the specific pwm channel. Need to call bPWM\_enable routine to start the PWM channel.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| pwm\_ch | Pwm ch – BPWMx\_ch (x => 0-3) |

Outputs

None

### PWM\_gpio\_configure

Function Header

**void pwm\_gpio\_configure(uint8\_t pwm\_ch)**

Description

Initializes the PWM channel GPIO pin based on the PWM channel ID.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| pwm\_ch | Pwm ch – BPWMx\_ch (x => 0-3) |

Outputs

None

## PWM Peripheral Functions

The list of PWM peripheral functions are listed below:

* p\_PWM\_set\_ON\_time
* p\_PWM\_counter\_ON\_Time\_read
* p\_PWM\_set\_OFF\_time
* p\_PWM\_counter\_OFF\_Time\_read
* p\_PWM\_set\_predivider
* p\_PWM\_set\_invert
* p\_PWM\_select\_clock
* p\_PWM\_enable
* p\_PWM\_disable
* p\_PWM\_configuration\_read
* p\_PWM\_configuration\_write

### p\_PWM\_set\_ON\_time

Function Header

**void p\_PWM\_set\_ON\_time (uint8\_t pwm\_ch,**

**uint16\_t ON\_time**

**)**

Description

Load the PWMx Counter ON time.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| Pwm\_ch | PWM channel number |
| ON\_time | Time of Pulse ON |

Outputs

None

### p\_PWM\_counter\_ON\_Time\_read

Function Header

**Uint32\_t** p\_PWM\_counter\_ON\_Time\_read  **(uint8\_t pwm\_ch)**

Description

Read the Counter ON Time register and returns its value.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| Pwm\_ch | PWM channel number |

Outputs

Returns counter value.

### p\_PWM\_set\_OFF\_time

Function Header

**void p\_PWM\_set\_OFF\_time (uint8\_t pwm\_ch,**

**uint16\_t OFF\_time**

**)**

Description

Load the PWMx Counter OFF time.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| Pwm\_ch | PWM channel number |
| OFF\_time | Time of Pulse OFF |

Outputs

None

### p\_PWM\_counter\_OFF\_Time\_read

Function Header

**Uint32\_t** p\_PWM\_counter\_OFF\_Time\_read  **(uint8\_t pwm\_ch)**

Description

Read the Counter OFF Time register and returns its value.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| Pwm\_ch | PWM channel number |

Outputs

Returns counter value.

### p\_PWM\_set\_predivider

Function Header

**void p\_PWM\_set\_predivider (uint8\_t pwm\_ch,**

**uint8\_t pre\_divider**

**)**

Description

Based on PWM frequency, set the required pre\_divider value. This is to choose the clock pulse for PWM generator.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| Pwm\_ch | PWM channel number |
| Pre-divider | Divider value to choose the clock input |

Outputs

None

### p\_PWM\_set\_invert

Function Header

**void p\_PWM\_set\_invert (uint8\_t pwm\_ch,**

**uint8\_t invert**

**)**

Description

If no invert is required load value 0, if invert output is required load value 1.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| Pwm\_ch | PWM channel number |
| Invert bit | 0 – Invert Off, PWM output High for Active High  1 - Invert ON, PWM output High for Active Low. |

Outputs

None

### p\_PWM\_select\_clock

Function Header

**void p\_PWM\_select\_clock (uint8\_t pwm\_ch,**

**uint8\_t Clock\_source**

**)**

Description

Choose the clock source required for PWM generator.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| Pwm\_ch | PWM channel number |
| Clock\_Source | 0 – High Clock – 48MHz Clock  1 - Low Clock - 100KHz Clock |

Outputs

None

### p\_PWM\_enable

Function Header

**void p\_PWM\_enable (uint8\_t pwm\_ch)**

Description

Set’s the enable bit in the PWM Configuration register.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| Pwm\_ch | PWM channel number |

Outputs

None

### p\_PWM\_disable

Function Header

**void p\_PWM\_disable (uint8\_t pwm\_ch)**

Description

Set the disable bit in the PWM configuration register.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| Pwm\_ch | PWM channel number |

Outputs

None

### p\_PWM\_configuration\_read

Function Header

**uint32\_t PWM\_configuration\_read(uint8\_t pwm\_ch)**

Description

Reads the Configuration register and returns its value.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| pwm\_ch | Pwm ch – BPWMx\_ch (x => 0-3) |

Outputs

Returns the Configuration register Value.

### p\_PWM\_configuration\_write

Function Header

**void PWM\_configuration\_read(uint8\_t pwm\_ch,**

**uint32\_t configuration**

**)**

Description

Update the configuration register value.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| pwm\_ch | Pwm ch – BPWMx\_ch (x => 0-3) |
| Configuration | Configuration value as per register settings. |

Outputs

Returns the Configuration register Value.

# GPIO

GPIO API’s

gpio\_init

gpio\_property\_set

gpio\_property\_get

gpio\_output\_set

gpio\_input\_get

gpio\_slewRate\_set

gpio\_slewRate\_get

gpio\_driveStr\_set

gpio\_driveStr\_get

GPIO Peripheral Functions

p\_gpio\_is\_valid

p\_gpio\_ctrl\_get

p\_gpio\_ctrl\_set

p\_gpio\_ctrl2\_get

p\_gpio\_ctrl2\_set

p\_gpio\_pad\_get

p\_gpio\_alt\_out

p\_gpio\_mux\_set

p\_gpio\_polarity\_set

p\_gpio\_output\_write\_enable

p\_gpio\_dir\_set

p\_gpio\_obuff\_set

p\_gpio\_idet\_set

p\_gpio\_pwrgate\_set

p\_gpio\_pud\_set

p\_gpio\_input\_get

p\_gpio\_output\_set

GPIO registers

GPIO Control 1 register

GPIO control 2 register

GPIO input register

GPIO output register

Number of GPIO’s

GPIO 000

To

GPIO 276

## 

## 

## GPIO APIs

The list of GPIO APIs

* gpio\_init
* gpio\_property\_set
* gpio\_property\_get
* gpio\_output\_set
* gpio\_input\_get
* gpio\_slewRate\_get
* gpio\_slewRate\_set
* gpio\_driveStr\_get
* gpio\_driveStr\_set

### gpio\_init

Function Header

**uint8\_t gpio\_init( enum GPIO\_PIN pin,**

**enum GPIO\_MUX new\_mux,**

**enum GPIO\_POLARITY new\_pol,**

**enum GPIO\_DIR new\_dir,**

**enum GPIO\_OUTDRV new\_obuf,**

**enum GPIO\_INTDET new\_idet,**

**enum GPIO\_PWRGATE new\_pwrg,**

**enum GPIO\_PUD new\_pud**

**)**

Description

Initializes the specified GPIO Pin

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| ****pin**** | 0-based GPIO ID |
| ****new\_mux**** | New output mux control mode  GPIO\_MUX\_GPIO – GPIO mode  GPIO\_MUX\_ALT\_FUNC1 – Signal 1 mode  GPIO\_MUX\_ALT\_FUNC2 – Signal 2 mode  GPIO\_MUX\_ALT\_FUNC3 – Signal 3 mode |
| ****new\_pol**** | Polarity mode  GPIO\_NON\_INVERTED  GPIO\_INVERTED |
| ****new\_dir**** | GPIO direction  GPIO\_INPUT  GPIO\_OUTPUT |
| ****new\_obuf**** | GPIO pin’s output buffer type  GPIO\_PUSH\_PULL  GPIO\_OPEN\_DRAIN |
| ****new\_idet**** | GPIO pin’s interrupt detection mode  GPIO\_INTDET\_LVL\_LO  GPIO\_INTDET\_LVL\_HI  GPIO\_INTDET\_DISABLED  GPIO\_INTDET\_EDG\_RISE  GPIO\_INTDET\_EDG\_FALL  GPIO\_INTDET\_EDG\_BOTH |
| ****new\_pwrg**** | GPIO pin’s power source  GPIO\_VCC1\_SUS  GPIO\_VCC2\_MAIN  GPIO\_ALWAYS\_UNPWRD  GPIO\_ALWAYS\_PWRD |
| ****new\_pud**** | GPIO pin’s internal resistor mode  GPIO\_PUD\_NONE  GPIO\_PU – Pull up mode  GPIO\_PD – Pull down mode  GPIO\_KEEPER |

Outputs

1 = success, 0 = fail

### gpio\_property\_set

Function Header

**uint8\_t gpio\_property\_set ( enum GPIO\_PIN pin,**

**enum GPIO\_PROPERTY gpio\_prop,**

**uint32\_t new\_prop\_val**

**)**

Description

Enables the user to change any property of the specified gpio pin at run time

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| ****pin**** | 0-based GPIO ID |
| gpio\_prop | Property type that is to be updated  GPIO\_PROP\_PU\_PD  GPIO\_PROP\_PWR\_GATE  GPIO\_PROP\_INT\_DET  GPIO\_PROP\_OBUFF\_TYPE  GPIO\_PROP\_DIR  GPIO\_PROP\_OUT\_SRC  GPIO\_PROP\_POLARITY  GPIO\_PROP\_MUX\_SEL  GPIO\_PROP\_ALL |
| new\_prop\_val | New value of the property  **GPIO\_PROP\_PU\_PD**  GPIO\_PUD\_NONE  GPIO\_PU – Pull up mode  GPIO\_PD – Pull down mode  GPIO\_KEEPER  **GPIO\_PROP\_PWR\_GATE**  GPIO\_VTR  GPIO\_VCC\_MAIN  GPIO\_ALWAYS\_UNPWRD  **GPIO\_PROP\_INT\_DET**  GPIO\_INTDET\_LVL\_LO  GPIO\_INTDET\_LVL\_HI  GPIO\_INTDET\_DISABLED  GPIO\_INTDET\_EDG\_RISE  GPIO\_INTDET\_EDG\_FALL  GPIO\_INTDET\_EDG\_BOTH  **GPIO\_PROP\_OBUFF\_TYPE**  GPIO\_PUSH\_PULL  GPIO\_OPEN\_DRAIN  **GPIO\_PROP\_DIR**  GPIO\_INPUT  GPIO\_OUTPUT  **GPIO\_PROP\_OUT\_SRC**  GPIO\_ALT\_OUT\_EN  GPIO\_ALT\_OUT\_DIS  **GPIO\_PROP\_POLARITY**  GPIO\_NON\_INVERTED  GPIO\_INVERTED  **GPIO\_PROP\_MUX\_SEL**  GPIO\_MUX\_GPIO  GPIO\_MUX\_ALT\_FUNC1  GPIO\_MUX\_ALT\_FUNC2  GPIO\_MUX\_ALT\_FUNC3 |

Outputs

1 = success, 0 = fail

### gpio\_property\_get

Function Header

**uint8\_t gpio\_property\_set ( enum GPIO\_PIN pin, enum GPIO\_PROPERTY gpio\_prop )**

Description

Returns the current value of the requested property type of the specified gpio pin

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| ****pin**** | 0-based GPIO ID |
| gpio\_prop | Property type that is to be read  GPIO\_PROP\_PU\_PD  GPIO\_PROP\_PWR\_GATE  GPIO\_PROP\_INT\_DET  GPIO\_PROP\_OBUFF\_TYPE  GPIO\_PROP\_DIR  GPIO\_PROP\_OUT\_SRC  GPIO\_PROP\_POLARITY  GPIO\_PROP\_MUX\_SEL |

Outputs

Property values (refer datasheet), 0xFF = fail

### gpio\_output\_set

Function Header

**uint8\_t gpio\_output\_set( enum GPIO\_PIN pin, enum GPIO\_ALT\_OUT out\_src, const uint32\_t gpio\_state )**

Description

Writes the output value to the specified gpio pin depending upon the output source register.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| ****pin**** | 0-based GPIO ID |
| ****out\_src**** | Output source register  GPIO\_ALT\_OUT\_EN – bit[16] of control 1  register  GPIO\_ALT\_OUT\_DIS – output register |
| gpio\_state | Desired pin state |

Outputs

1 = success, 0 = fail

### gpio\_input\_get

Function Header

**uint8\_t gpio\_input\_get( enum GPIO\_PIN pin )**

Description

Reads the GPIO pin’s input register using the gpio input register.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| ****pin**** | 0-based GPIO ID |

Outputs

0 or 1 = pin state, 0xFF = fail

### gpio\_slewRate\_get

Function Header

**uint8\_t gpio\_slewRate\_get( enum GPIO\_PIN pin )**

Description

Returns the current slew rate configuration of the specified GPIO Pin.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| ****pin**** | 0-based GPIO ID |

Outputs

Pin slew rate: 0 = slow, 1 = fast, 0xFF = fail

### gpio\_slewRate\_set

Function Header

**uint8\_t gpio\_slewRate\_set (enum GPIO\_PIN pin, enum GPIO\_SLEW new\_slew )**

Description

Programs the slew rate configuration for the specified GPIO Pin.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| gpio\_id | gpio\_id 0-based GPIO ID |
| new\_slew | new slew rate setting  GPIO\_SLEW\_SLOW  GPIO\_SLEW\_FAST |

Outputs

1 = success, 0 = fail

### gpio\_driveStr\_get

Function Header

**uint8\_t gpio\_driveStr\_get( enum GPIO\_PIN pin )**

Description

Reads the current drive strength setting of the specified gpio pin.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| pin | 0-based GPIO ID |

Outputs

Pin Drive Strength: 0 = 2mA, 1 = 4mA, 2 = 8mA, 3 = 12mA, 0xFF = fail

### gpio\_driveStr\_set

Function Header

**uint8\_t gpio\_driveStr\_set ( enum GPIO\_PIN pin, enum GPIO\_DRV drv\_str )**

Description

Programs the drive strength configuration for the specified gpio pin.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| pin | 0-based GPIO ID |
| drv\_str | Drive strength value  GPIO\_DRV\_2MA  GPIO\_DRV\_4MA  GPIO\_DRV\_8MA  GPIO\_DRV\_12MA |

Outputs

1 = success, 0 = fail

## GPIO Peripheral Functions

List of GPIO Peripheral functions

* p\_gpio\_is\_valid
* p\_gpio\_ctrl\_get
* p\_gpio\_ctrl\_set
* p\_gpio\_ctrl2\_get
* p\_gpio\_ctrl2\_set
* p\_gpio\_pad\_get
* p\_gpio\_alt\_out
* p\_gpio\_mux\_set
* p\_gpio\_polarity\_set
* p\_gpio\_output\_write\_enable
* p\_gpio\_dir\_set
* p\_gpio\_obuff\_set
* p\_gpio\_idet\_set
* p\_gpio\_pwrgate\_set
* p\_gpio\_pud\_set
* p\_gpio\_input\_get
* p\_gpio\_output\_set

### p\_gpio\_is\_valid

Function Header

**uint8\_t** p\_gpio\_is\_valid **( enum GPIO\_PIN pin )**

Description

Checks if the specified gpio pin has been implemented in the hardware.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| ****pin**** | 0-based GPIO ID |

Outputs

1 = valid, 0 = invalid

### p\_gpio\_ctrl\_get

Function Header

**uint32\_t** p\_gpio\_ctrl\_get **( enum GPIO\_PIN pin )**

Description

Reads the contents of the control 1 register of the specified gpio pin

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| ****pin**** | 0-based GPIO ID |

Outputs

32-bit value of GPIO pin’s control 1 register contents

### p\_gpio\_ctrl\_set

Function Header

**void** p\_gpio\_ctrl\_set **( enum GPIO\_PIN pin, uint32\_t new\_ctrl )**

Description

Writes to the control 1 register of the specified gpio pin.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| ****pin**** | 0-based GPIO ID |
| ****new\_ctrl**** | 32-bit value of the new value |

Outputs

None

### p\_gpio\_ctrl2\_get

Function Header

**uint8\_t** p\_gpio\_ctrl2\_get **( enum GPIO\_PIN pin )**

Description

Reads the contents of the control 2 register of the specified gpio pin

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| ****pin**** | 0-based GPIO ID |

Outputs

GPIO pin’s control 2 register contents

### p\_gpio\_ctrl2\_set

Function Header

**void** p\_gpio\_ctrl2\_set **( enum GPIO\_PIN pin, uint8\_t new\_ctrl2 )**

Description

Writes to the control 2 register of the specified gpio pin.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| ****pin**** | 0-based GPIO ID |
| ****new\_ctrl2**** | 32-bit value of the new value |

Outputs

None

### p\_gpio\_pad\_get

Function Header

**uint8\_t** p\_gpio\_pad\_get **( enum GPIO\_PIN pin )**

Description

Read GPIO pin’s input via the GPIO\_INPUT bit of the control register.

Note: Performs a byte read of offset 3 of the GPIO Pin’s 32-bit control 1 register

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| ****pin**** | 0-based GPIO ID |

Outputs

Current state of the gpio pin

### p\_gpio\_alt\_out

Function Header

**void** p\_gpio\_alt\_out **( enum GPIO\_PIN pin, uint8\_t new\_val )**

Description

Writes to the gpio pin via the ALTERNATE\_GPIO\_DATA bit of the control 1 register

Note:

1. To use this feature, ‘Output GPIO Write Enable’ bit should be cleared in the GPIO

Control 1 register.

1. Performs a byte wide write to byte offset 2 of the GPIO Pin’s 32-bit configuration register. No read-modify-write.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| ****pin**** | 0-based GPIO ID |
| ****new\_val**** | New output value |

Outputs

None

### p\_gpio\_mux\_set

Function Header

**void** p\_gpio\_mux\_set **( enum GPIO\_PIN pin, uint8\_t new\_mux )**

Description

Sets the mode for the gpio pin’s output mux

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| ****pin**** | 0-based GPIO ID |
| ****new\_mux**** | New mux mode  GPIO\_MUX\_GPIO – GPIO mode  GPIO\_MUX\_ALT\_FUNC1 – Signal 1 mode  GPIO\_MUX\_ALT\_FUNC2 – Signal 2 mode  GPIO\_MUX\_ALT\_FUNC3 – Signal 3 mode |

Outputs

None

### p\_gpio\_polarity\_set

Function Header

**void** p\_gpio\_polarity\_set **( enum GPIO\_PIN pin, enum GPIO\_POLARITY invert )**

Description

Sets the mode for the gpio pin’s polarity

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| ****pin**** | 0-based GPIO ID |
| ****invert**** | New polarity mode  GPIO\_NON\_INVERTED  GPIO\_INVERTED |

Outputs

None

### p\_gpio\_output\_write\_enable

Function Header

**void** p\_gpio\_outen\_set **( enum GPIO\_PIN pin, enum GPIO\_ALT\_OUT enable\_par\_out )**

Description

Selects the output source register for the specified gpio pin.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| ****pin**** | 0-based GPIO ID |
| ****enable\_par\_out**** | Output register  GPIO\_ALT\_OUT\_EN – bit[16] of control 1 register  GPIO\_ALT\_OUT\_DIS – gpio output register |

Outputs

None

### p\_gpio\_dir\_set

Function Header

**void** p\_gpio\_dir\_set **( enum GPIO\_PIN pin, enum GPIO\_DIR dir\_output )**

Description

Sets the direction of the specified gpio pin

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| ****pin**** | 0-based GPIO ID |
| ****dir\_output**** | Direction mode value  GPIO\_INPUT  GPIO\_OUTPUT |

Outputs

None

### p\_gpio\_obuff\_set

Function Header

**void** p\_gpio\_obuff\_set **( enum GPIO\_PIN pin, enum GPIO\_OUTDRV new\_obuf )**

Description

Selects the output buffer for the specified gpio pin

Inputs

|  |  |
| --- | --- |
| *Input Parameter* | Description |
| ****pin**** | 0-based GPIO ID |
| ****new\_obuff**** | Output buffer type  GPIO\_PUSH\_PULL  GPIO\_OPEN\_DRAIN |

Outputs

None

### p\_gpio\_idet\_set

Function Header

**void** p\_gpio\_idet\_set **( enum GPIO\_PIN pin, enum GPIO\_INTDET new\_idet )**

Description

Selects the interrupt detection mode for the specified gpio pin.

Note: This function accounts for all the possible combinations including bit[7] – EDGE\_ENABLE of the control 1 register

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| ****pin**** | 0-based GPIO ID |
| ****new\_idet**** | Interrupt detection mode  GPIO\_INTDET\_LVL\_LO  GPIO\_INTDET\_LVL\_HI  GPIO\_INTDET\_DISABLED  GPIO\_INTDET\_EDG\_RISE  GPIO\_INTDET\_EDG\_FALL  GPIO\_INTDET\_EDG\_BOTH |

Outputs

None

### p\_gpio\_pwrgate\_set

Function Header

**void** p\_gpio\_pwrgate\_set **( enum GPIO\_PIN pin, enum GPIO\_PWRGATE new\_pwrg )**

Description

Selects the power gating source for the specified gpio pin.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| ****pin**** | 0-based GPIO ID |
| ****new\_pwrg**** | Power gate mode  GPIO\_VTR  GPIO\_VCC\_MAIN  GPIO\_ALWAYS\_UNPWRD |

Outputs

None

### p\_gpio\_pud\_set

Function Header

**void** p\_gpio\_pud\_set **( enum GPIO\_PIN pin, enum GPIO\_PUD new\_pud )**

Description

Selects the internal resistor mode for the specified gpio pin

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| ****pin**** | 0-based GPIO ID |
| ****new\_pud**** | Internal resistor mode select  GPIO\_PUD\_NONE  GPIO\_PU – Pull up mode  GPIO\_PD – Pull down mode  GPIO\_KEEPER |

Outputs

None

### p\_gpio\_input\_get

Function Header

**uint8\_t** p\_gpio\_input\_get **( enum GPIO\_PIN pin )**

Description

Reads the input value of the specified gpio pin using the gpio input register.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| ****pin**** | 0-based GPIO ID |

Outputs

0 or 1 = gpio input state, 0xFF = invalid pin

### p\_gpio\_output\_set

Function Header

**void** p\_gpio\_output\_set **( enum GPIO\_PIN pin, const uint32\_t new\_val )**

Description

Writes to the gpio output register of the specified gpio pin.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| ****pin**** | 0-based GPIO ID |
| ****New\_val**** | New output value |

Outputs

None

# SMBus Driver

## SMBus Driver APIs & Callbacks

* Driver Set Up & Initialization
  + smb\_callback
  + smb\_register\_eventFlag\_and\_callback
  + smb\_dma\_isr
  + smb\_isr
  + smbus\_main\_task
  + smbus\_app\_timer
  + smbus\_init\_timer
* Configuring SMBus Controller
  + smbus\_configure\_and\_enable
  + smbus\_disable
  + smb\_enable\_timeouts
* MASTER APIs
  + smb\_busyStatus\_get
  + smb\_portBusyStatus\_get
  + smb\_change\_port
  + smb\_set\_speed
  + smb\_protocol\_execute
  + smb\_protocol\_execute\_blocking
  + Master callback function
* SLAVE APIs
  + smb\_register\_slave
  + smb\_deregister\_slave
  + smbApp\_slave\_callback

## SMBus driver configuration

The SMBus driver can be customized and configured based on the requirements. User needs to update the smb\_config\_user.h file. The file will have the following entries:

/\* Maximum number of smbus controller \*/

#define MAX\_SMB 4

/\* Maximum number of ports per SMBus controller \*/

#define SMB\_MAX\_PORT\_PER\_CHANNEL 11

/\* Maximum number of buffers per slave controller \*/

#define SMB\_MAX\_NUM\_SLAVE\_BUFFER 8

/\* Size of buffer on each controller (must be greater than 4) \*/

#define SLAVE1\_BUFFER\_SIZE 64

#define SLAVE2\_BUFFER\_SIZE 64

#define SLAVE3\_BUFFER\_SIZE 64

#define SLAVE4\_BUFFER\_SIZE 64

/\* Maximum number of application per slave controller \*/

#define SMB\_MAX\_NUM\_SLAVE\_APP 5

## Driver Set Up & Initialization

**FreeRTOS**

For hooking-in the smbus/i2c driver to FreeRTOS, it needs certain services and calls.

In summary, following is the sequence to be followed:

1. Create a smbus callback function whose prototype is

*void smb\_callback(UINT8 channel, UINT8 eventType, UINT8 eventValue)*

1. In the irq12 interrupt service routine call *smb\_isr* function
2. In the irq13 interrupt service routine call *smb\_dma\_isr* function
3. As a part of global initialization (before entering freeRTOS) call *smbus\_init\_task* function
4. In FreeRTOS :-
   1. Create a freeRTOS event flag for smbus driver purpose
   2. Register the event flag and the smbus callback using the *smb\_register\_eventFlag\_and\_callback* function
   3. Create a freeRTOS timer which is set to call *smbus\_app\_timer* every 10ms
   4. Create a FreeRTOS task with stack size 512 (TBD) bytes with *smbus\_main* as the call back function

**SKERN**

For hooking-in the smbus/i2c driver to SKERN, following sequence needs to be followed:

1. In cfg.h, create a task (task number can vary) for smbus as shown below:

#define TASK\_01 smbus

#define PRIORITY\_TASK\_01\_EVENTTASK HIGH

#define PRIORITY\_TASK\_01\_EVENTTIMEOUT HIGH

#define ENABLE\_TASK\_01\_EVENTINTR 1

#define ENABLE\_TASK\_01\_EVENTTASK 1

#define ENABLE\_TASK\_01\_EVENTTIMER 1

Note: This will automatically create function declarations for smbus\_init\_task and smbus\_main\_task.

1. In the irq12 interrupt service routine call *smb\_isr* function
2. In the irq13 interrupt service routine call *smb\_dma\_isr* function

### smb\_callback

Function Header

**void smb\_callback(const UINT8 channel,const UINT8 eventType,const UINT8 eventValue)**

Description

This function is the callback function which is invoked by smbus driver at various instances for notifications.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| channel | SMB\_CHANNEL\_x – x is 1 to 4 |
| eventType | the type of event for notification |
| eventValue | parameter for the notification, if any |

|  |  |
| --- | --- |
| eventType | |
| SMB\_CBK\_DISABLED | controller is disabled |
| SMB\_CBK\_HW\_ENABLED | controller is enabled |
| SMB\_CBK\_BER | bus error on the controller |
| SMB\_CBK\_BUSY | waiting for current transaction to complete before disabling |
| SMB\_CBK\_PORT\_ERROR\_SET | Error in port (clk/data not high) |
| SMB\_CBK\_PORT\_ERROR\_CLR | Port is good (clk/data high) |

Outputs

None

### smb\_register\_eventFlag\_and\_callback

Function Header

**void smb\_register\_eventFlag\_and\_callback(EventGroupHandle\_t \*ptr\_event\_flag\_handle, SMB\_CALLBACK\_FUNC\_PTR pCallback)**

Description

Register FreeRTOS event flag. This function needs to be called only in FreeRTOS framework.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| ptr\_event\_flag | ptr\_event\_flag pointer to RTOS event flag structure |
| pCallback | pointer to callback function |

Outputs

None

### smb\_dma\_isr

Function Header

**void smb\_dma\_isr(void)**

Description

This function takes care of smbus dma interrupts. This needs to be called in irq13 interrupt routine from the application code. Smbus dma are dma controller instance 0 to 7.

Inputs

None

Outputs

None

### smb\_isr

Function Header

**void smb\_isr(void)**

Description

The main entry point for smbus interrupt service routine. This needs to be called in irq12 interrupt routine from the application code.

Inputs

None

Outputs

None

### smbus\_main\_task

Function Header (skern)

VOID smbus\_main\_task(enum EVENT\_TYPE call\_type)

Function Header (freeRTOS)

void smbus\_main(void \*pvParameters)

Description

This function performs all the SMBus tasks. This function is passed as the entry for FreeRTOS and is the main task for SKERN.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| Call\_type | Event Type – Interrupt/Task/Timer |

|  |  |
| --- | --- |
| Input Parameter | Description |
| pvParameters | Any parameters passed by application |

Outputs

None

### smbus\_app\_timer

Function Header

**void smbus\_app\_timer(void)**

Description

SMBus application timer function.

Note : This function internally sets flag to call smbus\_timer\_task. This function is only required for RTOS.

Inputs

None

Outputs

None

### smbus\_init\_task

Function Header

void smbus\_init\_task (void)

Description

This function initializes the smbus data structures.

Note: This function needs to be called before entering FreeRTOS.

Inputs

None

Outputs

None

## Configuring SMBus Controller

### smbus\_configure\_and\_enable

Function Header

**void smbus\_configure\_and\_enable ( UINT8 channel,**

**UINT8 own\_address,**

**UINT8 speed,**

**UINT8 port,**

**UINT8 configFlag)**

Description

This function can be used to start and enable the smbus controller

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| channel | SMB\_CHANNEL\_x – x is 1 to 4 |
| own\_address | 7-bit smb address |
| speed | SMBUS\_SPEED\_100KHZ SMBUS\_SPEED\_400KHZ  SMBUS\_SPEED\_1MHZ |
| **port** | default port on the controller |
| **configValue** | Bit 0 – set to enable  Bit 2 – enable Fairness |

Outputs

None

### smbus\_disable

Function Header

void smbus\_disable(UINT8 channel)

Description

This function can be used to disable the smbus controller.

Note: Make the sure the controller was enabled prior to using this function

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| channel | SMB\_CHANNEL\_x – x is 1 to 4 |

Outputs

None

### smb\_enable\_timeouts

Function Header

**void smb\_enable\_timeouts(const UINT8 channel, const UINT8 timeoutsFlag)**

Description

This function enables timeouts.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| channel | SMB\_CHANNEL\_x – x is 1 to 4 |
| timeoutsFlag | Timeout flag as per BYTE0 of completion register |

timeoutsFlag - timeoutsFlag is as per BYTE0 of completion register

BIT 2 – Device Timeout enable

BIT 3 – Master Cumulative Timeout enable

BIT 4 – Slave Cumulative Timeout enable

BIT 5 – Bus Idle Detect Timeout enable

Outputs

None

## MASTER APIs

The steps to initiate any master transaction are as follows:

1. Check if smbus resource is available using busy status API
2. If smbus resource is available:
   1. Change the port or speed (if desired)
   2. Initiate the master transaction using smb\_protocol\_execute API.

### smb\_busyStatus\_get

Function Header

**UINT8 smb\_busyStatus\_get (const UINT8 channel)**

Description

This function checks if master resource is available on the default port.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| channel | SMB\_CHANNEL\_x – x is 1 to 4 |

Outputs

MASTER\_BUSY - controller or default port is busy

MASTER\_AVAILABLE - controller is available for use on the default port

Usage

/\* Get SMBus resource status \*/

status = **smb\_busyStatus\_get**(SMB\_CHANNEL\_1);

if (MASTER\_BUSY == status)

{

trace0(0, SMB\_APP, 0, “smbApp\_master\_request: smbus is busy”);

/\* Steps for retry \*/

…

…

}

/\* Proceed to smb\_protocol\_execute to initiate master request \*/

### smb\_portBusyStatus\_get

Function Header

**UINT8 smb\_portBusyStatus\_get (const UINT8 channel,const UINT8 port)**

Description

This function checks if master resource is available on the queried port.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| channel | SMB\_CHANNEL\_x – x is 1 to 4 |
| port | port on the particular channel for which busy status is required |

Outputs

MASTER\_BUSY - controller or port is busy

MASTER\_AVAILABLE - controller is available for use on the port

Usage

/\* Get SMBus resource status \*/

status = **smb\_portBusyStatus\_get**(SMB\_CHANNEL\_1, SMB\_PORT\_1);

if (MASTER\_BUSY == status)

{

trace0(0, SMB\_APP, 0, “smbApp\_master\_request: smbus is busy”);

/\* Steps for retry \*/

…

…

}

/\* Proceed to smb\_protocol\_execute to initiate master request \*/

### smb\_change\_port

Function Header

**UINT8 smb\_change\_port(const UINT8 channel,const UINT8 port)**

Description

This function changes the controller port

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| channel | SMB\_CHANNEL\_x – x is 1 to 4 |
| port | port on the particular channel for which busy status is required |

Outputs

MASTER\_OK - port change success

MASTER\_ERROR - port or controller busy / port change error

### smb\_set\_speed

Function Header

**void smb\_set\_speed(const UINT8 channel,const UINT8 speed)**

Description

This function changes smbus speed

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| channel | SMB\_CHANNEL\_x – x is 1 to 4 |
| speed | SMBUS\_SPEED\_100KHZ SMBUS\_SPEED\_400KHZ  SMBUS\_SPEED\_1MHZ |

Outputs

None

Example Usage

None

### smb\_protocol\_execute

Function Header

**UINT8 smb\_protocol\_execute (const UINT8 channel,**

**UINT8 \*buffer\_ptr,**

**const UINT8 smb\_protocol,**

**const UINT8 writeCount,**

**const UINT8 pecEnable,**

**MASTER\_FUNC\_PTR func\_ptr,**

**const UINT8 readChainedFlag,**

**const UINT8 writeChainedFlag)**

Description

Initiates smbus master operation. This function is called by the application whenever it wants to initiate a master transaction on the smbus.

Note: For Read Block protocol the application should provide an 80 byte buffer.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| channel | SMB\_CHANNEL\_x – x is 1 to 4 |
| buffer\_ptr | Buffer for the smbus transaction |
| smb\_protocol | smbus protocol Byte |
| **writeCount** | Number of bytes to transmit |
| **pecEnable** | Flag to enable/disable PEC |
| **func\_ptr** | Function to call after success/failure of the transaction. This function will be invoked on completion of transaction with status. The function type is:  typedef void (MASTER\_FUNC\_PTR)(UINT8, UINT8 \*)  The first parameter is the status, the next is the buffer\_ptr that was passed. |
| **readChainedFlag** | flag to indicate if read needs to be done using dma chaining |
| **writeChainedFlag** | flag to indicate if write needs to be done using dma chaining |

|  |
| --- |
| smb\_protocol |
| SMB\_I2C\_WRITE |
| SMB\_I2C\_READ |
| SMB\_I2C\_COMBINED |
| SMB\_SEND\_BYTE |
| SMB\_RECEIVE\_BYTE |
| SMB\_WRITE\_BYTE |
| SMB\_WRITE\_WORD |
| SMB\_READ\_BYTE |
| SMB\_READ\_WORD |
| SMB\_WRITE\_BLOCK |
| SMB\_READ\_BLOCK |

Outputs

MASTER\_OK - success

MASTER\_ERROR - port or controller bus error

Note: If this function returns MASTER\_ERROR, application could retry after some time.

Usage

Sequence of events for smb\_protocol\_execute:

1. Application calls this function to initiate any master transaction. So this function is executed in the caller’s thread context
2. This function returns immediately after programming the smb hardware registers. Application is free to do any other tasks
3. Once the transaction completes on the bus, smbus driver calls the application callback with the transaction status – success or failure. The callback is invoked from the smbus driver thread context
4. Application can decide in the callback if it needs to retry (APP\_RETVAL\_RETRY) or initiate a new transaction (APP\_RETVAL\_NEW\_TX) or release control (APP\_RETVAL\_RELEASE\_SMBUS). See master callback function for details.

Example for sending a master Write Byte transaction:

UINT8 smbAppTxBuffer[10];

smbAppTxBuffer[0] = SMB\_APP\_SLAVE\_ADDRESS;

/\* Form the Write Byte information in Tx Buffer \*/

smbAppTxBuffer[1] = WRITE\_BYTE\_ADDR;

smbAppTxBuffer[2] = WRITE\_BYTE\_VALUE;

smb\_protocol = SMB\_WRITE\_BYTE;

smb\_writeCount = 3;

status = **smb\_protocol\_execute**(smb\_channel, &smbAppTxBuffer[0],

smb\_protocol,smb\_writeCount, FALSE, smbApp\_callback, FALSE);

Example for sending a master Read Byte transaction:

UINT8 smbAppTxBuffer[10];

smbAppTxBuffer[0] = SMB\_APP\_SLAVE\_ADDRESS;

/\* Form the Read Byte information in Tx Buffer \*/

smbAppTxBuffer[1] = READ\_BYTE\_ADDR;

smbAppTxBuffer[2] = SMB\_APP\_SLAVE\_ADDRESS;

smb\_protocol = SMB\_READ\_BYTE;

smb\_writeCount = 3;

status = **smb\_protocol\_execute**(smb\_channel,&smbAppTxBuffer[0],

smb\_protocol,smb\_writeCount, FALSE, smbApp\_callback, FALSE);

Example for sending a master Write Word transaction:

UINT8 smbAppTxBuffer[10];

smbAppTxBuffer[0] = SMB\_APP\_SLAVE\_ADDRESS;

/\* Form the Write Word information in Tx Buffer \*/

smbAppTxBuffer[1] = WRITE\_WORD\_ADDR;

smbAppTxBuffer[2] = WRITE\_WORD\_DATA\_BYTE\_1;

smbAppTxBuffer[3] = WRITE\_WORD\_DATA\_BYTE\_2;

smb\_protocol = SMB\_WRITE\_WORD;

smb\_writeCount = 4;

status = **smb\_protocol\_execute**(smb\_channel,&smbAppTxBuffer[0],

smb\_protocol,smb\_writeCount, FALSE, smbApp\_callback, FALSE);

Example for sending a master Read Word transaction:

UINT8 smbAppTxBuffer[10];

smbAppTxBuffer[0] = SMB\_APP\_SLAVE\_ADDRESS;

/\* Form the Read Word information in Tx Buffer \*/

smbAppTxBuffer[1] = READ\_WORD\_ADDR;

smbAppTxBuffer[2] = SMB\_APP\_SLAVE\_ADDRESS;

smb\_protocol = SMB\_READ\_WORD;

smb\_writeCount = 3;

status = **smb\_protocol\_execute**(smb\_channel,&smbAppTxBuffer[0],

smb\_protocol,smb\_writeCount, FALSE,smbApp\_callback, FALSE);

Example for sending a master Send Byte transaction:

UINT8 smbAppTxBuffer[10];

smbAppTxBuffer[0] = SMB\_APP\_SLAVE\_ADDRESS;

/\* Form the Send Byte information in Tx Buffer \*/

smbAppTxBuffer[1] = SEND\_BYTE\_DATA;

smb\_protocol = SMB\_SEND\_BYTE;

smb\_writeCount = 2;

status = **smb\_protocol\_execute**(smb\_channel,&smbAppTxBuffer[0],

smb\_protocol,smb\_writeCount, FALSE,smbApp\_callback, FALSE);

Example for sending a master Receive Byte transaction:

UINT8 smbAppTxBuffer[10];

smbAppTxBuffer[0] = SMB\_APP\_SLAVE\_ADDRESS;

/\* Form the Receive Byte information in Tx Buffer \*/

smb\_protocol = SMB\_RECEIVE\_BYTE;

smb\_writeCount = 1;

status = **smb\_protocol\_execute**(smb\_channel,&smbAppTxBuffer[0],

smb\_protocol, smb\_writeCount, FALSE,smbApp\_callback, FALSE);

Example for sending a master Write Block transaction:

UINT8 smbAppTxBuffer[10];

smbAppTxBuffer[0] = SMB\_APP\_SLAVE\_ADDRESS;

/\* Form the Write Block information in Tx Buffer \*/

smbAppTxBuffer[1] = WRITE\_BLOCK\_COMMAND\_CODE;

smbAppTxBuffer[2] = WRITE\_BLOCK\_DATA\_LEN; //(5)

smbAppTxBuffer[3] = WRITE\_BLOCK\_DATA\_1;

smbAppTxBuffer[4] = WRITE\_BLOCK\_DATA\_2;

smbAppTxBuffer[5] = WRITE\_BLOCK\_DATA\_3;

smbAppTxBuffer[6] = WRITE\_BLOCK\_DATA\_4;

smbAppTxBuffer[7] = WRITE\_BLOCK\_DATA\_5;

smb\_protocol = SMB\_WRITE\_BLOCK;

smb\_writeCount = 3 + WRITE\_BLOCK\_DATA\_LEN;

status = **smb\_protocol\_execute**(smb\_channel,&smbAppTxBuffer[0],

smb\_protocol,smb\_writeCount, FALSE, smbApp\_callback, FALSE);

### smb\_protocol\_execute\_blocking

Function Header

**UINT8 smb\_protocol\_execute\_blocking(const UINT8 channel,**

**UINT8 \*buffer\_ptr,**

**const UINT8 smb\_protocol,**

**const UINT8 writeCount,**

**const UINT8 pecEnable,**

**MASTER\_FUNC\_PTR func\_ptr,**

**const UINT8 readChainedFlag,**

**const UINT8 writeChainedFlag)**

Description

Initiates smbus master operation which is blocking i.e. returns only when the transaction is complete.

Note: For Read Block protocol the application should provide an 80 byte buffer.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| channel | SMB\_CHANNEL\_x – x is 1 to 4 |
| buffer\_ptr | Buffer for the smbus transaction |
| smb\_protocol | smbus protocol Byte |
| **writeCount** | Number of bytes to transmit |
| **pecEnable** | Flag to enable/disable PEC |
| **func\_ptr** | Function to call after success/failure of the transaction. This function will be invoked on completion of transaction with status. The function type is:  typedef void (MASTER\_FUNC\_PTR)(UINT8, UINT8 \*)  The first parameter is the status, the next is the buffer\_ptr that was passed. |
| **readChainedFlag** | flag to indicate if read needs to be done using dma chaining |
| **writeChainedFlag** | flag to indicate if write needs to be done using dma chaining |

Outputs

MASTER\_OK on success, MASTER\_ERROR if smbus is not ready for master mode operation.

Note: If this function returns MASTER\_ERROR, application could retry after some time.

Usage

This function is the blocking version of smb\_protocol\_execute function. The sequence of events is as follows:

1. Application calls this function to initiate any master transaction. So this function is executed in the caller’s thread context
2. This function blocks (waits on a hread event flag) after programming the smb hardware registers. As such application thread is blocked. It cannot do any other task.
3. Once the transaction completes on the bus, smbus driver calls the application callback with the transaction status – success or failure. The callback is invoked from the smbus driver thread context.
4. Application can decide in the callback if it needs to retry (APP\_RETVAL\_RETRY) or initiate a new transaction (APP\_RETVAL\_NEW\_TX) or release control (APP\_RETVAL\_RELEASE\_SMBUS). See master callback function for details.
5. If the application callback returns APP\_RETVAL\_RELEASE\_SMBUS, then smbus driver raises the event to release the blocking. This will cause this blocking function to return.

### Master callback function

Function Header

UINT8 smbApp\_master\_callback (UINT8 channel,

UINT8 status,

UINT8 \*buffer\_ptr, SMB\_MAPP\_CBK\_NEW\_TX \*newTxParams)

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| channel | SMB\_CHANNEL\_x – x is 1 to 4 |
| Status | Status table given below |
| buffer\_ptr | pointer to application passed buffer |
| newTxParams | pointer to structure defining new master transaction |

|  |  |
| --- | --- |
| *status* | |
| ERROR\_BER\_TIMEOUT | Bus Error |
| ERROR\_BER\_NON\_TIMEOUT | Bus Error (cause is timeout) |
| ERROR\_LAB | Lost Arbitration Error |
| ERROR\_MADDR\_NAKX | Address NAK |
| ERROR\_MDATA\_NAKX | Slave sent data NAK |
| ERROR\_SMB\_DISABLED | smbus is disabled |
| ERROR\_CLK\_DATA\_NOT\_HIGH | clk or data not high |
| ERROR\_PEC | PEC error |
| SUCCESS\_TX | Success TX operation |
| SUCCESS\_RX | Success RX operation |
| SUCCESS\_RX\_CHAINED | Successfully performed RX chained operation (intermediate status) |

-

Outputs

|  |  |
| --- | --- |
| *smbApp\_master\_callback return values* | |
| APP\_RETVAL\_RELEASE\_SMBUS | Application releases hold on smbus |
| APP\_RETVAL\_HOLD\_SMBUS | Application still acquires smbus |
| APP\_RETVAL\_RETRY | Application wants to retry the current transaction |
| APP\_RETVAL\_NEW\_TX | Application starts a new Master TX immediately |
| APP\_RETVAL\_CHAINED\_RX | Application is continuing a chained RX transaction |
| APP\_RETVAL\_CHAINED\_RX\_LAST | Last request for a chained RX transaction |

Description

This is the function defined in the application whose address will be passed as part of the master transaction request. Master callback function will be invoked from the smbus driver once the master transaction terminates either successfully or with any error. Application can decide in the callback function whether to retry the current transaction or initiate a new smbus transaction or release smbus resource for other applications.

If new transaction or retry is initiated from the callback when a blocking call (smb\_protocol\_execute\_blocking) was used then the blocking would continue until the new transaction or retry initiated from the callback is completed.

For a blocking request, only when the application returns APP\_RETVAL\_RELEASE\_SMBUS then the blocking would be released.

For a non-blocking request (smb\_protocol\_execute) returning a status APP\_RETVAL\_HOLD\_SMBUS allows the application to effectively block other application from using the controller, since they will get busy status.

A new transaction from callback (APP\_RETVAL\_NEW\_TX ) involving master RX chaining using DMA, is not supported.

For master RX chaining using DMA interrupts (initiated using readChainedFlag in

smb\_protocol\_execute functions) ->

1. The application would receive SUCCESS\_RX\_CHAINED status for intermediate set of bytes. Application can continue to receive more bytes using dma interrupt chaining by updating *newTxParams->buffer\_ptr* with the buffer to receive additional bytes.

The buffer should indicate the number of bytes to read in its first location.

*smbAppRxBuffer[0] = rx\_chained\_pk\_size; // readCount*

*newTxParams->buffer\_ptr = &smbAppRxBuffer[0];*

*return APP\_RETVAL\_CHAINED\_RX****;***

* 1. Once the application decides that it needs to receive the last set of bytes, it should

return status APP\_RETVAL\_CHAINED\_RX\_LAST. Smbus driver would complete the

transaction and notify application with status SUCCESS\_RX.

**Example code for handling smbus master completion status:**

If previous transaction is success, callback can initiate new transaction after SMB\_APP\_TRANSACTION\_INTERVAL without releasing smbus resource to other applications.

In case of success transaction, it can go to next transaction after SMB\_APP\_TRANSACTION\_INTERVAL.

Case SUCCESS\_TX:

/\* This status will be returned on successful write protocols:

\* SMB\_SEND\_BYTE, SMB\_WRITE\_BYTE, SMB\_WRITE\_WORD, SMB\_WRITE\_BLOCK \*/

/\* Note: buffer\_ptr will be pointing to smbAppTxBuffer[] \*/

/\* Go for next smbus transaction after 300 ms \*/

kTaskSetWakeTime(SMB\_APP\_TRANSACTION\_INTERVAL, SMBUS\_TASK\_ID);

retVal=APP\_RETVAL\_NEW\_TX;

In case of success transaction, it can initiate next transaction from this callback immediately.

/\* Next smbus transaction can be initiated from this callback immediately

without releasing smbus resource to other applications \*/

/\* Initiating READ BYTE transaction\*/

smbAppRetryCount = 0x0;

smbAppTxBuffer[0] = SMB\_APP\_SLAVE\_ADDRESS;

smbAppTxBuffer[1] = READ\_BYTE\_ADDR;

smbAppTxBuffer[2] = SMB\_APP\_SLAVE\_ADDRESS;

newTxParams->buffer\_ptr = &smbAppTxBuffer[0];

newTxParams->pecEnable = FALSE;

newTxParams->smb\_protocol = SMB\_READ\_BYTE;

newTxParams->WriteCount = 3;

retVal=APP\_RETVAL\_NEW\_TX;

If transaction terminated with PEC error, callback could retry previous transaction or else initiate next transaction after SMB\_APP\_TRANSACTION\_INTERVAL.

Case ERROR\_PEC: // PEC Errors

if (smbAppRetryCount < SMB\_APP\_RETRY\_COUNT)

{

/\* Retrying transaction\*/

smbAppRetryCount++;

retVal=APP\_RETVAL\_RETRY;

}

else

{

/\* Initiate next transaction after SMB\_APP\_TRANSACTION\_INTERVAL \*/

kTaskSetWakeTime(SMB\_APP\_TRANSACTION\_INTERVAL, SMBUS\_TASK\_ID);

}

If transaction encountered BER\_NON\_TIMEOUT i.e bus error due to non timeout (Invalid START and STOP conditions), callback initiates a new transaction after SMB\_APP\_TRANSACTION\_INTERVAL.

Case ERROR\_BER\_NON\_TIMEOUT:

//Bus Error due to non timeouts (e.g. invalid START/STOP conditions)

/\* Go for next smbus transaction after 300 ms \*/

kTaskSetWakeTime(SMB\_APP\_TRANSACTION\_INTERVAL, SMBUS\_TASK\_ID);

When transaction is successful and all received protocols are success.

Case SUCCESS\_RX:

/\* This status will be returned on successful receive protocols: SMB\_RECEIVE\_BYTE, SMB\_READ\_BYTE, SMB\_READ\_WORD, SMB\_READ\_BLOCK \*/

/\* For SMB\_RECEIVE\_BYTE protocol buffer\_ptr[1] will contain the

received byte \*/

/\* For SMB\_READ\_BYTE protocol buffer\_ptr[3] will contain the

received byte \*/

/\* For SMB\_READ\_WORD protocol buffer\_ptr[3] & buffer\_ptr[4] will

contain the received word \*/

/\* For SMB\_READ\_BLOCK protocol buffer\_ptr[3] will contain the

read block data length \*/

## SLAVE APIs

### smb\_register\_slave

Function Header

**UINT8 smb\_register\_slave(const UINT8 channel, SLAVE\_FUNC\_PTR slaveFuncPtr)**

Description

This function registers a smbus slave application.

Note: Whenever a application expects data from smbus (i.e acts as slave) it needs to register using this function.The application function that is registered should only copy the packet from smbus buffer, it should not the process the data in that function.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| channel | SMB\_CHANNEL\_x – x is 1 to 4 |
| slaveFuncPtr | The application function to call on receiving a packet |

Outputs

STATUS\_OK on successful registration, else error status.

Example Usage

None

### smb\_deregister\_slave

Function Header

**UINT8 smb\_deregister\_slave(const UINT8 channel, SLAVE\_FUNC\_PTR slaveFuncPtr)**

Description

This function is used to de-register a smbus slave application.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| channel | SMB\_CHANNEL\_x – x is 1 to 4 |
| slaveFuncPtr | The application function pointer |

Outputs

STATUS\_OK on successful de-registration, else error status.

Example Usage

None

### smbApp\_slave\_callback

Function Header

UINT8 smbApp\_slave\_callback (BUFFER\_INFO \*buffer\_info,

UINT8 slaveTransmitFlag)

Description

This function is the callback function which is registered with the smbus driver for getting any notification for slave packets.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| buffer\_info | buffer\_info structure containing buffer pointer and data length |
| slaveTransmitFlag | TRUE if application needs to provide data for slave transmit phase |

Outputs

|  |  |
| --- | --- |
| *smbApp\_slave\_callback return values* | |
| STATUS\_BUFFER\_NOT\_DONE | Application is busy, driver will discard the packet |
| STATUS\_BUFFER\_DONE | Application processed the packet |
| STATUS\_BUFFER\_ERROR | Packet not meant for this application |

**Note:**

Application can read the received data from the buffer\_info->buffer\_ptr, the data length

is specified by buffer\_info->Datalen.

If application wants to transmit any data (based on slaveTransmitFlag) it should update

the data in buffer\_info->buffer\_ptr and update buffer\_info->Datalen and

buffer\_info->pecFlagFor transmitting more than 255 bytes during the slave Transmit phase, the application can indicate by setting buffer\_info->slaveXmitDoneFlag = FALSE. This will cause the driver to use dma chaining. Application would be then notified again through the callback.

In the last sequence of data, application should not set buffer\_info->slaveXmitDoneFlag = FALSE to complete the transfer.

## Handling PEC

If PEC is enabled there will be an additional byte transferred (for all smbus protocols) which will be the PEC byte.

Based on the value of the PEC byte and the data contents, the master or slave can validate the data received. Both master and slave would need to understand that PEC is being used and act accordingly for the extra byte.

PEC is always transmitted by the device sending data, so for all write protocols the master will send the PEC byte and the slave can validate the data received.

For read protocols, the slave would send the data and the PEC byte, in which case the master can validate the data received.

Enabling PEC in Master APIs

In smbus master API’s smb\_protocol\_execute and smb\_protocol\_execute\_blocking, if the application wants to read or transmit the PEC byte, it can set the pecFlag as TRUE, all other parameters will remain same.

If PEC is enabled, then for write operations, the master would transmit the extra PEC byte. The slave should be ready to receive the extra byte.

For read operations, the master would read the extra PEC byte and validate it. If the PEC is invalid master callback would indicate using status ERROR\_PEC.

PEC in Slave Callback

While acting as slave, if master sends PEC byte, then in the slave callback, buffer\_info->buffer\_ptr[] would have the additional PEC byte and buffer\_info->Datalen will be incremented by 1.

Buffer\_info->pecFlag would then indicate if the PEC is valid or not.

For read protocols, where the slave is transmitting data (slaveTransmitFlag = TRUE), then application can indicate to transmit the PEC byte by setting buffer\_info->pecFlag as TRUE

## buffer\_info details for smbus protocols

In the smbus slave callback the contents of buffer\_info->buffer\_ptr is listed below for each smbus protocols:

BLOCK WRITE

|  |  |
| --- | --- |
| *Block Write* | |
| buffer\_info->buffer\_ptr[0] | 7-Bit Slave address + Write Bit |
| buffer\_info->buffer\_ptr[1] | Command Code |
| buffer\_info->buffer\_ptr[2] | Block Write Data Length (N) |
| buffer\_info->buffer\_ptr[3] | Data 1 |
| buffer\_info->buffer\_ptr[4] | Data 2 |
| buffer\_info->buffer\_ptr[5] | Data 3 |
| buffer\_info->buffer\_ptr[ ] | Data … |
| buffer\_info->buffer\_ptr[(N+3)-1] | Data (N) |
| buffer\_info->Datalen | N+3 |
| slaveTransmitFlag | FALSE |

BLOCK READ

|  |  |
| --- | --- |
| *Block Read* | |
| buffer\_info->buffer\_ptr[0] | 7-Bit Slave address + Write Bit |
| buffer\_info->buffer\_ptr[1] | Command Code |
| buffer\_info->buffer\_ptr[2] | 7-Bit Slave Address + Read Bit |
| buffer\_info->Datalen | 3 |
| slaveTransmitFlag | TRUE |

Application would need to fill-in buffer\_info->buffer\_ptr with the data to send and update buffer\_info->Datalen with the number of bytes to transmit.

WORD WRITE

|  |  |
| --- | --- |
| *Word Write* | |
| buffer\_info->buffer\_ptr[0] | 7-Bit Slave address + Write Bit |
| buffer\_info->buffer\_ptr[1] | Command Code |
| buffer\_info->buffer\_ptr[2] | Data Byte Low |
| buffer\_info->buffer\_ptr[3] | Data Byte High |
| buffer\_info->Datalen | 4 |
| slaveTransmitFlag | FALSE |

WORD READ

|  |  |
| --- | --- |
| *Word Read* | |
| buffer\_info->buffer\_ptr[0] | 7-Bit Slave address + Write Bit |
| buffer\_info->buffer\_ptr[1] | Command Code |
| buffer\_info->buffer\_ptr[2] | 7-Bit Slave Address + Read Bit |
| buffer\_info->Datalen | 3 |
| slaveTransmitFlag | TRUE |

Application would need to fill-in buffer\_info->buffer\_ptr[0] and in buffer\_info->buffer\_ptr[1] with the data to send and update buffer\_info->Datalen as 2 (number of bytes to transmit)

BYTE WRITE

|  |  |
| --- | --- |
| *Byte Write* | |
| buffer\_info->buffer\_ptr[0] | 7-Bit Slave address + Write Bit |
| buffer\_info->buffer\_ptr[1] | Command Code |
| buffer\_info->buffer\_ptr[2] | Data Byte |
| buffer\_info->Datalen | 3 |
| slaveTransmitFlag | FALSE |

BYTE READ

|  |  |
| --- | --- |
| *Byte Read* | |
| buffer\_info->buffer\_ptr[0] | 7-Bit Slave address + Write Bit |
| buffer\_info->buffer\_ptr[1] | Command Code |
| buffer\_info->buffer\_ptr[2] | 7-Bit Slave Address + Read Bit |
| buffer\_info->Datalen | 3 |
| slaveTransmitFlag | TRUE |

Application would need to fill-in buffer\_info->buffer\_ptr[0] with the data byte to send and update buffer\_info->Datalen as 1 (number of bytes to transmit)

SEND BYTE

|  |  |
| --- | --- |
| *Send Byte* | |
| buffer\_info->buffer\_ptr[0] | 7-Bit Slave address + Write Bit |
| buffer\_info->buffer\_ptr[1] | Data Byte |
| buffer\_info->Datalen | 2 |
| slaveTransmitFlag | FALSE |

RECEIVE BYTE

|  |  |
| --- | --- |
| *Receive Byte* | |
| buffer\_info->buffer\_ptr[0] | 7-Bit Slave address + Read Bit |
| buffer\_info->Datalen | 1 |
| slaveTransmitFlag | TRUE |

Application would need to fill-in buffer\_info->buffer\_ptr[0] with the data byte to send and update buffer\_info->Datalen as 1 (number of bytes to transmit)

# ADC

CEC1302 has sixteen ADC channels, provides 10-bit adc channels, supports two interrupts one for single mode interrupt and the other is for repeat mode interrupt.

User can use the below API’s to initiate the ADC channel using adc\_init routine.

User has options to select single or repeat mode.

User shall use the below API’s with valid ADC Channel Number.

**ADC API’s**

adc\_init

adc\_gpio\_configure

**Number of ADC channels**

ADC0

ADC1

ADC2

ADC3

ADC4

ADC5

ADC6

ADC7

ADC8

ADC9

ADC10

ADC11

ADC12

ADC13

ADC14

ADC15

**ADC instance**

ADCx Control Register

ADCx Delay Register

ADCx Status Register

ADCx Single Register

ADCx Repeat Register

ADC Channelx Reading Register.

**ADC Peripheral Functions**

p\_adc\_singlemode\_status

p\_adc\_singlemode\_status\_clear

p\_adc\_repeatmode\_status

p\_adc\_repeatmode\_status\_clear

*p\_adc\_adc\_block\_reset*

p\_adc\_power\_save\_control

p\_adc\_repeatmode\_control

p\_adc\_singlemode\_control

p\_adc\_block\_control

p\_adc\_repeat\_delay\_set

p\_adc\_start\_delay\_set

p\_adc\_status\_register\_read

p\_adc\_status\_register\_clear

p\_adc\_single\_enable\_control

p\_adc\_repeat\_enable\_control

p\_adc\_raw\_value\_read

PCR Peripheral Functions

GPIO Peripheral Functions

Interrupt Peripheral Functions

## ADC API’s

The list of ADC APIs

* adc\_init
* adc\_gpio\_configure

### ADC\_init

Function Header

**void adc\_init(uint8\_t adc\_ch,**

**uint8\_t adc\_mode,**

**)**

Description

Configure the ADC channel with required configuration.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| adc\_ch | adc ch – ADCx\_ch (x => 0-15) |
| adc\_mode | Mode selection, single conversion mode or Repeat conversion mode.  0 – single mode  1 – Repeat mode |

Outputs

None

### adc\_gpio\_configure

Function Header

**void adc\_gpio\_configure(uint8\_t adc\_ch )**

Description

Configure the GPIO control register for the requested ADC channel.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| adc\_ch | adc ch – ADCx\_ch (x => 0-15) |

Outputs

None

## ADC Peripheral Functions

The list of ADC peripheral functions are listed below:

* p\_adc\_singlemode\_status
* p\_adc\_singlemode\_status\_clear
* p\_adc\_repeatmode\_status
* p\_adc\_repeatmode\_status\_clear
* *p\_adc\_adc\_block\_reset*
* p\_adc\_power\_save\_control
* p\_adc\_repeatmode\_control
* p\_adc\_singlemode\_control
* p\_adc\_block\_control
* p\_adc\_repeat\_delay\_set
* p\_adc\_start\_delay\_set
* p\_adc\_status\_register\_read
* p\_adc\_status\_register\_clear
* p\_adc\_single\_enable\_control
* p\_adc\_repeat\_enable\_control
* p\_adc\_raw\_value\_read

### p\_adc\_singlemode\_status

Function Header

**Uint8\_t p\_adc\_singlemode\_status(void)**

Description

Returns the single mode conversion-complete status.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| Void | None. |

Outputs

* 1. – conversion not complete
     1. - Conversion complete.

### p\_adc\_singlemode\_status\_clear

Function Header

**void p\_adc\_singlemode\_status\_clear(void)**

Description

Clears the single mode conversion-complete status.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| void | None. |

Outputs

None.

### p\_adc\_repeatmode\_status

Function Header

**uint8\_t p\_adc\_repeatmode\_status(void)**

Description

Returns the repeat mode conversion-complete status.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| Void | None. |

Outputs

0 – conversion not complete

1 - Conversion complete.

### p\_adc\_repeatmode\_status\_clear

Function Header

**void p\_adc\_repeatmode\_status\_clear(void)**

Description

Clear the repeat mode conversion-complete status.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| Void | None. |

Outputs

None.

### p\_adc\_adc\_block\_reset

Function Header

**void p\_adc\_block\_reset(uint8\_t control)**

Description

Reset or move out of Reset.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| control | 1 – reset the block  0 – Move out of the reset. |

Outputs

None.

### p\_adc\_power\_save\_control

Function Header

**Void p\_adc\_power\_save\_control(uint8\_t control)**

Description

Enable or Disable the power saving feature.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| Control | 0 – enable power saving  1 – Disable power saving feature |

Outputs

None.

### p\_adc\_repeatmode\_control

Function Header

**void p\_adc\_repeatmode\_control(uint8\_t control)**

Description

Start or Stop conversion.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| Control | 1 – Start conversion  0 - Stop Conversion |

Outputs

None.

### p\_adc\_singlemode\_control

Function Header

**void p\_adc\_singlemode\_control(uint8\_t control)**

Description

Start or Stop the single mode conversion.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| Control | 1 – Start Conversion  0 - Stop Conversion. |

Outputs

None.

### p\_adc\_block\_control

Function Header

**void p\_adc\_block\_control (uint8\_t control)**

Description

Activate or De-activate the ADC Block.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| Control | 1 - Activate  0 – De-Activate the ADC Block. |

Outputs

None.

### p\_adc\_repeat\_delay\_set

Function Header

**void p\_adc\_repeat\_delay\_set(uint16\_t delay)**

Description

Load the required delay between repeat conversions.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| Delay | 1 unit is 40 microseconds;  max possible delay is 2.6 seconds. |

Outputs

None.

### p\_adc\_start\_delay\_set

Function Header

**void p\_adc\_start\_delay\_set (uint16\_t delay)**

Description

Load the required delay before start conversion.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| delay | 1 unit is 40 microseconds;  max possible delay is 2.6 seconds. |

Outputs

None.

### p\_adc\_status\_register\_read

Function Header

**Uint16\_t p\_adc\_status\_register\_read(uint8\_t adc\_ch)**

Description

Reads the conversion completion status of Individual channels.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| adc\_ch | 0 – 15 channels. |

Outputs

0 – conversion not complete

1 - Conversion complete.

### p\_adc\_status\_register\_clear

Function Header

**void p\_adc\_status\_register\_clear(void)**

Description

Clears the conversion completion status of all channels. Its not possible to clear individual channels.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| Void | None. |

Outputs

None.

### p\_adc\_single\_enable\_control

Function Header

**void p\_adc\_single\_enable\_control(uint8\_t adc\_ch, uint8\_t control)**

Description

Enable or Disable the required Channels in Single mode.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| adc\_ch | Channel 0 – 15. |
| Control | 1 – Enable  0 – Disable |

Outputs

None.

### p\_adc\_repeat\_enable\_control

Function Header

**void p\_adc\_repeat\_enable\_control(uint8\_t adc\_ch, uint8\_t control)**

Description

Enable or Disable the required Channels in Repeat mode.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| adc\_ch | Channel 0 – 15. |
| Control | 1 – Enable  0 – Disable |

Outputs

None.

### p\_adc\_raw\_value\_read

Function Header

**Uint16\_t p\_adc\_raw\_value\_read(uint8\_t adc\_ch)**

Description

Read converted adc raw value from Individual channels.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| Adc\_ch | Adc Channels 0 – 15. |

Outputs

ADC raw value of Individual Channel.

# PCR – Power, Clocks, Reset

## PCR APIs

The list of PCR APIs

1. Functions to program Sleep Enable, CLK Reqd Status, Reset Enable for a block

* pcr\_sleep\_enable
* pcr\_clock\_reqd\_status\_get
* pcr\_reset\_enable

2. Functions for entering low power modes

* pcr\_all\_blocks\_sleep
* pcr\_all\_blocks\_wake
* pcr\_system\_sleep

Other PCR APIs

pcr\_power\_reset\_status\_read

pcr\_power\_reset\_ctrl\_read

pcr\_pwr\_reset\_ctrl\_pwr\_inv\_set\_clr

pcr\_pwr\_reset\_ctrl\_host\_rst\_set\_clr

pcr\_system\_reset\_set

pcr\_pke\_clock\_write

pcr\_pke\_clock\_read

pcr\_osc\_cal\_write

pcr\_osc\_cal\_read

*Functions to program Sleep Enable, CLK Reqd Status, Reset Enable for a block*

### pcr\_sleep\_enable

Function Header

void pcr\_sleep\_enable(uint32\_t pcr\_block\_id, uint8\_t set\_clr\_flag);

Description

Sets or Clears block specific bit in PCR Sleep Enable Register

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| pcr\_block\_id | pcr block id |
| set\_clr\_flag | Flag to set (1) or clear (0) bit in the PCR Sleep Enable Register |

Outputs

None

### pcr\_clock\_reqd\_status\_get

Function Header

uint8\_t pcr\_clock\_reqd\_status\_get (uint32\_t pcr\_block\_id);

Description

Get Clock Required Status for the block

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| pcr\_block\_id | pcr block id |

Outputs

1 if Clock Required Status set, else 0

### pcr\_reset\_enable

Function Header

void pcr\_sleep\_enable(uint32\_t pcr\_block\_id, uint8\_t set\_clr\_flag);

Description

Sets or Clears Reset Enable register bit for the block

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| pcr\_block\_id | pcr block id |
| set\_clr\_flag | Flag to set (1) or clear (0) bit in the PCR Reset Enable Register |

Outputs

None

*Functions for entering low power modes*

### p\_pcr\_all\_blocks\_sleep

Function Header

void pcr\_all\_blocks\_sleep(void);

Description

Instructs all blocks to sleep by setting the Sleep Enable bits

Inputs

None

Outputs

None

### p\_pcr\_all\_blocks\_wake

Function Header

void pcr\_all\_blocks\_wake(void);

Description

Clears the Sleep Enable bits for all blocks

Inputs

None

Outputs

None

### pcr\_system\_sleep

Function Header

void pcr\_system\_sleep (uint8\_t sleep\_mode);

Description

Programs required sleep mode in System Sleep Control Register

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| sleep\_mode | Sleep mode – see enum SYSTEM\_SLEEP\_MODES |

Outputs

None

### pcr\_power\_reset\_status\_read

Function Header

uint16\_t pcr\_power\_reset\_status\_read(void);

Description

Reads the value of Power Reset Status Register

Inputs

None

Outputs

Power reset status register value

### pcr\_power\_reset\_ctrl\_read

Function Header

uint16\_t pcr\_power\_reset\_ctrl\_read (void);

Description

Reads the value of Power Reset Control Register

Inputs

None

Outputs

Power reset control register value

### pcr\_pwr\_reset\_ctrl\_pwr\_inv\_set\_clr

Function Header

void pcr\_pwr\_reset\_ctrl\_pwr\_inv\_set\_clr(uint8\_t set\_clr);

Description

Set the value of PWR\_INV bit to 1 or 0

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| set\_clr | 1 to set the PWR\_INV bit  0 to clear the PWR\_INV bit |

Outputs

None

### pcr\_pwr\_reset\_ctrl\_host\_rst\_set\_clr

Function Header

void pcr\_pwr\_reset\_ctrl\_host\_rst\_set\_clr(uint8\_t set\_clr);

Description

Set the value of HOST\_RESET bit to 1 or 0

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| set\_clr | 1 to set the HOST\_RESET bit  0 to clear the HOST\_RESET bit |

Outputs

None

### pcr\_system\_reset\_set

Function Header

void pcr\_system\_reset\_set (uint8\_t set\_clr);

Description

Set the system reset bit in PCR block

Inputs

None

Outputs

None

### pcr\_pke\_clock\_write

Function Header

void pcr\_pke\_clock\_write (uint8\_t pke\_clk\_val);

Description

Write the PKE Clock value in PKE clock register

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| pke\_clk\_val | Clock value to be written to PKE Clock register |

Outputs

None

### pcr\_pke\_clock\_read

Function Header

uint8\_t pcr\_pke\_clock\_read (void);

Description

Read the PKE clock register

Inputs

None

Outputs

PKE clock register value

### pcr\_osc\_cal\_write

Function Header

void pcr\_osc\_cal\_write (uint8\_t pke\_clk\_val);

Description

Write the calibration value in OSC calibration register

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| pke\_clk\_val | Calibration value 1 or 0 |

Outputs

None

### pcr\_pke\_clock\_read

Function Header

uint8\_t pcr\_osc\_cal\_read (void);

Description

Read the OSC calibration register

Inputs

None

Outputs

OSC calibration value

## PCR Peripheral Functions

The list of PCR Peripheral Functions

Generic functions to write and read 32-bit values from PCR Registers

* p\_pcr\_reg\_write
* p\_pcr\_reg\_read

Functions to set, clear and get bits in PCR Register

* p\_pcr\_reg\_set
* p\_pcr\_reg\_clr
* p\_pcr\_reg\_get
* p\_pcr\_reg\_update

Functions to operate on System Sleep Control Register

* p\_pcr\_system\_sleep\_ctrl\_write
* p\_pcr\_system\_sleep\_ctrl\_read

Function to program to CLK Divide Value

* p\_pcr\_processor\_clk\_ctrl\_write

Function to program the Slow Clock Control Register

* p\_pcr\_slow\_clk\_ctrl\_write

Function to read the Oscillator Lock Status

* p\_pcr\_oscillator\_lock\_sts\_get

Function to read the oscillator ID register

* p\_pcr\_oscillator\_id\_reg\_read

Functions to read various power status’ in Power reset status register

* p\_pcr\_pwr\_reset\_vcc\_reset\_sts\_get
* p\_pcr\_pwr\_reset\_host\_reset\_sts\_get
* p\_pcr\_pwr\_reset\_vbat\_reset\_sts\_get
* p\_pcr\_pwr\_reset\_vbat\_reset\_sts\_clr
* p\_pcr\_pwr\_reset\_vtr\_reset\_sts\_get
* p\_pcr\_pwr\_reset\_vtr\_reset\_sts\_clr
* p\_pcr\_pwr\_reset\_32K\_active\_sts\_get
* p\_pcr\_pwr\_reset\_pciclk\_active\_sts\_get
* p\_pcr\_pwr\_reset\_espilk\_active\_sts\_get
* p\_pcr\_pwr\_reset\_sts\_get

Functions to read/write various bits in Power Reset Control register

* p\_pcr\_pwr\_reset\_ctrl\_read
* p\_pcr\_pwr\_reset\_ctrl\_pwr\_inv\_set\_clr
* p\_pcr\_pwr\_reset\_ctrl\_host\_rst\_set\_clr

Function to set the system reset bit in system reset register

* p\_pcr\_system\_reset\_set

Functions to read/write PKE clock register

* p\_pcr\_pke\_clock\_write
* p\_pcr\_pke\_clock\_read

Functions to read/write oscillator calibration register

* p\_pcr\_osc\_cal\_write
* p\_pcr\_osc\_cal\_read

*Generic functions to write and read 32-bit values from PCR Registers*

### p\_pcr\_reg\_write

Function Header

void p\_pcr\_reg\_write(uint8\_t pcr\_reg\_id, uint32\_t value);

Description

Write 32-bit value in the PCR Register

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| pcr\_reg\_id | PCR Register ID |
| value | 32-bit value |

Outputs

None

### p\_pcr\_reg\_read

Function Header

uint32\_t p\_pcr\_reg\_read(uint8\_t pcr\_reg\_id);

Description

Reads 32-bit value from the PCR Register

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| pcr\_reg\_id | PCR Register ID |

Outputs

value – 32-bit value

*Functions to set, clear and get bits in PCR Register*

### p\_pcr\_reg\_set

Function Header

void p\_pcr\_reg\_set(uint8\_t pcr\_reg\_id, uint32\_t bit\_mask);

Description

Sets bits in a PCR Register

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| pcr\_reg\_id | PCR Register ID |
| uint32\_bit\_mask | Bit mask of bits to Set |

Outputs

None

### p\_pcr\_reg\_clr

Function Header

void p\_pcr\_reg\_clr(uint8\_t pcr\_reg\_id, uint32\_t bit\_mask);

Description

Clears bits in a PCR Register

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| pcr\_reg\_id | PCR Register ID |
| uint32\_bit\_mask | Bit mask of bits to clear |

Outputs

None

### p\_pcr\_reg\_get

Function Header

uint32\_t p\_pcr\_reg\_get(uint8\_t pcr\_reg\_id, uint32\_t bit\_mask);

Description

Read bits in a PCR Register

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| pcr\_reg\_id | PCR Register ID |
| uint32\_bit\_mask | Bit mask of bits to read |

Outputs

None

### p\_pcr\_reg\_update

Function Header

void p\_pcr\_reg\_update(uint8\_t pcr\_reg\_id, uint32\_t bit\_mask, uint8\_t set\_clr\_flag);

Description

Sets or Clears bits in a PCR Register.

This function calls p\_pcr\_reg\_set / p\_pcr\_reg\_clr

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| pcr\_reg\_id | PCR Register ID |
| uint32\_bit\_mask | Bit mask of bits to update |
| set\_clr\_flag | Flag to set (1) or clear (0) bits in the PCR Register |

Outputs

None

*Functions to operate on System Sleep Control Register*

### p\_pcr\_system\_sleep\_ctrl\_write

Function Header

void p\_pcr\_system\_sleep\_ctrl\_write(uint8\_t sleep\_value);

Description

Writes required sleep mode in System Sleep Control Register

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| sleep\_value | System Sleep control value – [D2, D1, D0] |

Outputs

None

### p\_pcr\_system\_sleep\_ctrl\_read

Function Header

uint8\_t p\_pcr\_system\_sleep\_ctrl\_read(void);

Description

Reads the System Sleep Control PCR Register

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| value | byte 0 of the system sleep control PCR register |

Outputs

None

*Function to program the CLK Divide Value*

### p\_pcr\_processor\_clk\_ctrl\_write

Function Header

void p\_pcr\_processor\_clk\_ctrl\_write(uint8\_t clk\_divide\_value);

Description

Writes the clock divide value in the Processor Clock Control Register

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| clk\_divide\_value | clk divide values, valid values in enum PROCESSOR\_CLK\_DIVIDE\_VALUE |

Outputs

None

*Function to program the Slow Clock Control Register*

### p\_pcr\_slow\_clk\_ctrl\_write

Function Header

void p\_pcr\_slow\_clk\_ctrl\_write(uint8\_t slow\_clk\_divide\_value);

Description

Write the slow clock divide value in the Slow Clock Control Register

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| slow\_clk\_divide\_value | slow clk divide value |

Outputs

None

*Function to read the Oscillator Lock Status*

### p\_pcr\_oscillator\_lock\_sts\_get

Function Header

uint8\_t p\_pcr\_oscillator\_lock\_sts\_get(void);

Description

Reads the Oscillator Lock status bit in the Oscillator ID Register

Inputs

None

Outputs

1 if Status bit is set, else 0

*Function to read the oscillator ID register*

### p\_pcr\_oscillator\_id\_reg\_read

Function Header

uint16\_t p\_pcr\_oscillator\_id\_reg\_read(void);

Description

Reads the Oscillator ID in the Oscillator ID Register

Inputs

None

Outputs

Oscillator id value

*Functions to read various power status’ in Power Reset status register*

### p\_pcr\_pwr\_reset\_vcc\_reset\_sts\_get

Function Header

uint8\_t p\_pcr\_pwr\_reset\_vcc\_reset\_sts\_get(void);

Description

Reads the VCC Reset Status bit in the Power Reset Status Register

Inputs

None

Outputs

1 if Status bit is set, else 0

### p\_pcr\_pwr\_reset\_host\_reset\_sts\_get

Function Header

uint8\_t p\_pcr\_pwr\_reset\_sio\_reset\_sts\_get(void);

Description

Reads the Host Reset Status bit in the Power Reset Status Register

Inputs

None

Outputs

1 if Status bit is set, else 0

### p\_pcr\_pwr\_reset\_vbat\_reset\_sts\_clr

Function Header

void p\_pcr\_pwr\_reset\_vbat\_reset\_sts\_clr(void);

Description

Clears the VBAT Reset Status bit in the Power Reset Status Register

Inputs

None

Outputs

None

### p\_pcr\_pwr\_reset\_vtr\_reset\_sts\_get

Function Header

uint8\_t p\_pcr\_pwr\_reset\_vtr\_reset\_sts\_get(void);

Description

Reads the VTR Reset Status bit in the Power Reset Status Register

Inputs

None

Outputs

1 if Status bit is set, else 0

### p\_pcr\_pwr\_reset\_vtr\_reset\_sts\_clr

Function Header

void p\_pcr\_pwr\_reset\_vtr\_reset\_sts\_clr(void);

Description

Clears the VTR Reset Status bit in the Power Reset Status Register

Inputs

None

Outputs

None

### p\_pcr\_pwr\_reset\_32K\_active\_sts\_get

Function Header

uint8\_t p\_pcr\_pwr\_reset\_32K\_active\_sts\_get(void);

Description

Reads the 32K Active Status bit in the Power Reset Status Register

Inputs

None

Outputs

1 if Status bit is set, else 0

### p\_pcr\_pwr\_reset\_pciclk\_active\_sts\_get

Function Header

uint8\_t p\_pcr\_pwr\_reset\_pciclk\_active\_sts\_get(void);

Description

Reads the PCICLK\_ACTIVE status bit in the Power Reset Status Register

Inputs

None

Outputs

1 if Status bit is set, else 0

### p\_pcr\_pwr\_reset\_espiclk\_active\_sts\_get

Function Header

uint8\_t p\_pcr\_pwr\_reset\_espiclk\_active\_sts\_get(void);

Description

Reads the ESPICLK\_ACTIVE status bit in the Power Reset Status Register

Inputs

None

Outputs

1 if Status bit is set, else 0

### p\_pcr\_pwr\_reset\_ sts\_get

Function Header

uint16\_t p\_pcr\_pwr\_reset\_sts\_get(void);

Description

Reads the Power Reset Status Register

Inputs

None

Outputs

Power reset status register value

*Functions for Power Reset Control Register*

### p\_pcr\_pwr\_reset\_ctrl\_read

Function Header

uint16\_t p\_pcr\_pwr\_reset\_ctrl\_read(void);

Description

Reads the Power Reset Control Register

Inputs

None

Outputs

Power reset control register value

### p\_pcr\_pwr\_reset\_ctrl\_pwr\_inv\_set\_clr

Function Header

void p\_pcr\_ pwr\_reset\_ctrl\_pwr\_inv\_set\_clr (uint8\_t set\_clr);

Description

Sets/Clears the PWR\_INV bit in the Power Reset Control Register

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| set\_clr | 1 Set bit; 0 – Clear the bit |

Outputs

None

### p\_pcr\_pwr\_reset\_ctrl\_host\_rst\_set\_clr

Function Header

void p\_pcr\_ pwr\_reset\_ctrl\_host\_rst\_set\_clr (uint8\_t set\_clr);

Description

Sets/Clears the HOST RESET bit in the Power Reset Control Register

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| set\_clr | 1 Set bit; 0 – Clear the bit |

Outputs

None

*Functions for System Reset Register*

### p\_pcr\_system\_reset\_set

Function Header

void p\_pcr\_system\_reset\_set(void);

Description

Sets the system reset bit in the system reset register

Inputs

None

Outputs

None

### p\_pcr\_pke\_clock\_write

Function Header

void p\_pcr\_pke\_clock\_write (uint8\_t pke\_clk\_val);

Description

Write the PKE Clock value in PKE clock register

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| pke\_clk\_val | Clock value to be written to PKE Clock register |

Outputs

None

### p\_pcr\_pke\_clock\_read

Function Header

uint8\_t p\_pcr\_pke\_clock\_read (void);

Description

Read the PKE clock register

Inputs

None

Outputs

PKE clock register value

### p\_pcr\_osc\_cal\_write

Function Header

void p\_pcr\_osc\_cal\_write (uint8\_t pke\_clk\_val);

Description

Write the calibration value in OSC calibration register

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| pke\_clk\_val | Calibration value 1 or 0 |

Outputs

None

### p\_pcr\_pke\_clock\_read

Function Header

uint8\_t p\_pcr\_osc\_cal\_read (void);

Description

Read the OSC calibration register

Inputs

None

Outputs

OSC calibration value

# TACH

CEC1302 has three TACH input channels, this block is designed to monitor fans at fan speeds from 100RPMs to 30000 RPMs. It supports two modes, one is free running counter and the second one is clock pulses per revolution.

**Tach Peripheral Functions**

p\_tach\_outoflimit\_intp\_control

p\_tach\_control

p\_tach\_filter\_control

p\_tach\_reading\_mode\_select

*p\_tach\_edges\_configure*

p\_tach\_count\_ready\_inpt\_control

p\_tach\_toggle\_inpt\_control

p\_tach\_counter\_register\_read

p\_tach\_outoflimit\_status\_read

p\_tach\_outoflimit\_status\_clear

p\_tach\_pin\_status\_read

p\_tach\_toggle\_status\_read

p\_tach\_toggle\_status\_clear

p\_tach\_count\_ready\_status\_read

p\_tach\_high\_limit\_register\_write

p\_tach\_high\_limit\_register\_read

p\_tach\_low\_limit\_register\_write

p\_tach\_low\_limit\_register\_read

**Tach instance**

Tachx Control Register

Tachx Status Register

Tachx High Limit Register

Tachx Low limit Register

**Number of Tach channels**

Tach0

Tach1

Tach2

**Tach API’s**

tach\_init

tach\_limits\_init

tach\_pulse\_counter\_read

tach\_sleep\_enable

tach\_sleep\_disable

tach\_gpio\_configure

PCR Peripheral Functions

GPIO Peripheral Functions

Interrupt Peripheral Functions

## Tach API’s

The list of Tach APIs

* tach\_init
* tach\_limits\_init
* tach\_pulse\_counter\_read
* tach\_sleep\_enable
* tach\_sleep\_disable
* tach\_gpio\_configure

### tach\_init

Function Header

**void tach\_init(uint8\_t tach\_ch,**

**uint8\_t tach\_mode,**

**uint8\_t tach\_read\_mode,**

**uint8\_t tach\_edges**

**)**

Description

Configure the Tach channel with required configuration.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| tach\_ch | tach ch – tachx\_ch (x => 0-2) |
| tach\_mode | Mode selection,  0 – Free running mode  1 – Fan Revolutions mode |
| Tach\_read\_mode | Transition detection method  0 – Transition from low to High state  1 - Rising edge |
| Tach\_edges | Edges per one revolutions  0 – 2 Tach edges  1 – 3 tach edges  2 – 5 tach edges  3 - 9 tach edges |

Outputs

None

### tach\_limits\_init

Function Header

**void tach\_limits\_init(uint8\_t tach\_ch,**

**uint16\_t low\_limits,**

**uint16\_t high\_limits,**

**uint8\_t OutOfLimit\_interrupt\_control**

**)**

Description

Configure the High and Low Limit Registers.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| tach\_ch | tach ch – tachx\_ch (x => 0-2) |
| Low\_Limits | Low limit value |
| High\_Limits | High Limit value |
| Out of limit detect interrupt | 1 – Enable out of limit detect nterrupt  0 – Disable out of limit detect interrupt |

Outputs

None

### tach\_pulse\_counter\_read

Function Header

**void tach\_pulse\_counter\_read(uint8\_t tach\_ch,**

**uint16\_t Previous\_pulse\_count**

**)**

Description

Reads the tach pulse count from free running counter.

User has to read at least once before it overruns the total pulse count of 0xFFFF count.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| tach\_ch | tach ch – tachx\_ch (x => 0-2) |
| Previous pulse count | This is required to check the over flow and get the absolute count. |

Outputs

None

### tach\_sleep\_enable

Function Header

**void tach\_sleep\_enable(uint8\_t tach\_ch)**

Description

Enables the sleep mode of Tach Block channel.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| tach\_ch | tach ch – tachx\_ch (x => 0-2) |

Outputs

None

### tach\_sleep\_disable

Function Header

**void tach\_sleep\_disable(uint8\_t tach\_ch)**

Description

Disables the sleep mode of Tach Block channel.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| tach\_ch | tach ch – tachx\_ch (x => 0-2) |

Outputs

None

### tach\_gpio\_configure

Function Header

**void tach\_gpio\_configure(uint8\_t tach\_ch )**

Description

Configure the GPIO pin for Tach channel.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| tach\_ch | tach ch – tachx\_ch (x => 0-2) |

Outputs

None

## Tach Peripheral Functions

The list of Tach peripheral functions are listed below:

* p\_tach\_outoflimit\_intp\_control
* p\_tach\_control
* p\_tach\_filter\_control
* p\_tach\_reading\_mode\_select
* *p\_tach\_edges\_configure*
* p\_tach\_count\_ready\_inpt\_control
* p\_tach\_toggle\_inpt\_control
* p\_tach\_counter\_register\_read
* p\_tach\_outoflimit\_status\_read
* p\_tach\_outoflimit\_status\_clear
* p\_tach\_pin\_status\_read
* p\_tach\_toggle\_status\_read
* p\_tach\_toggle\_status\_clear
* p\_tach\_count\_ready\_status\_read
* p\_tach\_high\_limit\_register\_write
* p\_tach\_high\_limit\_register\_read
* p\_tach\_low\_limit\_register\_write
* p\_tach\_low\_limit\_register\_read

### p\_tach\_outoflimit\_intp\_control

Function Header

**void p\_tach\_outoflimit\_intp\_control(uint8\_t tach\_ch, uint8\_t control)**

Description

Configure the interrupt for out of limit detection.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| tach\_ch | tach ch – tachx\_ch (x => 0-2) |
| Control | 0 – Disable  1 — Enable |

Outputs

None

### p\_tach\_control

Function Header

**void p\_tach\_control(uint8\_t tach\_ch, uint8\_t control)**

Description

Enable or Disable Tach channel Block.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| tach\_ch | tach ch – tachx\_ch (x => 0-2) |
| Control | 0 – Disable  1 — Enable |

Outputs

None

### p\_tach\_filter\_control

Function Header

**void p\_tach\_filter\_control(uint8\_t tach\_ch, uint8\_t control)**

Description

This filter is used to remove high frequency glitches from Tach input. When this filter enabled, tach input pulses less than two 100kHz clock periods wide get filtered.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| tach\_ch | tach ch – tachx\_ch (x => 0-2) |
| Control | 0 – Filter Disabled  1 – Filter Enabled |

Outputs

None

### p\_tach\_reading\_mode\_select

Function Header

**void p\_tach\_reading\_mode\_select(uint8\_t tach\_ch, uint8\_t mode)**

Description

Select the pulse transition detection mode.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| tach\_ch | tach ch – tachx\_ch (x => 0-2) |
| Mode | 0 – Low state to High State transition  1 – Rising edge detection |

Outputs

None

### p\_tach\_edges\_configure

Function Header

**void p\_tach\_edges\_configure(uint8\_t tach\_ch, uint8\_t tach\_edges)**

Description

A tach signal is a square wave with a 50% duty cycle. Typically, two tach periods represents one revolution of the fan. A tach period consists of three tach edges.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| tach\_ch | tach ch – tachx\_ch (x => 0-2) |
| Edges | 0 – 2 tach edges  1 - 3 tach edges  2 – 5 tach edges  3 – 9 tach edges |

Outputs

None

### p\_tach\_count\_ready\_inpt\_control

Function Header

**void p\_tach\_count\_ready\_inpt\_control(uint8\_t tach\_ch, uint8\_t control)**

Description

Enable or Disable Count Ready interrupt.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| tach\_ch | tach ch – tachx\_ch (x => 0-2) |
| Control | 0 – Count Ready interrupt disabled  1 – Count Ready interrupt Enabled. |

Outputs

None

### p\_tach\_toggle\_inpt\_control

Function Header

**void p\_tach\_toggle\_inpt\_control(uint8\_t tach\_ch, uint8\_t control)**

Description

Enable or Disable the tach input toggle interrupt.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| tach\_ch | tach ch – tachx\_ch (x => 0-2) |
| Control | 0 – Tach input toggle interrupt Disabled  1 – Tach input toggled interrupt Enabled |

Outputs

None

### p\_tach\_counter\_register\_read

Function Header

**Uint16\_t p\_tach\_counter\_register\_read(uint8\_t tach\_ch)**

Description

Read the tach pulses counter register value.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| tach\_ch | tach ch – tachx\_ch (x => 0-2) |

Outputs

Returns the counter value

### p\_tach\_outoflimit\_status\_read

Function Header

**Uint8\_t p\_tach\_outoflimit\_status\_read(uint8\_t tach\_ch)**

Description

Reads the Out of Limit status.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| tach\_ch | tach ch – tachx\_ch (x => 0-2) |

Outputs

0 – Tach reading is within limits.

1 – Tach reading is out of Limits.

### p\_tach\_outoflimit\_status\_clear

Function Header

**void p\_tach\_outoflimit\_status\_clear(uint8\_t tach\_ch)**

Description

Clear the Out of Limit Status.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| tach\_ch | tach ch – tachx\_ch (x => 0-2) |

Outputs

None

### p\_tach\_pin\_status\_read

Function Header

**Uint8\_t p\_tach\_pin\_status\_read(uint8\_t tach\_ch)**

Description

Reads the tach pin status.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| tach\_ch | tach ch – tachx\_ch (x => 0-2) |

Outputs

0 – Tach input is Low

1 – Tach input is High.

### p\_tach\_toggle\_status\_read

Function Header

**Uint8\_t p\_tach\_toggle\_status\_read(uint8\_t tach\_ch)**

Description

Reads the Tach input toggle status.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| tach\_ch | tach ch – tachx\_ch (x => 0-2) |

Outputs

0 – Tach input is stable

1 – Tach input got toggled.

### p\_tach\_toggle\_status\_clear

Function Header

**void p\_tach\_toggle\_status\_clear(uint8\_t tach\_ch)**

Description

Clears the Toggle status bit.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| tach\_ch | tach ch – tachx\_ch (x => 0-2) |

Outputs

None

### p\_tach\_count\_ready\_status\_read

Function Header

**Uint8\_t p\_tach\_outoflimit\_intp\_control(uint8\_t tach\_ch)**

Description

Reads the status of Count Ready.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| tach\_ch | tach ch – tachx\_ch (x => 0-2) |

Outputs

0 – Reading not ready

1 – Reading Ready

### p\_tach\_high\_limit\_register\_write

Function Header

**void p\_tach\_high\_limit\_register\_write(uint8\_t tach\_ch, uint16\_t High\_limit)**

Description

Set the limit in High limit register.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| tach\_ch | tach ch – tachx\_ch (x => 0-2) |
| High Limit | High limit value |

Outputs

None

### p\_tach\_high\_limit\_register\_read

Function Header

**Uint16\_t p\_tach\_high\_limit\_register\_read(uint8\_t tach\_ch)**

Description

Read the limit set in High Limit register.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| tach\_ch | tach ch – tachx\_ch (x => 0-2) |

Outputs

Returns the value set in High limit register.

### p\_tach\_low\_limit\_register\_write

Function Header

**void p\_tach\_low\_limit\_register\_write(uint8\_t tach\_ch, uint16\_t Low\_limit)**

Description

Set the value in Low Limit Register.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| tach\_ch | tach ch – tachx\_ch (x => 0-2) |
| Low Limit | Value to set in Low Limit Register |

Outputs

None

### p\_tach\_low\_limit\_register\_read

Function Header

**Uint16\_t p\_tach\_low\_limit\_register\_read(uint8\_t tach\_ch)**

Description

Reads the value set in Low Limit register.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| tach\_ch | tach ch – tachx\_ch (x => 0-2) |

Outputs

Value set in Low Limit Register.

# LED

LED API’s

led\_pins\_init

led\_control

led\_toggle

led\_blink

led\_as\_general\_pwm

led\_breath

LED Peripheral Functions

p\_led\_configuration\_reg\_set

p\_led\_configuration\_reg\_get

p\_led\_control\_set

p\_led\_clk\_src\_set

p\_led\_sync\_set

p\_led\_pwm\_size\_set

p\_led\_update\_enable\_set

p\_led\_wdt\_reset

p\_led\_wdt\_reload

p\_led\_symmetry\_set

p\_led\_limits\_set

p\_led\_limits\_get

p\_led\_delay\_set

p\_led\_delay\_get

p\_led\_duty\_cycle\_set

p\_led\_prescalar\_set
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LED registers

LED configuration register

LED limits register

LED delay register

LED update step size register
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LED output delay register
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LED 0

LED 1

LED 2

LED 3

## LED APIs

The list of LED APIs

* led\_pins\_init
* led\_control
* led\_toggle
* led\_blink
* led\_as\_general\_pwm
* led\_breath

### led\_pins\_init

Function Header

**uint8\_t gpio\_init( uint8\_t led\_id )**

Description

Initializes the gpio pin of the specified LED hardware instance for LED functionality and resets that LED hardware block.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| ****led\_id**** | 0-based LED ID |

Outputs

None

### led\_control

Function Header

**void led\_control(uint8\_t led\_id, enum LED\_CONTROL led\_state )**

Description

Drives the output pin of the specified LED instance high or low.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| ****led\_id**** | 0-based LED ID |
| ****led\_state**** | Desired state of the LED pin  LED\_OFF  LED\_ON |

Outputs

None

### led\_toggle

Function Header

**void led\_toggle( uint8\_t led\_id )**

Description

Toggles the output pin of the specified LED hardware instance.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| ****led\_id**** | 0-based LED ID |

Outputs

None

### led\_blink

Function Header

**void led\_blink( uint8\_t led\_id, uint8\_t duty\_cycle, float frequency )**

Description

Enables the hardware blinking of the specified LED instance.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| ****led\_id**** | 0-based LED ID |
| ****duty\_cycle**** | Desired duty cycle for the blinking  0% (0x00) to 100% (0xFF) |
| ****frequency**** | Desired frequency for blinking  0.03125Hz to 128Hz |

Outputs

None

### led\_as \_general\_pwm

Function Header

**void led\_as\_general\_pwm( uint8\_t led\_id, uint8\_t duty\_cycle, float frequency, uint8\_t wdt\_val )**

Description

Configures the specified LED instance to function as a general purpose 8-bit pwm.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| ****led\_id**** | 0-based LED ID |
| ****duty\_cycle**** | Desired duty cycle for the blinking  0%(0x00) to 100%(0xFF) |
| ****frequency**** | Desired frequency for blinking  187.5KHz to 46 Hz |
| ****wdt\_val**** | Watchdog timer reload value  LED\_PWM\_WDT\_DIS  LED\_PWM\_WDT\_200MS  LED\_PWM\_WDT\_400MS  LED\_PWM\_WDT\_600MS  LED\_PWM\_WDT\_800MS  LED\_PWM\_WDT\_4SEC – default value  LED\_PWM\_WDT\_51SEC |

Outputs

None

### led\_breath

Function Header

**void led\_breath( uint8\_t led\_id, uint8\_t psize, uint16\_t led\_limit, uint32\_t led\_delay \**

**uint32\_t led\_int, uint32\_t led\_step )**

Description

Enables the hardware breathing of the specified LED instance.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| ****led\_id**** | 0-based LED ID |
| ****psize**** | Type of PWM  LED\_CFG\_PWM\_WIDTH\_8  LED\_CFG\_PWM\_WIDTH\_7  LED\_CFG\_PWM\_WIDTH\_6 |
| ****sym\_disable**** | Enable / disable the symmetry mode  LED\_CFG\_SYMMETRY\_DIS  LED\_CFG\_SYMMETRY\_EN |
| ****led\_limit**** | Minimum and maximum limits for breathing |
| ****led\_delay**** | Delay values for the maximum and minimum limit |
| ****led\_int**** | Step size interval value |
| ****led\_step**** | Step size update value |

Outputs

None

## LED peripheral functions

The list of LED peripheral functions are –

* p\_led\_configuration\_reg\_set
* p\_led\_configuration\_reg\_get
* p\_led\_control\_set
* p\_led\_clk\_src\_set
* p\_led\_sync\_set
* p\_led\_pwm\_size\_set
* p\_led\_update\_enable\_set
* p\_led\_wdt\_reset
* p\_led\_wdt\_reload
* p\_led\_symmetry\_set
* p\_led\_limits\_set
* p\_led\_limits\_get
* p\_led\_delay\_set
* p\_led\_delay\_get
* p\_led\_duty\_cycle\_set
* p\_led\_prescalar\_set
* p\_led\_stepsize\_set
* p\_led\_updateInterval\_set
* p\_led\_output\_delay\_set

### p\_led\_configuration\_reg\_set

Function Header

**void p\_led\_configuration\_reg\_set( uint8\_t led\_id, uint32\_t new\_val )**

Description

Writes to the configuration register of the specified led instance.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| ****led\_id**** | 0-based LED ID |
| ****new\_val**** | 32-bit value for the new contents |

Outputs

None

### p\_led\_configuration\_reg\_get

Function Header

**uint32\_t p\_led\_configuration\_reg\_get( uint8\_t led\_id )**

Description

Reads the configuration register of the specified led instance.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| ****led\_id**** | 0-based LED ID |

Outputs

Configuration register contents, 0xBAAAAAAD – read fail

### p\_led\_control\_set

Function Header

**void p\_led\_control\_set( uint8\_t led\_id, uint8\_t new\_val )**

Description

Reads the configuration register of the specified led instance.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| ****led\_id**** | 0-based LED ID |
| ****new\_val**** | New configuration value  LED\_CFG\_CNTL\_LO  LED\_CFG\_CNTL\_BREATH  LED\_CFG\_CNTL\_BLINK  LED\_CFG\_CNTL\_HI |

Outputs

None

### p\_led\_clk\_src\_set

Function Header

**void p\_led\_clk\_src\_set( uint8\_t led\_id, uint8\_t new\_val )**

Description

Configure the base clock in the configuration register of the specified led instance.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| ****led\_id**** | 0-based LED ID |
| ****new\_val**** | Clock source selection  LED\_CFG\_CLK\_SRC\_MCLK – 48MHz  LED\_CFG\_CLK\_SRC\_32K – 32.768KHz |

Outputs

None

### p\_led\_sync\_set

Function Header

**void p\_led\_sync\_set( uint8\_t led\_id, uint8\_t new\_val )**

Description

Configure the synchronization of the breathing/blinking hardware between all the LED instances.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| ****led\_id**** | 0-based LED ID |
| ****new\_val**** | Enable / disable synchronization  LED\_CFG\_SYNC\_SET  LED\_CFG\_SYNC\_CLR |

Outputs

None

### p\_led\_pwm\_size\_set

Function Header

**void p\_led\_pwm\_size\_set( uint8\_t led\_id, uint8\_t new\_val )**

Description

Configures the pwm mode for the specified led instance.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| ****led\_id**** | 0-based LED ID |
| ****new\_val**** | Type of PWM  LED\_CFG\_PWM\_WIDTH\_8  LED\_CFG\_PWM\_WIDTH\_7  LED\_CFG\_PWM\_WIDTH\_6 |

Outputs

None

### p\_led\_update\_enable\_set

Function Header

**void p\_led\_update\_enable\_set( uint8\_t led\_id, uint8\_t new\_val )**

Description

Enables the hardware to update the values of the led\_delay, led\_step and led\_int registers.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| ****led\_id**** | 0-based LED ID |
| ****new\_val**** | Update mode  LED\_CFG\_EN\_UPDATE |

Outputs

None

### p\_led\_reset

Function Header

**void p\_led\_reset( uint8\_t led\_id )**

Description

Resets the hardware block of the specified hardware instance.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| ****led\_id**** | 0-based LED ID |

Outputs

None

### p\_led\_wdt\_reload

Function Header

**void p\_led\_wdt\_reload( uint8\_t led\_id, uint8\_t new\_val )**

Description

Loads the led wdt reload value in the configuration register of the specified led instance.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| ****led\_id**** | 0-based LED ID |
| ****new\_val**** | 8-bit watchdog reload value  LED\_PWM\_WDT\_DIS  LED\_PWM\_WDT\_200MS  LED\_PWM\_WDT\_400MS  LED\_PWM\_WDT\_600MS  LED\_PWM\_WDT\_800MS  LED\_PWM\_WDT\_4SEC – default value  LED\_PWM\_WDT\_51SEC |

Outputs

None

### p\_led\_symmetry\_set

Function Header

**void p\_led\_symmetry\_set( uint8\_t led\_id, uint32\_t new\_val )**

Description

Configures the symmetry configuration for the breathing mode of the specified led instance.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| ****led\_id**** | 0-based LED ID |
| ****new\_val**** | Symmetry mode  LED\_CFG\_SYMMETRY\_DIS  LED\_CFG\_SYMMETRY\_EN |

Outputs

None

### p\_led\_limits\_set

Function Header

**void p\_led\_limits\_set( uint8\_t led\_id, enum LED\_LIMIT limit\_type, uint16\_t new\_val )**

Description

Writes the maximum and minimum duty cycle values to the led limits register of the specified led instance.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| ****led\_id**** | 0-based LED ID |
| ****limit\_type**** | Limit type that needs to be modified  LED\_MIN\_LIMIT – minimum limit  LED\_MAX\_LIMIT – maximum limit  LED\_COMPLETE\_LIMIT – both |
| ****new\_val**** | Value for the limit setting |

Outputs

None

### p\_led\_limits\_get

Function Header

**uint16\_t p\_led\_limits\_get( uint8\_t led\_id )**

Description

Reads the maximum and minimum duty cycle values from the led limits register of the specified led instance.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| ****led\_id**** | 0-based LED ID |

Outputs

Current limit value, 0xBAAD – read failed

### p\_led\_delay\_set

Function Header

**void p\_led\_delay\_set( uint8\_t led\_id, enum LED\_DELAY delay\_type, uint32\_t new\_val )**

Description

Writes the maximum and minimum delay values to the led delay register of the specified led instance.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| ****led\_id**** | 0-based LED ID |
| ****limit\_type**** | Delay type that needs to be modified  LED\_LOW\_DELAY  LED\_HIGH\_DELAY  LED\_COMPLETE\_DELAY |
| ****new\_val**** | Value for the delay setting |

Outputs

None

### p\_led\_delay\_get

Function Header

**uint32\_t p\_led\_delay\_get( uint8\_t led\_id )**

Description

Reads the maximum and minimum delay values from the led delay register of the specified led instance.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| ****led\_id**** | 0-based LED ID |

Outputs

Current delay value, 0xBAAAAAAD – read failed

### p\_led\_duty\_cycle\_set

Function Header

**void p\_led\_duty\_cycle\_set( uint8\_t led\_id, uint8\_t new\_val )**

Description

Sets the duty cycle for the specified led instance.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| ****led\_id**** | 0-based LED ID |
| ****new\_val**** | New value (0x00 – 0% to 0xFF – 100%) |

Outputs

None

### p\_led\_prescalar\_set

Function Header

**void p\_led\_prescalar\_set ( uint8\_t led\_id, uint16\_t new\_val )**

Description

Sets the prescalar value for the specified led instance.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| ****led\_id**** | 0-based LED ID |
| ****new\_val**** | New value  Frequency = clock / (255 \* (prescalar + 1)) |

Outputs

None

### p\_led\_stepsize\_set

Function Header

**void p\_led\_stepsize\_set( uint8\_t led\_id, enum LED\_STEP step\_number, uint32\_t new\_val )**

Description

Sets the step size update values for segment 0-7of the specified led instance.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| ****led\_id**** | 0-based LED ID |
| ****step\_number**** | Step number that needs to be modified  LED\_STEP\_0  LED\_STEP\_1  LED\_STEP\_2  LED\_STEP\_3  LED\_STEP\_4  LED\_STEP\_5  LED\_STEP\_6  LED\_STEP\_7  LED\_STEP\_ALL |
| ****new\_val**** | Value for the step size setting |

Outputs

None

### p\_led\_updateInterval\_set

Function Header

**void p\_led\_updateInterval\_set( uint8\_t led\_id, enum LED\_INT interval\_number, uint32\_t new\_val)**

Description

Sets the interval period between the two successive updates for the current duty cycle of the specified led instance.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| ****led\_id**** | 0-based LED ID |
| ****step\_number**** | Interval number that needs to be modified  LED\_INT\_0  LED\_INT\_1  LED\_INT\_2  LED\_INT\_3  LED\_INT\_4  LED\_INT\_5  LED\_INT\_6  LED\_INT\_7  LED\_INT\_ALL |
| ****new\_val**** | Value for the interval setting |

Outputs

None

### p\_led\_output\_delay\_set

Function Header

**void p\_led\_output\_delay\_set( uint8\_t led\_id, uint8\_t new\_val )**

Description

Writes to the output delay register of the specified LED instance.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| ****led\_id**** | 0-based LED ID |
| ****new\_val**** | New value for the delay setting |

Outputs

None

# SPI

## SPI API’s

These SPI APIs are in ROM code, which can perform external SPI read only.

### Power SPI Controller On and Off

#### Declaration

void SPI\_Power\_OnOff(

uint8\_t spi\_id,

uint8\_t power\_on

);

#### Input Parameters

spi\_id A parameter to identify which SPI controller is to be used.

SPI\_BUS0 0 SPI controller 0 (shared SPI)

SPI\_BUS1 1 SPI controller 1 (private SPI)

power\_on A parameter to identify which SPI controller is to be used.

SPI\_OFF 0 Turn off SPI controller

SPI\_ON 1 Turn on SPI controller

#### Output

None

#### Description

This function can enable or disable either of the two SPI controllers on the CEC1302.

### Configure SPI Controller

#### Declaration

uint8\_t SPI\_Configure(

uint8\_t spi\_id,

uint32\_t clock\_speed

);

#### Input Parameters

spi\_id A parameter to identify which SPI controller is to be used.

SPI\_BUS0 0 SPI controller 0 (shared SPI)

SPI\_BUS1 1 SPI controller 1 (private SPI)

clock\_speed A parameter to configure the speed of the SPI interface

0 = 48 MHz

1 = 24 MHz

* 1. = 12 MHz
  2. = 8 MHz

Other values reserved

#### Output

Return code:

SPI\_ BAD\_CTRL 0 Command failed; bad SPI id

SPI\_ OK 1 Normal return

#### Description

This function configures the selected SPI controller for use by the ROM API, as well as configuring a specific speed.

### Set SPI Chip Select

#### Declaration

void SPI\_CS\_Select(

uint8\_t spi\_bus\_id,

uint8\_t spi\_cs\_id,

uint8\_t cs\_state

);

#### Input Parameters

spi\_bus\_id A parameter to identify which SPI controller is to be used.

SPI\_BUS0 0 SPI controller 0 (shared SPI)

SPI\_BUS1 1 SPI controller 1 (private SPI)

spi\_cs\_id Determines the chip select for the controller selected by spi\_cs\_id.

CS0 0 The GPIO for CS0

CS1 1 The GPIO for CS1

cs\_state The pin determined by spi\_bus\_id and spi\_cs\_id will be set to this value (0 or 1)

#### Output

None

#### Description

The GPIO pin associated with the chip select determined by spi\_bus\_id and spi\_cs\_id is set high or low according cs\_state. Only the least significant bit of all three parameters is examined.

### Transmit SPI Read Command

#### Declaration

uint8\_t SPI\_Transmit\_Read(

uint8\_t spi\_id,

uint32\_t cmd\_id,

uint32\_t spi\_addr

);

#### Input Parameters

spi\_id A parameter to identify which SPI controller is to be used.

SPI\_BUS0 0 SPI controller 0 (shared SPI)

SPI\_BUS1 1 SPI controller 1 (private SPI)

cmd\_id An index that selects an 8-bit SPI read command. Valid values are:

* + - 1. Normal read (0x03)
      2. Fast read (0x0B)
      3. Fast read with double data rate return (0x3B)
      4. Normal read with a 32-bit address (0x13)
      5. Fast read with a 32-bit address (0x0C)
      6. Fast read with a 32-bit address and DDR (0x3C)

spi\_addr The address to be sent to the SPI device. If the command type calls for a 24-bit address, the address occupies the least-significant 24-bits of this parameter.

#### Output

Return code:

SPI\_OK 0 Normal return

SPI\_BAD\_CTRL 1 Command failed; bad control data or bad SPI id

SPI\_BAD\_CS 2 Command failed; bad chip select

SPI\_BAD\_CMD 3 Command failed; bad command id

SPI\_BAD\_ADDR 4 Pointer points to a buffer that is outside the SRAM

SPI\_TX\_TIMEOUT 5 Transmit timeout failure

#### Description

This command starts a SPI read transaction on the SPI controller specified by the spi\_id parameter.

Caller must have asserted chip select to the target SPI device using SPI\_CS\_Select() API mentioned above.

### Read Data from SPI, Polled

#### Declaration

uint8\_t SPI\_Data\_Read\_Polled(

uint8\_t spi\_id,

uint32\_t num\_bytes,

uint8\_t \*pbuff

);

#### Input Parameters

spi\_id A parameter to identify which SPI controller is to be used.

SPI\_BUS0 0 SPI controller 0 (shared SPI)

SPI\_BUS1 1 SPI controller 1 (private SPI)

num\_bytes The number of bytes to transfer from an external SPI flash device to internal SRAM

\*pbuff A pointer to a region of SRAM that this function will write data read from the SPI flash device

#### Output

Return code:

SPI\_OK 0 Normal return

SPI\_BAD\_CTRL 1 Command failed; bad control data or bad SPI id

SPI\_TX\_TIMEOUT 5 Transmit timeout failure

SPI\_RX\_TIMEOUT 6 Read timeout failure

#### Description

This function will transfer num\_bytes of data between an external SPI Flash device and the internal SRAM memory. The function only performs the data transfers from the SPI device to the area in memory pointed to by pbuff and must be preceded by SPI\_Transmit\_Read(). Transfers are done byte at a time from the SPI controller and memory, under firmware control.

This function is blocking. Once invoked, it will not return until all num\_bytes have been transferred.

### Transfer Data from SPI, Polled

#### Declaration

uint32\_t SPI\_Data\_Transfer\_Polled(

uint8\_t spi\_id,

uint32\_t cmd\_id,

uint32\_t spi\_addr,

uint8\_t \*pbuff,

uint32\_t num\_bytes

);

#### Input Parameters

spi\_id A parameter to identify which SPI controller is to be used.

SPI\_BUS0 0 SPI controller 0 (shared SPI)

SPI\_BUS1 1 SPI controller 1 (private SPI)

cmd\_id The 8-bit command to be sent to the SPI device.

Spi\_addr The 24-bit address to be sent to the SPI device. The address occupies the least-significant 24-bits of this parameter.

\*pbuff A pointer to a region of SRAM that this function will write data read from the SPI flash device

num\_bytes The number of bytes to transfer from an external SPI flash device to internal SRAM

#### Output

Return code:

SPI\_OK 0 Normal return

SPI\_BAD\_CTRL 1 Command failed; bad control data or bad SPI id

SPI\_BAD\_CS 2 Command failed; bad chip select

SPI\_BAD\_CMD 3 Command failed; bad command id

SPI\_BAD\_ADDR 4 Pointer points to a buffer that is outside the SRAM

SPI\_TX\_TIMEOUT 5 Transmit timeout failure

SPI\_RX\_TIMEOUT 6 Read timeout failure

#### Description

This function combines SPI\_Transmit\_Read() with SPI\_Data\_Read\_Polled().

This function is blocking. Once invoked, it will not return until all num\_bytes have been transferred.

### Transfer Data from SPI, DMA

#### Declaration

uint32\_t SPI\_Data\_Transfer\_DMA(

uint8\_t spi\_id,

uint32\_t cmd\_id,

uint32\_t spi\_addr,

uint32\_t num\_bytes,

uint8\_t \*pbuff

);

#### Input Parameters

spi\_id A parameter to identify which SPI controller is to be used.

SPI\_BUS0 0 SPI controller 0 (shared SPI)

SPI\_BUS1 1 SPI controller 1 (private SPI)

cmd\_id The 8-bit command to be sent to the SPI device.

Spi\_addr The 24-bit address to be sent to the SPI device. The address occupies the least-significant 24-bits of this parameter.

Num\_bytes The number of bytes to transfer from an external SPI flash device to internal SRAM

\*pbuff A pointer to a region of SRAM that this function will write data read from the SPI flash device

#### Output

Return code:

SPI\_OK 0 Normal return

SPI\_BAD\_CTRL 1 Command failed; bad control data or bad SPI id

SPI\_BAD\_CS 2 Command failed; bad chip select

SPI\_BAD\_CMD 3 Command failed; bad command id

SPI\_BAD\_ADDR 4 Pointer points to a buffer that is outside the SRAM

SPI\_TX\_TIMEOUT 5 Transmit timeout failure

SPI\_RX\_TIMEOUT 6 Read timeout failure

SPI\_BAD\_DMA 7 Bad DMA; controller not enabled

#### Description

This function performs the SPI\_Transmit\_Read() and then sets up a DMA channel to transfer num\_bytes from an external SPI Flash device to a buffer in internal SRAM pointed to by \*pbuff.

The function is non-blocking. Invoking it starts the DMA controller, which will continue to transfer data from an external SPI device to the internal SRAM autonomously. Once started, engine will reject further attempts to start a decryption or verify operation until after it has completed. Firmware can check the status of the DMA using the SPI\_DMA\_Busy() function.

**Note:** This function uses DMA Read Channel 10 when spi\_id is 0 (for the Shared SPI) and DMA Read Channel 11 when spi\_id is 1 (for the Private SPI). Other firmware must not use the DMA channel used by SPI\_Data\_Transfer\_DMA() when this function is in operation.

### SPI DMA Done

#### Declaration

uint8\_t SPI\_DMA\_Busy(

uint8\_t spi\_id

);

#### Input Parameters

spi\_id A parameter to identify which SPI controller is to be used.

SPI\_BUS0 0 SPI controller 0 (shared SPI)

SPI\_BUS1 1 SPI controller 1 (private SPI)

#### Output

Return code:

SPI\_DMA\_BUSY 0 SPI DMA controller is busy

SPI\_DMA\_DONE 1 SPI DMA controller has completed the transfer

#### Description

This function reports the state of the DMA transaction started by SPI\_Data\_Read\_DMA(). When this function reports that the DMA is done, all bytes requested by the read request have been transferred from the SPI device to SRAM.

### Abort SPI Transaction

#### Declaration

void SPI\_Abort(

uint8\_t spi\_id

);

#### Input Parameters

spi\_id A parameter to identify which SPI controller is to be used.

SPI\_BUS0 0 SPI controller 0 (shared SPI)

SPI\_BUS1 1 SPI controller 1 (private SPI)

#### Output

None

#### Description

This function will terminate a DMA transaction started by SPI\_Data\_Read\_DMA(). There is no indication how much of the DMA transfer completed.

## Applications

In application level, user can use ROM SPI APIs mentioned above to perform SPI read, following describes a few example how to use these APIs to perform data read from external SPI chip.

### MACROs Definition

//

// Logical SPI ID for API calls

//

#define TRUE (1)

#define FALSE (0)

#define SPI\_BUS0\_ID (0)

#define SPI\_BUS1\_ID (1)

#define SPI\_BUS\_MAX (2)

#define SPI\_CS0 (0)

#define SPI\_CS1 (1)

#define SPI\_CS\_MAX (2)

#define SPI\_CS\_ASSERT (0UL)

#define SPI\_CS\_DEASSERT (1UL)

#define SPI\_CMD\_READ (0x03u)

#define SPI\_CMD\_READ32 (0x13u)

#define SPI\_CMD\_READ\_FAST (0x0Bu)

#define SPI\_CMD\_READ32\_FAST (0x0Cu)

#define SPI\_CMD\_READ\_FAST\_DDR (0x3Bu)

#define SPI\_CMD\_READ32\_FAST\_DDR (0x3Cu)

#define SPI\_CMD\_READ\_JEDEC\_ID (0x9Fu)

#define SPI\_CMD\_READ\_SFDP (0x5Au)

#define SPI\_READ (0UL)

#define SPI\_READ\_FAST (1UL)

#define SPI\_READ\_FAST\_DDR (2UL)

#define SPI\_READ32 (3UL)

#define SPI\_READ32\_FAST (4UL)

#define SPI\_READ32\_FAST\_DDR (5UL)

#define SPI\_READ\_JEDEC (6UL)

#define SPI\_READ\_SFDP (7UL)

#define SPI\_READ\_MAX (8UL)

// spi\_init spi\_config bits

//

// SPI clock b[6:0]

#define SPI\_CFG\_FREQ\_48M (0ul)

#define SPI\_CFG\_FREQ\_24M (1ul)

#define SPI\_CFG\_FREQ\_12M (2ul)

#define SPI\_CFG\_FREQ\_8M (3ul)

### Example 1 – general purpose read w/o DMA

Followings are the required APIs and calling sequence as application performs Private SPI chip JEDEC read,

/\* buffer to store data read from external SPI chip \*/

Uint8\_t SPI\_read\_buff[4];

/\* init PVT-SPI1 signals – SPI function; \*/

// need to initialize GPIOs as PVT SPI functionality and its CS#

/\* enable PVT-SPI1 block \*/

SPI\_Power\_OnOff(SPI\_BUS1\_ID, TRUE);

/\* configure SPI speed \*/

SPI\_Configure(SPI\_BUS1\_ID, SPI\_CFG\_FREQ\_24M);

/\* assert CS \*/

SPI\_CS\_Select(SPI\_BUS1\_ID, SPI\_CS0, GP\_SPI\_CS\_ASSERT);

/\* read SPI data – tx SPI command \*/

SPI\_Transmit\_Read(SPI\_BUS1\_ID, SPI\_READ\_JEDEC, 0ul);

/\* read SPI data – read data \*/

SPI\_Data\_Read\_Polled(SPI\_BUS1\_ID, 3, SPI\_read\_buff);

/\* de-assert CS \*/

API02\_SPI\_CS\_Select(SPI\_BUS1\_ID, SPI\_CS0, GP\_SPI\_CS\_DEASSERT);

Then 3-byte SPI chip’s JEDEC data is stored in SPI\_read\_buffer[0] ~ SPI\_read\_buffer[2].

### Example 2 – read SPI any location w/o DMA

Followings are the required APIs and calling sequence as application performs Private SPI chip any location read,

/\* buffer to store data read from external SPI chip \*/

Uint8\_t SPI\_read\_buff[64];

/\* init PVT-SPI1 signals – SPI function; \*/

// need to initialize GPIOs as PVT SPI functionality and its CS#

/\* enable PVT-SPI1 block \*/

SPI\_Power\_OnOff(SPI\_BUS1\_ID, TRUE);

/\* configure SPI speed \*/

SPI\_Configure(SPI\_BUS1\_ID, SPI\_CFG\_FREQ\_24M);

/\* assert CS \*/

SPI\_CS\_Select(SPI\_BUS1\_ID, SPI\_CS0, GP\_SPI\_CS\_ASSERT);

/\* read SPI data – tx SPI command and read data \*/

SPI\_Data\_Transfer\_Polled(SPI\_BUS1\_ID, SPI\_READ\_FAST\_DDR, 0xFF00, SPI\_read\_buff, 64);

/\* de-assert CS \*/

API02\_SPI\_CS\_Select(SPI\_BUS1\_ID, SPI\_CS0, GP\_SPI\_CS\_DEASSERT);

Then 64-byte data read from SPI chip’s 0xFF00 to 0xFF3F location is stored in SPI\_read\_buffer[0] ~ SPI\_read\_buffer[63].

### Example 3 – read SPI any location w/ DMA

Followings are the required APIs and calling sequence as application performs Private SPI chip any location read with DMA,

/\* buffer to store data read from external SPI chip \*/

Uint8\_t SPI\_read\_buff[64];

/\* init PVT-SPI1 signals – SPI function; \*/

// need to initialize GPIOs as PVT SPI functionality and its CS#

/\* power on DMA module for SPI/DMA read \*/

// need to activate DMA block

/\* enable PVT-SPI1 block \*/

SPI\_Power\_OnOff(SPI\_BUS1\_ID, TRUE);

/\* configure SPI speed \*/

SPI\_Configure(SPI\_BUS1\_ID, SPI\_CFG\_FREQ\_24M);

/\* assert CS \*/

SPI\_CS\_Select(SPI\_BUS1\_ID, SPI\_CS0, GP\_SPI\_CS\_ASSERT);

/\* read data via SPI / DMA: DMA interrupt is disabled, apply polling \*/

SPI\_Data\_Transfer\_DMA(SPI\_BUS1\_ID, SPI\_READ\_FAST\_DDR, 0xFF00, 64, SPI\_read\_buff);

/\* wait SPI/DMA read is done \*/

while( !SPI\_DMA\_Done(SPI\_BUS1\_ID))

{

\_\_NOP();

}

/\* de-assert CS \*/

API02\_SPI\_CS\_Select(SPI\_BUS1\_ID, SPI\_CS0, GP\_SPI\_CS\_DEASSERT);

Then 64-byte data read from SPI chip’s 0xFF00 to 0xFF3F location is stored in SPI\_read\_buffer[0] ~ SPI\_read\_buffer[63].

# WDT

The function of the Watchdog Timer is to provide a mechanism to detect if the internal embedded controller has failed. When enabled, the Watchdog Timer (WDT) circuit will generate a WDT Event and reset the embedded controller and it’s subsystem, if the user program fails to reload the WDT within a specified length of time known as the WDT Interval.

**WDT APIs**

wdt\_start

wdt\_stop

wdt\_kick

wdt\_sleep

wdt\_clk\_reqd\_sts\_getwdt\_reset\_on\_sleep

**WDT instance**

WDT control register

WDT kick register

WDT Load register

WDT Count register

**WDT Peripheral Functions**

p\_wdt\_enable\_set

p\_wdt\_enable\_clr

p\_wdt\_status\_get

p\_wdt\_status\_clr

p\_wdt\_kick

p\_wdt\_load\_write

p\_wdt\_load\_read

p\_wdt\_count\_read

PCR Peripheral Functions

## WDT API’s

The list of WDT APIs

* wdt\_start
* wdt\_stop
* wdt\_kick
* wdt\_sleep
* wdt\_clk\_reqd\_sts\_get
* wdt\_reset\_on\_sleep

### wdt\_start

Function Header

**void wdt\_start(uint16\_t delay\_value)**

Description

This API will load the WDT load register, reset the WDT status and start WDT.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| delay\_value | Delay value before the WDT fires. The value must be in milliseconds (1 – 65536 ms). |

Outputs

None

### wdt\_stop

Function Header

**void wdt\_stop(void)**

Description

This stops the WDT.

Inputs

None

Outputs

None

### wdt\_kick

Function Header

**void wdt\_kick(void)**

Description

This sets the WDT kick, thus reloading the WDT reload value. Thus, preventing the WDT from resetting the device.

Inputs

None

Outputs

None

### wdt\_sleep

Function Header

**void wdt\_sleep(uint8\_t sleep\_en)**

Description

Enable/Disable clock gating on WDT

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| sleep\_en | 1 = Sleep Enable  0 = Sleep Disable |

Outputs

None

### wdt\_clk\_reqd\_sts\_get

Function Header

**uint8\_t wdt\_clk\_reqd\_sts\_get (void)**

Description

Returns clk required status

Inputs

None

Outputs

0(CLK not required), Non-zero (CLK required)

### wdt\_reset\_on\_sleep

Function Header

**void wdt\_reset\_on\_sleep (uint8\_t reset\_en)**

Description

Enable/Disable WDT block reset on sleep

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| reset\_en | 1 = Enable Reset on Sleep  0 = Disable Reset on Sleep |

Outputs

None

## WDT Peripheral Functions

The list of PWM peripheral functions are listed below:

* p\_wdt\_enable\_set
* p\_wdt\_enable\_clr
* p\_wdt\_status\_get
* p\_wdt\_status\_clr
* p\_wdt\_kick
* p\_wdt\_load\_write
* p\_wdt\_load\_read
* p\_wdt\_count\_read

### p\_wdt\_enable\_set

Function Header

**void p\_wdt\_enable\_set**  **(void )**

Description

Enables and starts watchdog timer.

Inputs

None

Outputs

None

### p\_wdt\_enable\_clr

Function Header

**void p\_wdt\_enable\_clr**  **(void)**

Description

Disables and stop watchdog timer.

Inputs

None

Outputs

None

### p\_wdt\_status\_get

Function Header

**uint8\_t p\_wdt\_status\_get (void )**

Description

Get the WDT status.

Inputs

None

Outputs

Returns status. If the last reset of MEC device was caused by an underflow of the WDT, then this status is “1” else its “0”.

### p\_wdt\_status\_clr

Function Header

**void p\_wdt\_status\_clr (void)**

Description

Clears the WDT status.

Inputs

None

Outputs

None

### p\_wdt\_kick

Function Header

**void p\_wdt\_kick (void)**

Description

When the WDT Enable is set, this function causes the WDT to reload the WDT Load Register (WDT\_load/delay) value, thus preventing the WDT from resetting the device. When the WDT Enable is cleared to ‘0’, this function has no effect.

Inputs

None

Outputs

None

### p\_wdt\_load\_write

Function Header

**void p\_wdt\_load\_write (uint16\_t count)**

Description

Reloads WDT with the count value.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| count | Count value that will be reloaded to WDT |

Outputs

None

### p\_wdt\_load\_read

Function Header

**uint16\_t p\_wdt\_load\_read (void)**

Description

Reads the WDT load value.

Inputs

None

Outputs

Count value that will be reloaded to WDT

### p\_wdt\_count\_read

Function Header

**uint16\_t p\_wdt\_count\_read (void)**

Description

Reads the current WDT count.

Inputs

None

Outputs

Current WDT count value

# Interrupt

## Interrupt APIs

The list of Interrupt APIs

* interrupt\_init
* interrupt\_mode\_set
* interrupt\_reset
* interrupt\_device\_enable
* interrupt\_device\_disable
* interrupt\_device\_ecia\_source\_clear
* interrupt\_device\_ecia\_source\_get
* interrupt\_device\_ecia\_result\_get
* interrupt\_device\_nvic\_enable
* interrupt\_device\_nvic\_priority\_set
* interrupt\_device\_nvic\_priority\_get
* interrupt\_device\_nvic\_pending\_get
* interrupt\_device\_nvic\_pending\_set
* interrupt\_device\_nvic\_pending\_clear

Usage:

1. Interrupt vector table and ISRs will part of application
2. Initialization:

Application can initialize using *interrupt\_init* function, by specifying NVIC direct mode or fully aggregated mode. If in Direct Mode, certain interrupts could be still kept aggregated; which needs to be specified using girq\_bitmask in interrupt\_init function

Example for configuring direct mode:

girq\_bitmask\_aggregated = (MEC\_GIRQ12\_BITMASK |

MEC\_GIRQ13\_BITMASK | MEC\_GIRQ15\_BITMASK);

interrupt\_init(INTERRUPT\_MODE\_DIRECT, girq\_bitmask\_aggregated);

1. Individual blocks can enable their interrupts using interrupt\_device\_enable function

Example:

interrupt\_device\_enable (BTMR0\_IROUTE);

interrupt\_device\_enable (BTMR1\_IROUTE);

1. Application can use other functions, based on need basis.

Example to clear source in ECIA:

interrupt\_device\_ecia\_source\_clear(BTMR0\_IROUTE);

### interrupt\_init

Function Header

**void interrupt\_init(uint8\_t mode, uint32\_t girq\_bitmask)**

Description

Initialize and configure Interrupt mode

Note1: All GPIO’s and wake capable sources are always aggregated! GPIO’s interrupts will still work in direct mode. Block wakes are not be routed to the processor in direct mode.

Note2: This function disables and enables global interrupt

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| mode | 1 – Direct Mode, 0 – Fully aggregated mode |
| girq\_bitmask | Bitmask of GIRQ to be configured as aggregated. This parameter is only applicable in direct mode. |

Outputs

None

Example Usage

Examples for configuring interrupt mode. The effect of the interrupt configuration on Basic Timer 4 (timer4) interrupt is provided as an example.

A. If one is using fully aggregated mode, then we would need to call as follows:

interrupt\_init(0, 0);

In this case direct mode won’t work. And timer4 interrupt will be aggregated (GIRQ23 bit5)

B. If one is using direct mode; then one would to need to call as follows:

interrupt\_init(1, 0);

In this case timer4 interrupt would be direct.

C. If one is using direct mode; but wants timer4 to be aggregated to GIRQ23; then we would need to

specify GIRQ23 aggregated as follows:

interrupt\_init(1, MEC\_GIRQ23\_BITMASK);

In this case timer4 interrupt would be aggregated.

Note that *interrupt\_mode\_set* function is called internally *interrupt\_init* function; so application might not have a need to use *interrupt\_mode\_set* API.

### interrupt\_mode\_set

Function Header

**void interrupt\_mode\_set(uint8\_t mode)**

Description

Set interrupt routing mode to aggregated or direct.

*NVIC, ECIA Routing Policy*

In Direct Mode, some interrupts could be configured to be used as aggregated.

Configuration used for direct mode:

1. Set ECS Interrupt Direct enable bit.

2. If GIRQn aggregated set Block Enable bit.

3. If GIRQn direct then clear Block Enable bit and enable individual NVIC inputs.

Configuration used for aggregated mode:

1. Set ECS Interrupt Direct enable bit.

2. Set all Block Enable bits

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| mode | 1 – Direct Mode, 0 – Fully aggregated mode |

Outputs

None

### interrupt\_reset

Function Header

**void interrupt\_reset(void)**

Description

Clears all individual interrupts Enables and Source in ECIA, and clears all NVIC external enables and pending bits.

Inputs

None

Outputs

None

### interrupt\_device\_enable

Function Header

**void interrupt\_device\_enable(uint32\_t dev\_iroute)**

Description

Enables interrupt for a device

Note: This function disables and enables global interrupt

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| dev\_iroute | device IROUTING information |

Outputs

None

### interrupt\_device\_disable

Function Header

**void interrupt\_device\_disable(uint32\_t dev\_iroute)**

Description

Disables interrupt for a device

Note: This function disables and enables global interrupt

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| dev\_iroute | device IROUTING information |

Outputs

None

### interrupt\_device\_ecia\_source\_clear

Function Header

**void interrupt\_device\_ecia\_source\_clear(uint32\_t dev\_iroute)**

Description

Clear Source in the ECIA for the device

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| dev\_iroute | device IROUTING information |

Outputs

None

### interrupt\_device\_ecia\_source\_get

Function Header

**uint32\_t interrupt\_device\_ecia\_source\_get(uint32\_t dev\_iroute)**

Description

Get the Source bit in the ECIA for the device

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| dev\_iroute | device IROUTING information |

Outputs

0 if source bit not set; else non-zero value

### interrupt\_device\_ecia\_result\_get

Function Header

**uint32\_t interrupt\_device\_ecia\_result\_get(uint32\_t dev\_iroute)**

Description

Get the Result bit in the ECIA for the device

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| dev\_iroute | device IROUTING information |

Outputs

0 if result bit not set; else non-zero value

### interrupt\_device\_nvic\_enable

Function Header

**void interrupt\_device\_nvic\_enable(uint32\_t dev\_iroute)**

Description

Enable/Disable the NVIC (in the NVIC controller) for the device

Note 1: Recommended to use interrupt\_device\_enable, interrupt\_device\_disable to enable/disable interrupts for the device, since those APIs configure ECIA as well

Note 2: This function disables and enables global interrupt

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| dev\_iroute | device IROUTING information |
| en\_flag | 1 = Enable the NVIC IRQ, 0 = Disable the NVIC IRQ |

Outputs

None

### interrupt\_device\_nvic\_priority\_set

Function Header

**void interrupt\_device\_nvic\_priority\_set(uint32\_t dev\_iroute)**

Description

Set NVIC priority for specified peripheral interrupt

Note: If ECIA is in aggregated mode, the priority affects all interrupt sources in the GIRQ.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| dev\_iroute | device IROUTING information |
| nvic\_pri | NVIC Priority |

Outputs

None

### interrupt\_device\_nvic\_priority\_get

Function Header

**uint8\_t interrupt\_device\_nvic\_priority\_get(uint32\_t dev\_iroute)**

Description

Return NVIC priority for the device’s interrupt

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| dev\_iroute | device IROUTING information |

Outputs

NVIC Priority

### interrupt\_device\_nvic\_pending\_set

Function Header

**void interrupt\_device\_nvic\_pending\_set(uint32\_t dev\_iroute)**

Description

Set NVIC pending for interrupt source

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| dev\_iroute | device IROUTING information |

Outputs

None

### interrupt\_device\_nvic\_pending\_get

Function Header

**uint8\_t interrupt\_device\_nvic\_pending\_get (uint32\_t dev\_iroute)**

Description

Return NVIC pending for the device

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| dev\_iroute | device IROUTING information |

Outputs

0 (not pending), 1 (pending in NVIC)

### interrupt\_device\_nvic\_pending\_clear

Function Header

**void interrupt\_device\_nvic\_pending\_clear(uint32\_t dev\_iroute)**

Description

Clears NVIC pending for interrupt source

Note: This function disables and enables global interrupt

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| dev\_iroute | device IROUTING information |

Outputs

0 (not pending), 1 (pending in NVIC) — before clear

## Interrupt ECIA Peripheral Functions

The list of Interrupt ECIA (EC Interrupt Aggregator) Peripheral Functions

* p\_interrupt\_ecia\_block\_enable\_set
* p\_interrupt\_ecia\_block\_enable\_bitmask\_set
* p\_interrupt\_ecia\_block\_enable\_get
* p\_interrupt\_ecia\_block\_enable\_all\_set
* p\_interrupt\_ecia\_block\_enable\_clr
* p\_interrupt\_ecia\_block\_enable\_bitmask\_clr
* p\_interrupt\_ecia\_block\_enable\_all\_clr
* p\_interrupt\_ecia\_block\_irq\_status\_get
* p\_interrupt\_ecia\_block\_irq\_all\_status\_get
* p\_interrupt\_ecia\_girq\_source\_clr
* p\_interrupt\_ecia\_girq\_source\_get
* p\_interrupt\_ecia\_girq\_enable\_set
* p\_interrupt\_ecia\_girq\_enable\_clr
* p\_interrupt\_ecia\_girq\_enable\_get
* p\_interrupt\_ecia\_girq\_result\_get
* p\_interrupt\_ecia\_girqs\_source\_reset
* p\_interrupt\_ecia\_girqs\_enable\_reset
* p\_interrupt\_control\_set
* p\_interrupt\_control\_get

### p\_interrupt\_ecia\_block\_enable\_set

Function Header

**void p\_interrupt\_ecia\_block\_enable\_set(uint8\_t girq\_id)**

Description

Enable specified GIRQ in ECIA block

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| girq\_id | GIRQ Id |

Outputs

None

### p\_interrupt\_ecia\_block\_enable\_bitmask\_set

Function Header

void p\_interrupt\_ecia\_block\_enable\_bitmask\_set(uint32\_t girq\_bitmask)

Description

Enable GIRQs in ECIA block

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| girq\_bitmask | Bitmask of GIRQs to be enabled in ECIA Block |

Outputs

None

### p\_interrupt\_ecia\_block\_enable\_get

Function Header

uint8\_t p\_interrupt\_ecia\_block\_enable\_get(uint8\_t girq\_id)

Description

Check if specified GIRQ block enabled or not

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| girq\_id | GIRQ Id |

Outputs

1 if the particular GIRQ block enabled, else 0

### p\_interrupt\_ecia\_block\_enable\_all\_set

Function Header

void p\_interrupt\_ecia\_block\_enable\_all\_set(void)

Description

Set all GIRQ block enables

Inputs

None

Outputs

None

### p\_interrupt\_ecia\_block\_enable\_clr

Function Header

**void p\_interrupt\_ecia\_block\_enable\_clr(uint8\_t girq\_id)**

Description

Clear specified GIRQ in ECIA Block

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| girq\_id | GIRQ Id |

Outputs

None

### p\_interrupt\_ecia\_block\_enable\_bitmask\_clr

Function Header

void p\_interrupt\_ecia\_block\_enable\_bitmask\_clr(uint32\_t girq\_bitmask)

Description

Clear GIRQs in ECIA Block

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| girq\_bitmask | Bitmask of GIRQs to be cleared in ECIA Block |

Outputs

None

### p\_interrupt\_ecia\_block\_enable\_all\_clr

Function Header

void p\_interrupt\_ecia\_block\_enable\_all\_clr(void)

Description

Clears all GIRQ block enables

Inputs

None

Outputs

None

### p\_interrupt\_ecia\_block\_irq\_status\_get

Function Header

**uint32\_t p\_interrupt\_ecia\_block\_irq\_status\_get(uint8\_t girq\_id)**

Description

Get status of GIRQ in ECIA Block

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| girq\_id | GIRQ Id |

Outputs

0 if status bit not set; else non-zero value

### p\_interrupt\_ecia\_block\_irq\_all\_status\_get

Function Header

**uint32\_t p\_interrupt\_ecia\_block\_irq\_all\_status\_get(void)**

Description

Reads the Block IRQ Vector Register

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| girq\_id | GIRQ Id |

Outputs

32-bit value

### p\_interrupt\_ecia\_girq\_source\_clr

Function Header

**void p\_interrupt\_ecia\_girq\_source\_clr(int16\_t girq\_id, uint8\_t bitnum)**

Description

Clear specified interrupt source bit in GIRQx

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| girq\_id | GIRQ Id |
| **bitnum** | Bit number —[0, 31] |

Outputs

None

### p\_interrupt\_ecia\_girq\_source\_get

Function Header

**uint32\_t p\_interrupt\_ecia\_girq\_source\_get(int16\_t girq\_id, uint8\_t bitnum)**

Description

Read the specified interrupt source bit in GIRQx

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| girq\_id | GIRQ Id |
| **bitnum** | Bit number —[0, 31] |

Outputs

0 if source bit not set; else non-zero value

### p\_interrupt\_ecia\_girq\_enable\_set

Function Header

**void p\_interrupt\_ecia\_girq\_enable\_set(uint16\_t girq\_id, uint8\_t bitnum)**

Description

Enable the specified interrupt in GIRQx

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| girq\_id | GIRQ Id |
| **bitnum** | Bit number —[0, 31] |

Outputs

None

### p\_interrupt\_ecia\_girq\_enable\_clr

Function Header

**void p\_interrupt\_ecia\_girq\_enable\_clr(uint16\_t girq\_id, uint8\_t bitnum)**

Description

Disable the specified interrupt in GIRQx

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| girq\_id | GIRQ Id |
| **bitnum** | Bit number —[0, 31] |

Outputs

None

### p\_interrupt\_ecia\_girq\_enable\_get

Function Header

**uint32\_t p\_interrupt\_ecia\_girq\_enable\_get (uint16\_t girq\_id, uint8\_t bitnum)**

Description

Read the status of the specified interrupt in GIRQx

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| girq\_id | GIRQ Id |
| **bitnum** | Bit number —[0, 31] |

Outputs

0 if enable bit not set; else non-zero value

### p\_interrupt\_ecia\_girq\_result\_get

Function Header

**uint32\_t p\_interrupt\_ecia\_girq\_result\_get (int16\_t girq\_id, uint8\_t bitnum)**

Description

Read the result bit of the interrupt in GIRQx

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| girq\_id | GIRQ Id |
| **bitnum** | Bit number —[0, 31] |

Outputs

0 if enable bit not set; else non-zero value

### p\_interrupt\_ecia\_girqs\_source\_reset

Function Header

void p\_interrupt\_ecia\_girqs\_source\_reset(void)

Description

Clear all aggregator GIRQn status registers

Inputs

None

Outputs

None

### p\_interrupt\_ecia\_girqs\_enable\_reset

Function Header

void p\_interrupt\_ecia\_girqs\_enable\_reset(void)

Description

Clear all aggregator GIRQn enables

Inputs

None

Outputs

None

### p\_interrupt\_control\_set

Function Header

void p\_interrupt\_control\_set(uint8\_t nvic\_en\_flag)

Description

Function to set interrupt control

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| nvic\_en\_flag | 0 = Alternate NVIC disabled, 1 = Alternate NVIC enabled |

Outputs

None

### p\_interrupt\_control\_get

Function Header

uint8\_t p\_interrupt\_control\_get(void)

Description

Read interrupt control

Inputs

0 = Alternate NVIC disabled, 1 = Alternate NVIC enabled

Outputs

None

## Interrupt NVIC Peripheral Functions

The list of Interrupt NVIC Peripheral Functions

* p\_interrupt\_nvic\_enable
* p\_interrupt\_nvic\_extEnables\_clr
* p\_interrupt\_nvic\_enpend\_clr
* p\_interrupt\_nvic\_priorities\_default\_set
* p\_interrupt\_nvic\_priorities\_set

### p\_interrupt\_nvic\_enable

Function Header

**void p\_interrupt\_nvic\_enable(IRQn\_Type nvic\_num, uint8\_t en\_flag)**

Description

Enable/Disable the NVIC IRQ in the NVIC interrupt controller

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| nvic\_num | NVIC number (see enum IRQn\_Type) |
| **en\_flag** | 1 = Enable the NVIC IRQ, 0 = Disable the NVIC IRQ |

Outputs

None

### p\_interrupt\_nvic\_extEnables\_clr

Function Header

**void p\_interrupt\_nvic\_extEnables\_clr(void)**

Description

Clear all NVIC external enables

Inputs

None

Outputs

None

### p\_interrupt\_nvic\_enpend\_clr

Function Header

**void p\_interrupt\_nvic\_enpend\_clr(void)**

Description

Clear all NVIC external enables and pending bits

Inputs

None

Outputs

None

### p\_interrupt\_nvic\_ priorities\_default\_set

Function Header

**void p\_interrupt\_nvic\_priorities\_default\_set(void)**

Description

Set NVIC external priorities to POR value

Inputs

None

Outputs

None

### p\_interrupt\_nvic\_priorities\_set

Function Header

**void p\_interrupt\_nvic\_priorities\_set(uint8\_t new\_pri)**

Description

Set NVIC external priorities to specified priority (0 — 7)

NVIC highest priority is the value 0, lowest is all 1’s. Each external interrupt has an 8-bit register and the priority is left justified in the registers. MECxxx implements 8 priority levels or bits [7:5] in the register. Lowest priority = 0xE0

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| new\_pri | New Priority |

Outputs

None

# Hibernation Timer

## Hibernation Timer APIs

The list of Hibernation Timer APIs

* htimer\_enable
* htimer\_disable
* htimer\_reload

### htimer\_enable

Function Header

**void htimer\_enable(uint8\_t htimer\_id, uint16\_t preload\_value, uint8\_t resolution\_mode)**

Description

This function enables the hibernation timer by programming the preload value.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| **htimer\_id** | Hibernation Timer ID |
| preload\_value | 16-bit preload count value |
| resolution mode | 0 – The Hibernation Timer has a resolution of 30.5us per LSB, which yield a maximum time of ~2 seconds.  1 — The Hibernation Timer has a resolution of 0.125s per LSB, which yield a maximum time in excess of 2 hours. |

Outputs

None

### htimer\_disable

Function Header

**void htimer\_disable(uint8\_t htimer\_id)**

Description

This function disables the hibernation timer by programming the preload value as 0.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| **htimer\_id** | Hibernation Timer ID |

Outputs

None

### htimer\_reload

Function Header

**void htimer\_reload(uint8\_t htimer\_id, uint16\_t reload\_value)**

Description

This function programs new preload value for the Hibernation Timer.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| **htimer\_id** | Hibernation Timer ID |
| reload\_value | 16-bit reload count value |

Outputs

None

## Hibernation Timer Peripheral functions

The list of Hibernation Timer Peripheral functions

* p\_htimer\_preload\_set
* p\_htimer\_resolution\_set
* p\_htimer\_count\_get

### p\_htimer\_preload\_set

Function Header

**void p\_htimer\_preload\_set(uint8\_t htimer\_id, uint16\_t preload\_value)**

Description

This function is used to set the Hibernation Timer 16-bit Preload value.

Note: Setting the preload with a non-zero value starts the hibernation timer to down count.

Setting the preload to 0 disables the hibernation counter.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| **htimer\_id** | Hibernation Timer ID |
| preload\_value | 16-bit preload count value |

Outputs

None

### htimer\_resolution\_set

Function Header

**void p\_htimer\_resolution\_set(uint8\_t htimer\_id, uint8\_t resolution\_mode)**

Description

This function is used to set the Hibernation Timer resolution.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| **htimer\_id** | Hibernation Timer ID |
| resolution mode | 0 – The Hibernation Timer has a resolution of 30.5us per LSB, which yield a maximum time of ~2 seconds.  1 — The Hibernation Timer has a resolution of 0.125s per LSB, which yield a maximum time in excess of 2 hours. |

Outputs

None

### htimer\_count\_get

Function Header

**uint16\_t p\_htimer\_count\_get(uint8\_t htimer\_id)**

Description

This function returns the Hibernation Timer current count value

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| **htimer\_id** | Hibernation Timer ID |

Outputs

16-bit count value

# RTC

## RTC Peripheral Functions

List of RTC peripheral Functions

* Get and Set seconds
  + P\_RTC\_seconds\_set
  + P\_RTC\_seconds\_get
* Get and Set Minutes
  + P\_RTC\_minutes\_set
  + P\_RTC\_minutes\_get
* Get and Set Hours
  + P\_RTC\_ hour\_ set
  + P\_RTC \_hour\_get
  + P\_RTC\_hour\_ampm\_get
* Get and Set Day of Week
  + P\_RTC \_dayofweek\_set
  + P\_RTC \_dayofweek\_get
* Get and Set Day of Month
  + P\_RTC \_dayofmonth\_set
  + P\_RTC \_dayofmonth\_get
* Get and Set Month
  + P\_RTC\_month\_set
  + P\_RTC\_month\_get
* Get and Set Year
  + P\_RTC \_year\_set
  + P\_RTC \_year\_get
* Set Alarm
  + P\_RTC \_seconds\_alarm\_set
  + P\_RTC \_minutes\_alarm\_set
  + P\_RTC \_hour\_alarm\_set
  + P\_RTC \_dayofweek\_alarm\_set
  + P\_RTC\_month\_alarm\_set
* RTC Control and Flags
  + P\_RTC\_Enable
  + P\_RTC\_SleepEnable
  + P\_RTC\_HostClk
  + P\_RTC\_Reset
  + P\_RTC\_alarm\_enable
  + P\_RTC\_ReadIntFlags
* Daylight savings
  + P\_RTC\_DaylightSavingsforward
  + P\_RTC\_DaylightSavingsBackward
* Time Datamode
  + P\_RTC \_datamode\_get
  + P\_RTC \_datamode \_set
* Time Format
  + P\_RTC \_hourformat\_set
  + P\_RTC \_hourformat\_get
* Update Busy
  + P\_RTC\_updateBusy

### p\_RTC \_seconds\_set

Function header

Uint8\_t p\_RTC \_seconds\_set (uint8\_t seconds);

Description

Sets the seconds of RTC

Inputs

|  |  |
| --- | --- |
| Input parameter | Description |
| Seconds | An unsigned 8 bit integer specifying the seconds of RTC. The values can be of the range 0 to 59. |

Output

RTC\_UPDATE\_SUCCESS – the requested operation was successful

RTC\_UPDATE\_FAIL – Unable to process requested operation

RTC\_HW\_BUSY – Unable to update value because RTC H/W is busy

### p\_RTC \_seconds\_get

Function Header

Uint8\_t p\_RTC \_seconds\_get (void);

Description

Get the seconds of RTC

Inputs

None

Output

Returns the value of seconds reflected by the RTC registers

### P\_RTC \_minutes\_set

Function header

Uint8\_t p\_RTC \_minutes\_set (uint8\_t minutes);

Description

Sets the minutes of RTC

Inputs

|  |  |
| --- | --- |
| Input parameter | Description |
| Seconds | An unsigned 8 bit integer specifying the minutes of RTC. The values can be of the range 0 to 59. |

Output

RTC\_UPDATE\_SUCCESS – the requested operation was successful

RTC\_UPDATE\_FAIL – Unable to process requested operation

RTC\_HW\_BUSY – Unable to update value because RTC H/W is busy

### p\_RTC \_minutes\_get

Function Header

Uint8\_t p\_RTC \_minutes\_get (void);

Description

Returns the minutes of RTC

Inputs

None

Output

Returns the value of minutes reflected by the RTC registers

### p\_RTC \_hour\_set

Function header

Uint8\_t p\_RTC \_hour\_set(uint8\_t hour, uint8\_t ampmMode);

Description

Sets the hour value of RTC

Inputs

|  |  |
| --- | --- |
| Input parameter | Description |
| hour | An unsigned 8 bit integer specifying the hour value of RTC. Based on the hour format, the value can range from 1 to 12 (for 12-hour mode) or 0-23 (for 24-hour mode) |
| ampmMode | An unsigned 8 bit integer specifying the AM/PM mode. The permitted values are  RTC\_HOUR\_AM  RTC\_HOUR\_PM  RTC\_HOUR\_MODE24 (for 24 hour mode, am/pm is immaterial) |

Output

RTC\_UPDATE\_SUCCESS – the requested operation was successful

RTC\_UPDATE\_FAIL – Unable to process requested operation

RTC\_HW\_BUSY – Unable to update value because RTC H/W is busy

### p\_RTC \_hour\_get

Function Header

Uint8\_t p\_RTC \_hour\_get (void);

Description

Get the hour value of RTC

Inputs

None

Output

Returns the value of hour reflected by the RTC registers

### p\_RTC\_hour\_ampm\_get

Function Header

Uint8\_t p\_RTC\_hour\_ampm\_get(void)

Description

Returns the HOUR\_AM\_PM value in RTC Registers.

Input

None

Output

An unsigned 8 bit integer which the HOUR\_AM\_PM value of RTC registers. If 0, it indicates AM and if 1 it indicates PM.

### p\_RTC \_dayofweek\_set

Function header

Uint8\_t p\_RTC \_dayofweek\_set (DAYS dayofweek);

Description

Sets the day of week of RTC

Inputs

|  |  |
| --- | --- |
| Input parameter | Description |
| dayofweek | An enumerated type indicating the day of the week.  Enum DAYS{SUNDAY = 1 , MONDAY, TUESDAY, WEDNESDAY, THURSDAY, FRIDAY, SATURDAY}; |

Output

RTC\_UPDATE\_SUCCESS – the requested operation was successful

RTC\_UPDATE\_FAIL – Unable to process requested operation

RTC\_HW\_BUSY – Unable to update value because RTC H/W is busy

### p\_RTC \_dayofweek\_get

Function Header

DAYS p\_RTC \_dayofweek\_get (void);

Description

Get the day of the week from RTC registers.

Inputs

None

Output

Returns an enumerated type reflecting the day of the week of RTC registers.

### p\_RTC \_dayofmonth\_set

Function header

Uint8\_t p\_RTC \_dayofmonth\_set (uint8\_t dayofmonth);

Description

Sets the day of month of RTC

Inputs

|  |  |
| --- | --- |
| Input parameter | Description |
| dayofmonth | An unsigned 8 bit integer that indicates the day of the month. The values can range from 1 to 31. |

Output

RTC\_UPDATE\_SUCCESS – the requested operation was successful

RTC\_UPDATE\_FAIL – Unable to process requested operation

RTC\_HW\_BUSY – Unable to update value because RTC H/W is busy

### p\_RTC \_dayofmonth\_get

Function Header

Uint8\_t p\_RTC \_dayofmonth\_get (void);

Description

Get the day of the month of RTC

Inputs

None

Output

An unsigned 8 bit integer that indicates the day of the month. The values can range from 1 to 31.

### p\_RTC\_month\_set

Function header

Uint8\_t p\_RTC\_month\_set(uint8\_t month)

Description

Sets the month value in RTC Registers.

Input

|  |  |
| --- | --- |
| Input parameter | Description |
| month | An unsigned 8 bit integer that indicates the month. The values can range from 1 to 31. |

Output

RTC\_UPDATE\_SUCCESS – the requested operation was successful

RTC\_UPDATE\_FAIL – Unable to process requested operation

RTC\_HW\_BUSY – Unable to update value because RTC H/W is busy

### p\_RTC\_month\_get

Function Header

Uint8\_t p\_RTC\_month\_get(void)

Description

Gets the month value from RTC registers.

Input

None

Output

Returns the month value from RTC registers.

### p\_RTC \_year\_set

Function Header

Uint8\_t p\_RTC \_year\_set(uint8\_t year);

Description

Set the year value in RTC Regsiters.

Inputs

|  |  |
| --- | --- |
| Input parameter | Description |
| year | An unsigned 8 bit integer indicating the year. The value can range from 0 (2000) to 99 (2099) |

Outputs

RTC\_UPDATE\_SUCCESS – the requested operation was successful

RTC\_UPDATE\_FAIL – Unable to process requested operation

RTC\_HW\_BUSY – Unable to update value because RTC H/W is busy

### p\_RTC \_year\_get

Function Header

uint16\_t p\_RTC \_year\_get(void);

Description

Get the year value from RTC registers.

Inputs

None

Outputs

An unsigned 8 bit integer that returns the year value of RTC. . The value can range from 0 (2000) to 99 (2099).

### p\_RTC \_seconds\_alarm\_set

Function Header

uint8\_t p\_RTC \_seconds\_alarm\_set(uint8\_t seconds\_alarm);

Description

Programs the seconds’ value form which alarm must be triggered.

Inputs

|  |  |
| --- | --- |
| Input parameter | Description |
| seconds\_alarm | An unsigned 8 bit integer indicating the second value for which alarm should be triggered. The alarm value should be in the range 0 to 59. To disable this alarm, RTC\_ALARM\_DISABLE (0xC0) should be used. |

Output

RTC\_UPDATE\_SUCCESS – the requested operation was successful

RTC\_UPDATE\_FAIL – Unable to process requested operation

RTC\_HW\_BUSY – Unable to update value because RTC H/W is busy

### p\_RTC \_minutes\_alarm\_set

Function Header

uint8\_t p\_RTC\_set\_minutes\_alarm(uint8\_t minutes\_alarm);

Description

Programs the minutes’ value form which alarm must be triggered.

Inputs

|  |  |
| --- | --- |
| Input parameter | Description |
| minutes\_alarm | An unsigned 8 bit integer indicating the minute’s value for which alarm should be triggered. The alarm value should be in the range 0 to 59. To disable this alarm, RTC\_ALARM\_DISABLE (0xC0) should be used. |

Output

RTC\_UPDATE\_SUCCESS – the requested operation was successful

RTC\_UPDATE\_FAIL – Unable to process requested operation

RTC\_HW\_BUSY – Unable to update value because RTC H/W is busy

### p\_RTC \_hour\_alarm\_set

Function Header

uint8\_t p\_RTC \_hour\_alarm\_set(uint8\_t hour\_alarm);

Description

Programs the hour value form which alarm must be triggered.

Inputs

|  |  |
| --- | --- |
| Input parameter | Description |
| hour\_alarm | An unsigned 8 bit integer indicating the hour value for which alarm should be triggered. This value must be provided based on the way RTC is configured (12-Hour or 24-Hour Format). To disable this alarm, RTC\_ALARM\_DISABLE (0xC0) should be used. |

Output

RTC\_UPDATE\_SUCCESS – the requested operation was successful

RTC\_UPDATE\_FAIL – Unable to process requested operation

RTC\_HW\_BUSY – Unable to update value because RTC H/W is busy

### p\_RTC \_dayofweek\_alarm\_set

Function Header

uint8\_t p\_RTC \_dayofweek\_alarm\_set(uint8\_t dayofweek);

Description

Programs the week value form which alarm must be triggered.

Inputs

|  |  |
| --- | --- |
| Input parameter | Description |
| dayofweek | An unsigned 8 bit integer indicating the week value for which alarm should be triggered. To disable this alarm, RTC\_ALARM\_DISABLE (0xC0) should be used. |

Output

RTC\_UPDATE\_SUCCESS – the requested operation was successful

RTC\_UPDATE\_FAIL – Unable to process requested operation

RTC\_HW\_BUSY – Unable to update value because RTC H/W is busy

### p\_RTC\_month\_alarm\_set

Function Header

Uint8\_t p\_RTC\_month\_alarm\_set(uint8\_t month\_alarm)

Description

Configure the month alarm value in RTC registers.

Input

|  |  |
| --- | --- |
| Input parameter | Description |
| month\_alarm | An unsigned 8 bit integer indicating the month value for which alarm should be triggered. To disable this alarm, RTC\_ALARM\_DISABLE (0xC0) should be used. |

Output

RTC\_UPDATE\_SUCCESS – the requested operation was successful

RTC\_UPDATE\_FAIL – Unable to process requested operation

RTC\_HW\_BUSY – Unable to update value because RTC H/W is busy

### p\_RTC\_Enable

Function Header

Void p\_RTC\_enable(bool En)

Description

Enables or disables the block by setting the Block Enable bit in RTC Control register.

Input

|  |  |
| --- | --- |
| Input parameter | Description |
| En | A Boolean value to control enable disable of RTC block. If block is to be enabled, set the value to true, false otherwise. |

Output

None

### p\_RTC\_SleepEnable

Function Header

Void p\_RTC\_sleep(bool En)

Description

Triggers sleep mode of RTC by setting the Sleep bit in PCR registers.

Input

|  |  |
| --- | --- |
| Input parameter | Description |
| En | A Boolean value to control enable/disable sleep mode of RTC block. If sleep is to be enabled, set the value to true, false otherwise. |

Output

None

### p\_RTC\_HostClk

Function Header

Bool p\_RTC\_HostClk(void)

Description

Checks if the RTC block requires host clock.

Input

None

Output

Returns true if Host clock is required, false otherwise.

### p\_RTC\_Reset

Function Header

Void p\_RTC\_reset(void)

Description

Assert the soft reset of RTC. The Soft Reset bit is self-clearing and need not be cleared.

Input

None

Output

None

### p\_RTC\_alarm\_enable

Function Header

Void p\_RTC\_alarm\_enable(bool En, bool Ien)

Description

Enable or disables alarms and associated interrupts

Input

|  |  |
| --- | --- |
| Input parameter | Description |
| En | A Boolean value to control enable/disable alarms of RTC block. If alarm is to be enabled, set the value to true, false otherwise. |
| Ien | A Boolean value to control enable/disable interrupts associated with alarms of RTC block. If interrupt is to be enabled, set the value to true, false otherwise. |

Output

None

### p\_RTC\_ReadIntFlags

Function Header

Uint8\_t p\_RTC\_ReadIntFlags(void)

Description

Reads and returns the interrupt flags of RTC. The register is read-clear. So, once the status is read, the flags are cleared.

Input

None

Output

An 8 bit unsigned integer reflecting the interrupt flags of RTC. The bit definition of the return value is presented below.

|  |  |
| --- | --- |
| Bit Number | Description |
| 0-3 | Not Applicable |
| 4 | UPDATE\_ENDED\_INTERRUPT\_FLAG |
| 5 | ALARM\_FLAG |
| 6 | PERIODIC\_INTERRUPT\_FLAG |
| 7 | INTERRUPT\_REQUEST\_FLAG |

### p\_RTC\_daylight\_savings\_forward

Function Header

Uint8\_t p\_RTC\_daylight\_savings\_forward(DAYLIGHT\_SAVINGS forward)

Description

Loads data into registers for changing daylight savings forward.

Input

|  |  |
| --- | --- |
| Input parameter | Description |
| forward | A parameter of the predefined type DAYLIGHT\_SAVINGS wherein the values will reflect the amount of adjustment in time required.  The description of DAYLIGHT\_SAVINGS is presented below  struct DAYLIGHT\_SAVINGS  {  Bool am; // if true, sets the time to AM, else sets the time to PM  Uint8\_t hour; // hour value required for daylight saving compensation  Uint8\_t week; // week value required for daylight saving compensation  DAYS dayofweek; // day value required for daylight saving compensation  Uint8\_t month; // month value required for daylight saving compensation  }; |

Output

--Dunno—

### p\_RTC\_daylight\_savings\_backward

Function Header

uint8\_t p\_RTC\_daylight\_savings\_backward(DAYLIGHT\_SAVINGS backward)

Description

Loads data into registers for changing daylight savings backward.

Input

|  |  |
| --- | --- |
| Input parameter | Description |
| forward | A parameter of the predefined type DAYLIGHT\_SAVINGS wherein the values will reflect the amount of adjustment in time required.  The description of DAYLIGHT\_SAVINGS is presented below  struct DAYLIGHT\_SAVINGS  {  Bool am; // if true, sets the time to AM, else sets the time to PM  Uint8\_t hour; // hour value required for daylight saving compensation  Uint8\_t week; // week value required for daylight saving compensation  DAYS dayofweek; // day value required for daylight saving compensation  Uint8\_t month; // month value required for daylight saving compensation  }; |

Output

--Dunno—

### p\_RTC \_datamode\_get

Function header

bool p\_RTC \_datamode\_get(void)

Description

Returns the datamode configured in RTC.

Inputs

None

Output

Returns a Boolean value which, if true, indicates that the data mode is Binary, if false indicates that the data mode is in BCD.

### p\_RTC \_datamode\_set

Function Header

Void p\_RTC \_datamode\_set(bool format)

Description

Sets the data mode of RTC.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| Format | A Boolean value which, if true, indicates that the data mode should be set to Binary. If False, the data mode should be set to BCD. |

Output

None

### p\_RTC \_hourformat\_set

Function header

Void p\_RTC \_hourformat\_set(bool format)

Description

Sets the hour format to either 24-Hour mode or 12-Hour Mode.

Input

|  |  |
| --- | --- |
| Input Parameter | Description |
| Format | A Boolean value, if true, indicates that the hour format should be set to 24-hour and if false, indicates that the hour format should be set to 12-hour. |

Output

None

### p\_RTC\_get\_hourformat

Function Header

Bool p\_RTC \_hourformat\_get(void)

Description

Get the hour format configured in RTC.

Inputs

None

Outputs

Returns a Boolean value, if true, indicates that the hour format is 24-hour and if false, indicates that the hour format is 12-hour.

### p\_RTC\_DaylightSavingsForward

Function Header

Void p\_RTC\_DaylightSavingsForward(DAYLIGHT\_SAVINGS forward)

Description

Configures the daylight savings forward registers of RTC based on input provided

Input

|  |  |
| --- | --- |
| Input Parameter | Description |
| forward | A data structure of the type DAYLIGHT\_SAVINGS. Its description is presented below.  Struct DAYLIGHT\_SAVINGS {  uint8\_t am\_pm;  uint8\_t hour;  uint8\_t week;  DAYS dayofweek;  uint8\_t month; }; |

Output

None

### p\_RTC\_DaylightSavingsForward

Function Header

Void p\_RTC\_DaylightSavingsForward(DAYLIGHT\_SAVINGS forward)

Description

Configures the daylight savings forward registers of RTC based on input provided.

Input

|  |  |
| --- | --- |
| Input Parameter | Description |
| forward | A data structure of the type DAYLIGHT\_SAVINGS. Its description is presented below.  Struct DAYLIGHT\_SAVINGS {  uint8\_t am\_pm;  uint8\_t hour;  uint8\_t week;  DAYS dayofweek;  uint8\_t month; }; |

Output

None

### p\_RTC\_DaylightSavingsBackward

Function Header

Void p\_RTC\_DaylightSavingsBackward(DAYLIGHT\_SAVINGS backward)

Description

Configures the daylight savings backward registers of RTC based on input provided.

Input

|  |  |
| --- | --- |
| Input Parameter | Description |
| backward | A data structure of the type DAYLIGHT\_SAVINGS. Its description is presented below.  Struct DAYLIGHT\_SAVINGS {  uint8\_t am\_pm;  uint8\_t hour;  uint8\_t week;  DAYS dayofweek;  uint8\_t month; }; |

Output

Non

## RTC API’s

### RTC\_init

Function Header

void\_t RTC\_init(void)

Description

This api initializes the RTC by configuring datamode, hourformat and enables RTC Block.

Input

None

Output

None

### RTC\_start

Function Header

void RTC\_start(void)

Description

Disables sleep mode of RTC

Inputs

None

Output

None

### RTC\_sleep

Function Header

void RTC\_sleep(void)

Description

Suspends RTC Peripheral activity.

Input

None

Ouput

None

### RTC\_time\_set

Function Header

Uint8\_t RTC\_time\_set(TIME time)

Description

Configures the time of RTC

Input

|  |  |
| --- | --- |
| Input Parameters | Description |
| Time | A Parameter of the type TIME. The description of TIME is given below  struct TIME{  Uint8\_t seconds; // values from 0 to 59  Uint8\_t minutes; // values from 0 to 59  Uint8\_t hour; // based on hourformat, vales can be 1-12 or 0-23  Uint8\_t ampm\_mode; // Values can be RTC\_HOUR\_AM, RTC\_HOUR\_PM, RTC\_HOUR\_MODE24  } |

Output

RTC\_SUCCESS – If the requested operations were successful.

RTC\_FAIL – If the requested operations could not be completed.

### RTC\_dayofweek\_set

Function Header

Uint8\_t RTC\_dayofweek\_set(DAYS day)

Description

Sets the day of the week in RTC Registers.

Input

|  |  |
| --- | --- |
| Input parameter | Description |
| dayofweek | An enumerated type indicating the day of the week.  Enum DAYS{SUNDAY = 1 , MONDAY, TUESDAY, WEDNESDAY, THURSDAY, FRIDAY, SATURDAY}; |

Output

RTC\_SUCCESS – If the requested operations were successful.

RTC\_FAIL – If the requested operations could not be completed.

### RTC\_dayofweek\_get

Function Header

DAYS RTC\_dayofweek\_get(void)

Description

Gets the Day of the week from RTC Registers.

Input

None

Output

An enumerated type indicating the day of the week.

### RTC\_date\_set

Function Header

Uint8\_t RTC\_date\_set(DATE date)

Description

Configures the date of RTC.

Input

|  |  |
| --- | --- |
| Input Parameters | Description |
| date | A Parameter of the type DATE. The description of DATE is given below  struct DATE{  uint8\_t dayofmonth; // Values from 1 to 31  Uint8\_t month; // values from 1 to 12  Uint8\_t year; // values form 0(2000) to 99 (2099)  } |

Output

RTC\_SUCCESS – If the requested operations were successful.

RTC\_FAIL – If the requested operations could not be completed.

### RTC\_time\_get

Function Header

TIME RTC\_time\_get(void)

Description

Returns the time as reflected by RTC peripheral

Input

None

Output

Returns a Data of the type TIME which indicates the current time as reflected in the RTC peripheral.

### RTC\_date\_get

Function Header

DATE RTC\_date\_get(void)

Description

Gets the date from the RTC peripheral.

Input

None

Output

Returns a Data of the type DATE which indicates the current date as reflected in the RTC peripheral.

### RTC\_AlarmEventOccured

Function Header

bool RTC\_AlarmEventOccured(unsigned char \* status)

Description

This API checks if an alarm event has occurred. Once this API is called, the flag bits of RTC are cleared.

Input

|  |  |
| --- | --- |
| Input Parameters | Description |
| status | A pointer to an 8 bit integer which will be loaded with the interrupt flag statuses. The bit definitions are given below.   |  |  | | --- | --- | | Bit Number | Description | | 0-3 | Not Applicable | | 4 | UPDATE\_ENDED\_INTERRUPT\_FLAG | | 5 | ALARM\_FLAG | | 6 | PERIODIC\_INTERRUPT\_FLAG | | 7 | INTERRUPT\_REQUEST\_FLAG | |

Output

A Boolean value which if true indicates that an alarm even has occurred.

### RTC\_AlarmEnable

Function Header

Void RTC\_Alarm\_enable(bool Enable)

Description

Enables or disables alarm and associated interrupts.

Input

|  |  |
| --- | --- |
| Input Parameters | Description |
| Enable | A Boolean parameter to indicate whether alarm and its associated interrupts are to be enabled or disabled. |

Output

None

### RTC\_AlarmSet

Function Header

Void RTC\_AlarmSet(ALARM value)

Description

Configures Alarms of RTC. Alarm needs to be enabled with a call to RTC\_AlarmEnable.

Input

|  |  |
| --- | --- |
| Input Parameters | Description |
| value | Data of the type ALARM specifying alarm values. The description of ALARM type is given below.  Struct ALARM{  Uint8\_t seconds;  Uint8\_t minutes;  Uint8\_t hours;  Uint8\_t hours;  Uint8\_t dayofweek;  Uint8\_t month;  };  To disable any of the alarms, load RTC\_ALARM\_DISABLE. |

Output

None

### RTC\_DaylightsavingConfig

Function Header

Uint8\_t RTC\_DaylightsavingConfig(DAYLIGHT\_SAVINGS dsCfg, bool forward)

Description

Configures daylight saving compensation of RTC

Input

|  |  |
| --- | --- |
| Input Parameter | Description |
| dsCfg | A data structure of the type DAYLIGHT\_SAVINGS. Its description is presented below.  Struct DAYLIGHT\_SAVINGS {  uint8\_t am\_pm;  uint8\_t hour;  uint8\_t week;  DAYS dayofweek;  uint8\_t month; }; |
| forward | A Boolean value which if true, configures RTC daylight savings forward. If false, configures RTC daylight savings backward. |

Output:

RTC\_SUCCESS – If the requested operations were successful.

RTC\_FAIL – If the requested operations could not be completed.
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## UART APIs

The list of UART APIs

* uart\_pins\_init
* uart\_hw\_init
* uart\_protocol\_init
* uart\_transmit
* uart\_receive

### uart\_pins\_init

Function Header

**void uart\_pins\_init( uint8\_t uart\_id );**

Description

Initializes the gpio pins that are associated with the specified UART instance for UART functionality.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| ****uart\_id**** | 0-based UART ID |

Outputs

None

### uart\_hw\_init

Function Header

**void uart\_hw\_init( uint8\_t uart\_id, uint8\_t polarity, uint8\_t power, enum UART\_CLK\_SRC \**

**clock\_sel, uint16\_t baud, uint8\_t operation\_mode, uint8\_t fifo\_tggr\_lvl )**

Description

Initializes the uart block hardware instance and enables it.

Note - While using the non - fifo mode; keep the fifo trigger level parameter as

UART\_FIFO\_INT\_LVL\_1.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| ****uart\_id**** | 0-based UART ID |
| ****polarity**** | Polarity setting for the uart pins  UART\_CFG\_SEL\_POL\_INV  UART\_CFG\_SEL\_POL\_NON\_INV |
| ****power**** | Power source settings for the uart block  UART\_CFG\_SEL\_PWR\_VCC  UART\_CFG\_SEL\_PWR\_V3S5 |
| ****clock\_sel**** | Clock source for baud rate generation  UART\_CLK\_INT\_1P84MHz  UART\_CLK\_INT\_24MHz  UART\_CLK\_EXT |
| ****baud**** | Desired baud rate (Refer the header file) |
| ****operation\_mode**** | FIFO or non – FIFO mode  UART\_FIFO\_EN  UART\_FIFO\_DIS |
| ****fifo\_tggr\_lvl**** | Interrupt trigger level setting for FIFO mode  UART\_FIFO\_INT\_LVL\_1  UART\_FIFO\_INT\_LVL\_4  UART\_FIFO\_INT\_LVL\_8  UART\_FIFO\_INT\_LVL\_14 |

Outputs

None

### uart\_protocol\_init

Function Header

**void uart\_protocol\_init( uint8\_t uart\_id, uint8\_t wrd\_len, uint8\_t stp\_bit, uint8\_t parity\_type, \**

**enum INT\_TYPE interrupt\_type )**

Description

Initializes the serial protocol and interrupt parameters.

Note –

1. In case interrupts are not being used; keep the interrupt source type parameter value

as UART\_INT\_DISABLED.

1. Refer to the datasheet for the valid word length and stop bits combinations.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| ****uart\_id**** | 0-based UART ID |
| ****wrd\_len**** | Word length setting for RS 232 packet frame  UART\_WRD\_LEN\_5\_BITS  UART\_WRD\_LEN\_6\_BITS  UART\_WRD\_LEN\_7\_BITS  UART\_WRD\_LEN\_8\_BITS |
| ****stp\_bit**** | Number of stop bits setting  UART\_STOP\_BIT\_1  UART\_STOP\_BIT\_1P5\_OR\_2 |
| ****parity\_type**** | Type of parity check setting  UART\_PARITY\_BIT\_AS\_SPACE  UART\_PARITY\_BIT\_AS\_MARK  UART\_PARITY\_AS\_EVEN  UART\_PARITY\_AS\_ODD  UART\_PARITY\_BIT\_NONE |
| ****Interrupt\_type**** | Types of interrupts to be enabled  UART\_RX\_DATA\_AVAILABLE  UART\_TX\_BUFF\_EMPTY  UART\_RX\_LINE\_STS  UART\_MODEM\_STS  UART\_RX\_TX\_BUFF  UART\_ALL\_INT\_EN  UART\_INT\_DISABLED |

Outputs

None

### uart\_transmit

Function Header

**void uart\_transmit( uint8\_t uart\_id, uint8\_t data )**

Description

Transmits serial data using the specified uart instance..

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| ****uart\_id**** | 0-based UART ID |
| ****data**** | Data character to be sent |

Outputs

None

### uart\_receive

Function Header

**uint8\_t uart\_receive( uint8\_t uart\_id )**

Description

Receives serial data using the specified uart instance.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| ****uart\_id**** | 0-based UART ID |

Outputs

Data received over uart

## UART peripheral functions

The list of UART peripheral functions is –

* p\_uart\_enable\_disable
* p\_uart\_config\_sel\_reg\_set
* p\_uart\_config\_sel\_reg\_get
* p\_uart\_baud\_clk\_src\_set
* p\_uart\_rx\_buff\_read
* p\_uart\_tx\_buff\_write
* p\_uart\_baud\_divisor\_set
* p\_uart\_interrupt\_enable\_reg\_set
* p\_uart\_interrupt\_enable\_reg\_get
* p\_uart\_fifo\_control\_reg\_set
* p\_uart\_iir\_reg\_get
* p\_uart\_line\_control\_reg\_set
* p\_uart\_line\_control\_reg\_get
* p\_uart\_break\_control\_set
* p\_uart\_line\_status\_reg\_get
* p\_uart\_modem\_control\_reg\_set
* p\_uart\_modem\_control\_reg\_get
* p\_uart\_modem\_status\_reg\_get
* p\_uart\_scratchpad\_write
* p\_uart\_scratchpad\_read

### p\_uart\_enable\_disable

Function Header

**void p\_uart\_enable\_disable( uint8\_t uart\_id, uint8\_t new\_val )**

Description

Enables or disables the uart hardware block

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| ****uart\_id**** | 0-based UART ID |
| ****new\_val**** | UART enable/disable setting  UART\_BLOCK\_EN  UART\_BLOCK\_DIS |

Outputs

None

### p\_uart\_config\_sel\_reg\_set

Function Header

**void p\_uart\_config\_sel\_reg\_set( uint8\_t uart\_id, uint8\_t new\_val )**

Description

Writes to the configuration select register.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| ****uart\_id**** | 0-based UART ID |
| ****new\_val**** | New configuration value |

Outputs

None

### p\_uart\_config\_sel\_reg\_get

Function Header

**uint8\_t p\_uart\_config\_sel\_reg\_get( uint8\_t uart\_id )**

Description

Reads the configuration select register.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| ****uart\_id**** | 0-based UART ID |

Outputs

Current register contents, 0xFF - read failed

### p\_uart\_baud\_clk\_src\_set

Function Header

**void p\_uart\_baud\_clk\_src\_set( uint8\_t uart\_id, uint8\_t new\_val )**

Description

Configures the clock source for baud rate generation of the specified uart instance.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| ****uart\_id**** | 0-based UART ID |
| ****new\_val**** | Clock source setting for the UART block  UART\_BAUD\_CLK\_24MHz  UART\_BAUD\_CLK\_1P84MHz |

Outputs

None

### p\_uart\_rx\_buff\_read

Function Header

**uint8\_t p\_uart\_rx\_buff\_read( uint8\_t uart\_id )**

Description

Reads the receive buffer register of the specified uart instance.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| ****uart\_id**** | 0-based UART ID |

Outputs

Contents of the receive data buffer

### p\_uart\_tx\_buff\_write

Function Header

**void p\_uart\_tx\_buff\_write( uint8\_t uart\_id, uint8\_t new\_val )**

Description

Writes to the tx buffer of the specified uart instance.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| ****uart\_id**** | 0-based UART ID |
| ****new\_val**** | Data to be transmitted |

Outputs

None

### p\_uart\_baud\_divisor\_set

Function Header

**void p\_uart\_baud\_divisor\_set( uint8\_t uart\_id, uint16\_t baud )**

Description

Function to set the baud rate divisor value for the specified uart instance.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| ****uart\_id**** | 0-based UART ID |
| ****baud**** | Desired baud rate value (Refer the header file) |

Outputs

None

### p\_uart\_interrupt\_enable\_reg\_set

Function Header

**void p\_uart\_interrupt\_enable\_reg\_set( uint8\_t uart\_id, uint8\_t new\_val )**

Description

Writes to the interrupt enable register of the specified uart instance.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| ****uart\_id**** | 0-based UART ID |
| ****new\_val**** | New configuration value |

Outputs

None

### p\_uart\_interrupt\_enable\_reg\_get

Function Header

**uint8\_t p\_uart\_interrupt\_enable\_reg\_get( uint8\_t uart\_id )**

Description

Reads the contents of interrupt enable register of the specified uart instance.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| ****uart\_id**** | 0-based UART ID |

Outputs

Contents of the interrupt enable register, 0xFF – read failed

### p\_uart\_iir\_reg\_get

Function Header

**uint8\_t p\_uart\_iir\_reg\_get( uint8\_t uart\_id )**

Description

Reads the contents of iir register of the specified uart instance.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| ****uart\_id**** | 0-based UART ID |

Outputs

Contents of the IIR register, 0xFF – read failed.

### p\_uart\_fifo\_control\_reg\_set

Function Header

**void p\_uart\_fifo\_control\_reg\_set( uint8\_t uart\_id, UART\_FIFO config\_type, uint8\_t new\_val )**

Description

Writes to the fifo control register of the specified uart instance.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| ****uart\_id**** | 0-based UART ID |
| ****config\_type**** | Configuration that needs to be changed  EN\_DIS\_FIFO – enable/disable fifo mode  CLR\_RCV\_FIFO – clear rx fifo  CLR\_XMIT\_FIFO – clear tx fifo  FIFO\_TRGGR\_LVL – set fifo trigger level  FIFO\_ALL – update all configurations |
| ****new\_val**** | New configuration data |

Outputs

None.

### p\_uart\_line\_control\_reg\_set

Function Header

**void p\_uart\_line\_control\_reg\_set( uint8\_t uart\_id, uint8\_t new\_val )**

Description

Writes to the line control register of the specified uart instance.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| ****uart\_id**** | 0-based UART ID |
| ****new\_val**** | New configuration data |

Outputs

None.

### p\_uart\_line\_control\_reg\_get

Function Header

**uint8\_t p\_uart\_line\_control\_reg\_get( uint8\_t uart\_id )**

Description

Reads the contents of line control register of the specified uart instance.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| ****uart\_id**** | 0-based UART ID |

Outputs

Current register contents.

### p\_uart\_break\_control\_set

Function Header

**void p\_uart\_break\_control\_set( uint8\_t uart\_id, uint8\_t new\_val )**

Description

Configures the uart to enable/disable break control.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| ****uart\_id**** | 0-based UART ID |
| ****new\_val**** | New configuration setting  UART\_BRK\_CNTRL\_EN  UART\_BRK\_CNTRL\_DIS |

Outputs

None.

### p\_uart\_line\_status\_reg\_get

Function Header

**uint8\_t p\_uart\_line\_status\_reg\_get( uint8\_t uart\_id, enum LINE\_STS\_TYPE flag )**

Description

Reads the contents of line status register of the specified uart instance.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| ****led\_id**** | 0-based LED ID |
| ****flag**** | Type of the status which is to be read  DATA\_READY  OVERRUN\_ERROR  PARITY\_ERROR  FRAME\_ERROR  BREAK\_INTERRUPT  TRANSMIT\_HOLDING\_REG\_EMPTY  TRANSMIT\_ERROR  FIFO\_ERROR  LINE\_STS\_ALL |

Outputs

Current register contents.

### p\_uart\_modem\_control\_reg\_set

Function Header

**void p\_uart\_modem\_control\_reg\_set( uint8\_t uart\_id, enum MODEM\_CTRL\_TYPE param,**

**uint8\_t new\_val )**

Description

Writes to the modem control register of the specified uart instance.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| ****uart\_id**** | 0-based UART ID |
| ****param**** | Type of the parameter that needs to be changed  DTR  RTS  OUT1  OUT2  LOOPBACK  MCR\_ALL – writes to the whole register |
| ****new\_val**** | New configuration data  **DTR**  UART\_MCR\_DTR\_SET  UART\_MCR\_DTR\_CLR  **RTS**  UART\_MCR\_RTS\_SET  UART\_MCR\_RTS\_CLR  **OUT1**  UART\_MCR\_OUT1\_EN  UART\_MCR\_OUT1\_DIS  **OUT2**  UART\_MCR\_OUT2\_EN  UART\_MCR\_OUT2\_DIS  **LOOPBACK**  UART\_MCR\_LOOPBACK\_EN  UART\_MCR\_LOOPBACK\_DIS  **MCR\_ALL**  Use combination of the above values |

Outputs

None.

### p\_uart\_modem\_control\_reg\_get

Function Header

**uint8\_t p\_uart\_modem\_control\_reg\_get( uint8\_t uart\_id )**

Description

Reads the contents of modem control register of the specified uart instance.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| ****uart\_id**** | 0-based UART ID |

Outputs

Current register contents, 0xFF – read failed

### p\_uart\_modem\_status\_reg\_get

Function Header

**uint8\_t p\_uart\_modem\_status\_reg\_get( uint8\_t uart\_id, enum MODEM\_STS\_TYPE flag )**

Description

Reads the contents of modem status register of the specified uart instance.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| ****uart\_id**** | 0-based uart ID |
| ****flag**** | Status which is to be read  CTS  DSR  RI  DCD  nCTS  nDSR  nRI  nDCD  MODEM\_STS\_ALL |

Outputs

Current register contents

### p\_uart\_scratchpad\_write

Function Header

**void p\_uart\_scratchpad\_write( uint8\_t uart\_id, uint8\_t new\_val )**

Description

Writes to the scratchpad register of the specified uart instance.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| ****uart\_id**** | 0-based UART ID |
| ****new\_val**** | New configuration data |

Outputs

None.

### p\_uart\_scratchpad\_read

Function Header

**uint8\_t p\_uart\_scratchpad\_read( uint8\_t uart\_id )**

Description

Reads the contents of scratchpad register of the specified uart instance.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| ****uart\_id**** | 0-based UART ID |

Outputs

Current register contents.

# QMSPI Functions

### spi\_port\_sel

Function Header:

void spi\_port\_sel (uint8\_t port, uint8\_t pin\_mask, bool en);

Description:

This function controls SPI port control. It facilitates the selection of ports and offers enable/disable control. By selection of ports, the GPIO’s and chip selects are configured as necessary.

If any port numbers other that the one’s mentioned below are used, the function will not perform any operation.

Inputs:

|  |  |
| --- | --- |
| Input Parameter | Description |
| Port | An 8 bit unsigned integer indicating port number. The permitted port numbers are   * 0 (Port 0, External shared) * 1 (Port 1, external private (Recovery)) * 2 (Port 2, Internal). |
| Pin\_mask | Specifies the pin(s) of the selected QMSPI port that needs to be modified  b[0]=chip-select, b[1]=clock, b[2]=IO0, b[3]=IO1, b[4]=IO2, b[5]=IO3. |
| En | A boolean input. The permitted values are   * 1 (Enable) * 0 (Disable) |

Outputs: None

### spi\_port\_drv\_slew

Function Header:

void spi\_port\_drv\_slew(uint8\_t port, uint8\_t pin\_mask , uint8\_t drv\_slew);

Description:

This function configures the drive strength and slew rate for GPIO’s based on selected port.

If any port numbers other that the one’s mentioned below are used, the function will not perform any operation.

Inputs:

|  |  |
| --- | --- |
| Input Parameters | Description |
| Port | An 8 bit unsigned integer indicating port number. The permitted port numbers are   * ROM\_PORT\_QMSPI\_SHD * ROM\_PORT\_QMSPI\_PVT * ROM\_PORT\_QMSPI\_INT |
| Pin\_mask | Specifies the pin(s) of the selected QMSPI port that needs to be modified  b[0]=chip-select, b[1]=clock, b[2]=IO0, b[3]=IO1, b[4]=IO2, b[5]=IO3. |
| Drv\_slew | An 8 bit unsigned integer indicating drv slew values. The permitted values for Drive strength and slew rate are Drive strength - GPIO\_DRV\_STR\_2MA, GPIO\_DRV\_STR\_4MA, GPIO\_DRV\_STR\_8MA, GPIO\_DRV\_STR\_12MA. Slew Rate - GPIO\_DRV\_SLEW\_SLOW, GPIO\_DRV\_SLEW\_FAST. The parameter drv\_slew corresponds to a hardware register. Please refer the User Manual of target device for description. |

Outputs: None

### rom\_dis\_lock\_shd\_spi

Function header:

void rom\_dis\_lock\_shd\_spi(uint8\_t lock\_shd\_spi);

Description:

Apply GPIO Locks as specified in customer section of EFUSE

Inputs:

|  |  |
| --- | --- |
| Input parameters | Description |
| lock\_shd\_spi | 0 (do not modify lock values)  1(insure Shared SPI GPIO's are disabled (tri-state input) and  these pins are locked. |

Outputs: None

### qmpsi\_init

Function Header:

void qmspi\_init(uint32\_t freqHz, uint8\_t spi\_signalling, uint8\_t ifctrl);

Description:

This function configures the frequency of SPI, the mode of operation and interface control.

The permitted frequencies for the SPI are 48 MHz, 24 MHz, 16 MHz, and 12 MHz

The SPI supports 4 modes of operation (SPI\_MODE\_0, SPI\_MODE\_1, SPI\_MODE\_2, SPI\_MODE\_3).

Inputs:

|  |  |
| --- | --- |
| Input parameters | Description |
| Freq\_hz | An unsigned 32 bit integer indicating frequency. The following frequencies are supported - 48 MHz, 24 MHz, 16 MHz, and 12 MHz. |
| Spi\_mode | An unsigned 8 bit integer indicating the mode. The following modes of operation are permitted   * SPI\_MODE\_0 * SPI\_MODE\_1 * SPI\_MODE\_2 * SPI\_MODE\_3. |
| If\_ctrl | An unsigned 8 bit integer indicating interface control. Refer the Data sheet of target for bit definitions. |

Macro values for Spi Modes field:

|  |  |
| --- | --- |
| Macro Name | Value |
| SPI\_MODE\_0 | (0x00u << 8) |
| SPI\_MODE\_1 | (0x06u << 8) |
| SPI\_MODE\_2 | (0x01u << 8) |
| SPI\_MODE\_3 | (0x07u << 8) |

Outputs: None

### qmspi\_freq\_get

Function Header:

uint32\_t qmspi\_freq\_get(void);

Description:

The function call is used to get the frequency of SPI.

Inputs: None

Outputs:

Returns the SPI operating frequency.

### qmspi\_freq\_set

Function Header:

void qmspi\_freq\_set (uint32\_t freq\_hz);

Description:

This function configures the frequency of SPI. The required frequency is passed to the function as an input parameter (freq\_hz). The permitted frequencies for the SPI are 48 MHz, 24 MHz, 16 MHz, and 12 MHz.

Inputs:

|  |  |
| --- | --- |
| Input Parameters | Description |
| Freq\_hz | A 32 bit unsigned integer indicating the required frequency of operation |

Outputs: None

### qmspi\_xfr\_done\_status

Function Header:

bool qmspi\_xfr\_done\_status(uint32\_t\* qmspi\_status);

Description:

This function gets the status of spi, updates the status into the pointer passed as argument, and returns the done status by evaluating the status register value. If done status is set, the bool value true is returned if not the value false is returned.

|  |  |
| --- | --- |
| Bit Number | Definition |
| 0 | XFR\_COMPLETE |
| 1 | DMA\_COMPLETE |
| 2 | TX\_BUFF\_ERR |
| 3 | RX\_BUFF\_ERR |
| 4 | PROG\_ERR |
| 8 | TX\_BUFF\_FULL |
| 9 | TX\_BUFF\_EMPTY |
| 10 | TX\_BUFF\_REQ |
| 11 | TX\_BUFF\_STALL |
| 12 | RX\_BUFF\_FULL |
| 13 | RX\_BUFF\_EMPTY |
| 15 | RX\_BUFF\_STALL |
| 16 | XFR\_ACTIVE |

Inputs:

|  |  |
| --- | --- |
| Input Parameters | Description |
| Qmspi\_status | A pointer to an unsigned 32 bit integer where the status of qmspi is stored |

Outputs:

TRUE if set, FALSE otherwise.

### qmspi\_start

Function Header:

void qmspi\_start(uint16\_t ien\_mask);

Description:

This function starts the SPI operation with the specified interrupt mask.

Inputs:

|  |  |
| --- | --- |
| Input Parameters | Description |
| Ien\_mask | An unsigned 16 bit integer specifying the interrupt mask. The bit definition of interrupt enable mask corresponds to Status register bit definitions mentioned in qmspi\_xfr\_done\_status. Refer data sheet for available interrupts. |

Outputs: None

### qmspi\_start\_dma

Function Header:

void qmspi\_start\_dma(uint8\_t dmach\_id, uint16\_t ien\_mask);

Description:

The function starts SPI operations along with a DMA channel. Ien\_mask represents the Interrupt Enable mask.

The dmach\_id is used to select the DMA Channel. There are 14 DMA channels and the channels along with their associated values are presented below.

|  |  |
| --- | --- |
| Channel name | Value |
| DMA\_CH00\_ID | 0 |
| DMA\_CH01\_ID | 1 |
| DMA\_CH02\_ID | 2 |
| DMA\_CH03\_ID | 3 |
| DMA\_CH04\_ID | 4 |
| DMA\_CH05\_ID | 5 |
| DMA\_CH06\_ID | 6 |
| DMA\_CH07\_ID | 7 |
| DMA\_CH08\_ID | 8 |
| DMA\_CH09\_ID | 9 |
| DMA\_CH10\_ID | 10 |
| DMA\_CH11\_ID | 11 |
| DMA\_CH12\_ID | 12 |
| DMA\_CH13\_ID | 13 |

Inputs:

|  |  |
| --- | --- |
| Input Parameters | Type |
| Dmach\_id | An 8 bit unsigned integer indicating the DMA channel. The available channels are present above. |
| Ien\_mask | An unsigned 16 bit integer specifying the interrupt mask. The bit definition of interrupt enable mask corresponds to Status register bit definitions mentioned in qmspi\_xfr\_done\_status. Refer data sheet for available interrupts. |

Outputs: None

### qmspi\_cfg\_spi\_cmd

Function Header:

uint8\_t qmspi\_cfg\_spi\_cmd(uint32\_t spi\_cmd, uint32\_t spi\_address);

Description:

This routine configures the QMSPI controller.

The bit definitions of the argument spi\_cmd are presented below.

1. b[7:0] = SPI op-code
2. b[15:8] = flags
3. b[9:8] = cmd bus width 0=1X, 1=2X, 2=4X
4. b[11:10] = address bus width
5. b[13:12] = data bus width
6. b[14] = 0 (24-bit address), 1(32-bit address)
7. b[15] = 1 use mode byte
8. b[23:16] = mode byte
9. b[31:24] = number of dummy clocks expressed as number of bytes where
   1. Clocks = bytes \* clocks/byte. Clocks per byte depend upon data bus width.
   2. Data bus width – 1X -> 8clocks/byte, 2X -> 4 clocks/byte, 4X -> 2 clocks/byte.
   3. Example: 4X 24bit read 0x6B requires 8 dummy clocks. At 2 clocks/byte, 4 bytes are required.

The SPI address can be either 24 bit address or 32 bit address.

Inputs:

|  |  |
| --- | --- |
| Input Parameter | Description |
| Spi\_cmd | An unsigned 32 bit integer. The bit definitions are presented above |
| Spi\_address | An unsigned 32 bit integer specifying the SPI address |

Outputs:

The function returns the ID of the Last Descriptor used (Descriptor is a Hardware register, refer data sheet for more details).

### qmspi\_read\_dma

Function Header:

uint32\_t qmspi\_ read\_dma( uint32\_t spi\_cmd,

uint32\_t spi\_address,

uint32\_t mem\_addr,

uint32\_t nbytes,

uint8\_t dmach\_id);

Description:

This routine configures the QMSPI controller to read a specified number of bytes form a specified address.

If nbytes is 0, the value returned will be zero.

If mem\_addr is specified as zero, the function will return a zero.

Inputs:

|  |  |
| --- | --- |
| Input Parameters | Description |
| Spi\_cmd | An unsigned 32 bit integer specifying the SPI Command. For spi\_cmd bit definitions, please refer qmspi\_cfg\_spi\_cmd. |
| Spi\_address | An unsigned 32 bit integer specifying the SPI address |
| Mem\_addr | An unsigned 32 bit integer which specifies the 32 bit address from where the data is to be read |
| Nbytes | An unsigned 32 bit integer which refers to the number of bytes to be read |
| Dmach\_id | An 8 bit unsigned integer which is used to refer to the DMA Channel to be used. Refer qmspi\_start\_dma section for description regarding dmach\_id. |

Outputs:

An unsigned 32 bit integer reflecting the number of bytes read.

### qmspi\_read\_fifo

Function Header:

Uint32\_t qmspi\_read\_fifo( uint8\_t \* data,

uint32\_t buff\_len);

Description:

The function is used to read data from the qmspi FIFO.

The number of bytes read will always be equal to or less than the buffer length specified.

Inputs:

|  |  |
| --- | --- |
| Input Parameters | Description |
| Data | An unsigned a-bit integer pointer to a buffer |
| Buff\_len | An unsigned 32 bit integer specifying the length |

Outputs:

The function returns a 32 bit value indicating the number of bytes read.

# Input Capture and Compare Timer

## ICCT APIs

The list of ICCT APIs

* icct\_freeRunningTimer\_init
* icct\_compare\_init
* icct\_capture\_init

### icct\_freeRunningTimer\_init

Function Header

**void icct\_freeRunningTimer\_init(uint8\_t tclk\_frequency, uint32\_t free\_running\_count)**

Description

Configure and enable Free Running Timer.

Note: This function resets and enables the free running timer.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| **tclk\_frequency** | Clock source for the Free Running Counter |
| **free\_running\_count** | Free Running timer count value |

Use \_ICCT\_FREE\_RUN\_TMR\_TCLK\_ enum values from icct.h for tclk\_frequency

Outputs

None

### icct\_compare\_init

Function Header

**void icct\_compare\_init(uint8\_t cmp\_reg\_id, uint32\_t compare\_value, uint8\_t initial\_output\_state)**

Description

Initializes ICCT Compare

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| **cmp\_reg\_id** | ICCT Compare ID |
| **compare\_value** | Compare Register Value |
| **initial\_output\_state** | Initial Compare O/P state |

use \_ICCT\_COMPARE\_INITIAL\_OUTPUT\_ enum macros from icct.h for initial\_output\_state

Outputs

None

### icct\_capture\_init

Function Header

**void icct\_capture\_init(uint8\_t cap\_reg\_id,**

**uint8\_t capture\_edge,**

**uint8\_t input\_filter\_byp,**

**uint8\_t input\_filter\_frequency)**

Description

Initializes ICCT Capture

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| **cap\_reg\_id** | ICCT Capture ID |
| **capture\_edge** | Capture edge type - use enum \_ICCT\_CATPURE\_EDGE\_ |
| **input\_filter\_byp** | Enable/Bypass Input filter – use enum \_ICCT\_CAPTURE\_FILTER\_BYP\_ |
| **input\_filter\_frequency** | Input filter frequency – use enum \_ICCT\_CAPTURE\_FCLK\_SEL\_ |

Outputs

None

## ICCT Peripheral Functions

The list of ICCT APIs

* p\_icct\_activate
* p\_icct\_deactivate
* p\_icct\_freeRunningTimer\_reg\_read
* p\_icct\_freeRunningTimer\_reg\_write
* p\_icct\_freeRunningTimer\_tClk\_set
* p\_icct\_freeRunningTimer\_enable
* p\_icct\_freeRunningTimer\_disable
* p\_icct\_freeRunningTimer\_reset
* p\_icct\_freeRunningTimer\_reset\_read
* p\_icct\_compare\_reg\_read
* p\_icct\_compare\_reg\_write
* p\_icct\_compare\_timer\_enable
* p\_icct\_compare\_timer\_output\_clear
* p\_icct\_compare\_timer\_output\_set
* p\_icct\_compare\_timer\_output\_read
* p\_icct\_capture\_reg\_read
* p\_icct\_capture\_control\_reg\_write
* p\_icct\_capture\_control\_reg\_read

***Peripheral Functions for ICCT Activate***

### p\_icct\_activate

Function Header

**void p\_icct\_activate(void)**

Description

Activate ICCT block

Inputs

None

Outputs

None

### p\_icct\_deactivate

Function Header

void p\_icct\_deactivate(void)

Description

Deactivate ICCT block

Inputs

None

Outputs

None

***Peripheral Functions for Free Running Timer***

### p\_icct\_freeRunningTimer\_reg\_read

Function Header

**uint32\_t p\_icct\_freeRunningTimer\_reg\_read(void)**

Description

Read Free Running Timer Register

Inputs

None

Outputs

None

### p\_icct\_freeRunningTimer\_reg\_write

Function Header

**void p\_icct\_freeRunningTimer\_reg\_write(uint32\_t value);**

Description

Write Free Running Timer Register

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| **value** | Free Running Timer Value |

Outputs

None

### p\_icct\_freeRunningTimer\_tClk\_set

Function Header

**void p\_icct\_freeRunningTimer\_tClk\_set(uint8\_t tclk\_frequency)**

Description

Set Free Running Timer Frequency

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| **tclk\_frequency** | Clock source for the Free Running Counter |

Use \_ICCT\_FREE\_RUN\_TMR\_TCLK\_ enums from icct.h for tclk\_frequency

Outputs

None

### p\_icct\_freeRunningTimer\_enable

Function Header

**void p\_icct\_freeRunningTimer\_enable(void)**

Description

Enable Free Running Timer

Inputs

None

Outputs

None

### p\_icct\_freeRunningTimer\_disable

Function Header

**void p\_icct\_freeRunningTimer\_disable(void)**

Description

Disable Free Running Timer

Inputs

None

Outputs

None

### icct\_freeRunningTimer\_init

Function Header

**void p\_icct\_freeRunningTimer\_reset(void)**

Description

Resets Free Running Timer

Inputs

None

Outputs

None

### p\_icct\_freeRunningTimer\_reset\_read

Function Header

**uint8\_t p\_icct\_freeRunningTimer\_reset\_read(void)**

Description

Read Free Running Timer Reset Bit

Inputs

None

Outputs

1 or 0

***Functions for ICCT Compare***

### p\_icct\_compare\_reg\_read

Function Header

**uint32\_t p\_icct\_compare\_reg\_read(uint8\_t cmp\_reg\_id)**

Description

Read Compare Register

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| **cmp\_reg\_id** | ICCT Compare ID |

Outputs

Compare Register Value

### p\_icct\_compare\_reg\_write

Function Header

**void p\_icct\_compare\_reg\_write(uint8\_t cmp\_reg\_id, uint32\_t value)**

Description

Write Compare Register

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| **cmp\_reg\_id** | ICCT Compare ID |
| **value** | Compare Register Value |

Outputs

None

### p\_icct\_compare\_timer\_enable

Function Header

**void p\_icct\_compare\_timer\_enable(uint8\_t cmp\_reg\_id)**

Description

Enables compare for Compare Register

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| **cap\_reg\_id** | Compare Register ID |

Outputs

None

### p\_icct\_compare\_timer\_disable

Function Header

**void p\_icct\_compare\_timer\_disable(uint8\_t cmp\_reg\_id)**

Description

Disable compare for Compare Register

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| **cap\_reg\_id** | Compare Register ID |

Outputs

None

### p\_icct\_compare\_timer\_output\_clear

Function Header

**void p\_icct\_compare\_timer\_output\_clear(uint8\_t cmp\_reg\_id)**

Description

Clears compare timer output state

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| **cap\_reg\_id** | Compare Register ID |

Outputs

None

### p\_icct\_compare\_timer\_output\_set

Function Header

**void p\_icct\_compare\_timer\_output\_set(uint8\_t cmp\_reg\_id)**

Description

Set Compare Timer output state to '1'

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| **cmp\_reg\_id** | Compare Register ID |

Outputs

None

### p\_icct\_compare\_timer\_output\_read

Function Header

**uint8\_t p\_icct\_compare\_timer\_output\_read(uint8\_t cmp\_reg\_id)**

Description

Get current state of Compare output state

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| **cmp\_reg\_id** | Compare Register ID |

Outputs

Compare output state - 1 or 0

***Peripheral Functions for ICCT Capture***

### p\_icct\_capture\_reg\_read

Function Header

**uint32\_t p\_icct\_capture\_reg\_read(uint8\_t cap\_reg\_id)**

Description

Read Capture Register

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| **cap\_reg\_id** | Capture Register ID |

Outputs

Capture Register Value

### p\_icct\_capture\_control\_reg\_write

Function Header

**void p\_icct\_capture\_control\_reg\_write(uint8\_t cap\_reg\_id, uint8\_t value)**

Description

Write specific Capture Control Register value

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| **cap\_reg\_id** | Capture Register ID |
| **value** | Compare Register value |

Outputs

None

### p\_icct\_capture\_control\_reg\_read

Function Header

**uint8\_t p\_icct\_capture\_control\_reg\_read(uint8\_t cap\_reg\_id)**

Description

Read specific capture Control register value

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| **cap\_reg\_id** | Capture Register ID |

Outputs

Capture Control Register Value (8-bit)
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## PS/2 APIs

The list of PS/2 APIs

* ps2\_pins\_init
* ps2\_protocol\_init
* ps2\_enable\_disable
* ps2\_send\_data
* ps2\_receive\_data

### ps2\_pins\_init

Function Header

**void ps2\_pins\_init( uint8\_t ps2\_id )**

Description

Initializes the gpio pins that are associated with the specified PS/2 port for PS/2 functionality.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| ****ps2\_id**** | 0-based PS/2 ID |

Outputs

None

### ps2\_protocol\_init

Function Header

**void ps2\_protocol\_init( uint8\_t ps2\_id, uint8\_t stp\_bit\_type, uint8\_t parity\_type, uint8\_t dir )**

Description

Initializes all the parameters of the PS/2 communication for the specified PS/2 instance and enables that block.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| ****ps2\_id**** | 0-based PS/2 ID |
| ****stp\_bit\_type**** | Select the level for the stop bit  PS2\_STOP\_BIT\_AS\_HIGH  PS2\_STOP\_BIT\_AS\_LOW  PS2\_STOP\_BIT\_IGNORED |
| ****parity\_type**** | Select the type of parity check  PS2\_PARITY\_BIT\_AS\_ODD  PS2\_PARITY\_BIT\_AS\_EVEN  PS2\_PARITY\_BIT\_IGNORED |
| ****dir**** | Select the direction for the PS/2 transaction  PS2\_TRANSMIT  PS2\_RECEIVE |

Outputs

None

### ps2\_enable\_disable

Function Header

**void ps2\_enable\_disable( uint8\_t ps2\_id, uint8\_t new\_val )**

Description

Enables/disables the specified PS/2 hardware instance.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| ****ps2\_id**** | 0-based PS/2 ID |
| ****new\_val**** | New configuration setting  PS2\_BLOCK\_EN  PS2\_BLOCK\_DIS |

Outputs

None

### ps2\_send\_data

Function Header

**void ps2\_send\_data( uint8\_t ps2\_id, uint8\_t new\_val )**

Description

Transmits serial data via the specified PS/2 instance.

Note - Before sending the data; this API will handle the direction mode.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| ****ps2\_id**** | 0-based PS/2 ID |
| ****new\_val**** | Data to be sent |

Outputs

None

### ps2\_receive\_data

Function Header

**uint8\_t ps2\_receive\_data( uint8\_t ps2\_id )**

Description

Receives serial data via the specified PS/2 instance.

Note - Before receiving the data; this API will handle the direction mode.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| ****ps2\_id**** | 0-based PS/2 ID |

Outputs

Data byte received via the PS/2 port

## PS/2 peripheral functions

The list of PS/2 peripheral functions is –

* p\_ps2\_control\_reg\_set
* p\_ps2\_control\_reg\_get
* p\_ps2\_enable\_disable
* p\_ps2\_status\_reg\_get
* p\_ps2\_tx\_buff\_write
* p\_ps2\_rx\_buff\_read

### p\_ps2\_control\_reg\_set

Function Header

**void p\_ps2\_control\_reg\_set( uint8\_t ps2\_id, uint8\_t new\_val )**

Description

Writes to the control register of the specified ps2 hardware instance.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| ****ps2\_id**** | 0-based PS/2 ID |
| ****new\_val**** | Data that needs to be written into the register |

Outputs

None

### p\_ps2\_control\_reg\_get

Function Header

**uint8\_t p\_ps2\_control\_reg\_get( uint8\_t ps2\_id )**

Description

Reads the control register of the specified ps2 hardware instance.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| ****ps2\_id**** | 0-based PS/2 ID |

Outputs

Contents of the control register

### p\_ps2\_enable\_disable

Function Header

**void p\_ps2\_enable\_disable( uint8\_t ps2\_id, uint8\_t new\_val )**

Description

Writes to the PS2\_EN bit in the control register of specified ps2 hardware instance.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| ****ps2\_id**** | 0-based PS/2 ID |
| ****new\_val**** | New configuration setting  PS2\_BLOCK\_EN  PS2\_BLOCK\_DIS |

Outputs

None

### p\_ps2\_status\_reg\_get

Function Header

**uint32\_t p\_ps2\_status\_reg\_get( uint8\_t ps2\_id )**

Description

Reads the status register of the specified ps2 hardware instance.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| ****ps2\_id**** | 0-based PS/2 ID |

Outputs

Current contents of the status register

### p\_ps2\_tx\_buff\_write

Function Header

**void p\_ps2\_tx\_buff\_write( uint8\_t ps2\_id, uint8\_t new\_val )**

Description

Writes to the transmit buffer of the specified ps2 hardware instance.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| ****ps2\_id**** | 0-based PS/2 ID |
| ****new\_val**** | Data to be sent |

Outputs

None

### p\_ps2\_rx\_buff\_read

Function Header

**uint32\_t p\_ps2\_rx\_buff\_read( uint8\_t ps2\_id )**

Description

Reads the receive buffer of the specified ps2 hardware instance.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| ****ps2\_id**** | 0-based PS/2 ID |

Outputs

Data byte received via the PS/2 port
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## Keyboard Scan Matrix APIs

The list of Keyboard Scan Matrix APIs are

* ksm\_block\_init
* ksm\_predrive\_configure

### ksm\_block\_init

Function Header

**void ksm\_block\_init( uint8\_t out\_lvl, uint8\_t out\_cntrl, uint8\_t operating\_mode, uint8\_t int\_val )**

Description

Initializes the scan matrix block and its associated gpio pins followed by a block enable.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| ****out\_lvl**** | Output level of row lines when selected  KSO\_LINES\_NON\_INVERTED – driven low  KSO\_LINES\_INVERTED – driven high |
| out\_cntrl | Output control for the row lines  KSO\_OUPTPUT\_DRIVEN\_HIGH  KSO\_OUTPUT\_DRIVEN\_BY\_KSO\_SEL |
| ****operating\_mode**** | Operating mode for the scan matrix block  KSO\_PREDIRVE\_ENABLE  KSO\_PREDIRVE\_DISABLE |
| ****int\_val**** | 8 bit value where each bit represents a KSI line  0 – interrupt disabled  1 – interrupt enabled |

Outputs

None

### ksm\_predrive\_configure

Function Header

**void ksm\_predrive\_configure( uint8\_t predrive\_select )**

Description

Configures the scan matrix block for predrive/non-predrive mode.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| ****predrive\_select**** | Operating mode for the scan matrix block  KSO\_PREDIRVE\_ENABLE  KSO\_PREDIRVE\_DISABLE |

Outputs

None

## Keyboard Scan Matrix peripheral functions

The list of Keyboard Scan Matrix peripheral functions is –

* p\_ksm\_kso\_select\_reg\_set
* p\_ksm\_kso\_select\_reg\_get
* p\_ksm\_block\_enable\_disable
* p\_ksm\_kso\_line\_select
* p\_ksm\_scan\_input\_reg\_get
* p\_ksm\_scan\_input\_status\_get\_clr
* p\_ksm\_scan\_interrupt\_enable\_disable
* p\_ksm\_extended\_cntrl\_reg\_set

### p\_ksm\_kso\_select\_reg\_set

Function Header

**void p\_ksm\_kso\_select\_reg\_set( uint8\_t new\_val )**

Description

Writes to the KSO select register.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| ****new\_val**** | Data that needs to be written into the register |

Outputs

None

### p\_ksm\_kso\_select\_reg\_get

Function Header

**uint8\_t p\_ksm\_kso\_select\_reg\_get( void )**

Description

Reads the contents of the KSO select register.

Outputs

Contents of the KSO select register.

### p\_ksm\_block\_enable\_disable

Function Header

**void p\_ksm\_block\_enable\_disable( uint8\_t new\_val )**

Description

Writes to the KSEN bit of KSO select register.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| ****new\_val**** | New Setting  KSM\_ENABLE  KSM\_DISABLE |

Outputs

None

### p\_ksm\_kso\_line\_select

Function Header

**void p\_ksm\_kso\_line\_select( uint8\_t line\_num )**

Description

Selects the output line that needs to be scanned.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| ****line\_num**** | New Setting  KSO\_LINE\_00 … KSO\_LINE\_17 |

Outputs

None

### p\_ksm\_scan\_input\_reg\_set

Function Header

**uint8\_t p\_ksm\_scan\_input\_reg\_get( void )**

Description

Reads the KSI input register.

Outputs

Contents of the KSI input register.

### p\_ksm\_scan\_input\_status\_get\_clr

Function Header

**uint8\_t p\_ksm\_scan\_input\_status\_get\_clr( void )**

Description

Reads the KSI status register and then clears it.

Outputs

Contents of the KSI status register

### p\_ksm\_interrupt\_enable\_disable

Function Header

**void p\_ksm\_scan\_interrupt\_enable\_disable( uint8\_t new\_val )**

Description

Writes to the KSI interrupt enable register.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| ****new\_val**** | 8 bit value where each bit represents a KSI line  0 – interrupt disabled  1 – interrupt enabled |

Outputs

None

### p\_ksm\_extended\_cntrl\_reg\_set

Function Header

**void p\_ksm\_extended\_cntrl\_reg\_set( uint8\_t new\_val )**

Description

Writes to the keyscan extended control register.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| ****new\_val**** | New configuration setting  KSO\_PREDIRVE\_ENABLE  KSO\_PREDIRVE\_DISABLE |

Outputs

None

# Week Timer

## Week Timer APIs

The list of Week Timer APIs

* wtimer\_week\_alarm\_init
* wtimer\_subSecond\_init
* wtimer\_subWeek\_alarm\_init

### wtimer\_week\_alarm\_init

Function Header

void wtimer\_week\_alarm\_init(uint32\_t week\_counter, uint32\_t week\_compare)

Description

Initialize Week Alarm

Note:

1. To start counting after initializing, set the WT\_ENABLE bit in control register - use p\_wtimer\_ctrl\_enable API
2. The Week alarm counter must not be modified if Sub-Week Alarm Counter is using the Week Alarm Counter as its clock source

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| **week\_counter** | week counter value |
| **week\_compare** | week compare value |

Outputs

None

### wtimer\_subSecond\_init

Function Header

void wtimer\_subSecond\_init(uint8\_t spisr\_value)

Description

Initialize Sub Second signals

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| **spisr\_value** | sub seconds events rate |

Use enum \_WTIMER\_SPISR\_ENCODING\_ values for spisr value

Outputs

None

### wtimer\_subWeek\_alarm\_init

Function Header

void wtimer\_subWeek\_alarm\_init( uint16\_t subWeek\_tick, uint8\_t auto\_reload, uint16\_t subWeek\_counter)

Description

Initialize Sub-Week Alarm

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| **subWeek\_tick** | Sub Week Tick Value - enum \_WTIMER\_SUBWEEK\_TICK\_ |
| **auto\_reload** | auto\_reload set or clr; enum \_WTIMER\_SUBWEEK\_AUTORELOAD\_ |
| **subWeek\_counter** | sub-week counter |

Outputs

None

## Week Timer Peripheral Functions

The list of Week Timer Peripheral functions

* p\_wtimer\_ctrl\_enable
* p\_wtimer\_ctrl\_disable
* p\_wtimer\_ctrl\_powerUpEventOutput\_enable
* p\_wtimer\_ctrl\_powerUpEventOutput\_disable
* p\_wtimer\_weekAlarmCounter\_reg\_write
* p\_wtimer\_weekAlarmCounter\_reg\_read
* p\_wtimer\_weekCompare\_reg\_write
* p\_wtimer\_weekCompare\_reg\_read
* p\_wtimer\_clkDivider\_reg\_read
* p\_wtimer\_SPISR\_reg\_write
* p\_wtimer\_SPISR\_reg\_read
* p\_wtimer\_subWeekControl\_reg\_write
* p\_wtimer\_subWeekControl\_reg\_read
* p\_wtimer\_WEEK\_TIMER\_POWERUP\_EVENT\_STATUS\_get
* p\_wtimer\_WEEK\_TIMER\_POWERUP\_EVENT\_STATUS\_clr
* p\_wtimer\_SUBWEEK\_TIMER\_POWERUP\_EVENT\_STATUS\_get
* p\_wtimer\_SUBWEEK\_TIMER\_POWERUP\_EVENT\_STATUS\_clr
* p\_wtimer\_subWeekCounter\_load
* p\_wtimer\_subWeekCounter\_sts\_read
* p\_bgpo\_data\_reg\_write
* p\_bgpo\_data\_reg\_read
* p\_bgpo\_power\_reg\_write
* p\_bgpo\_power\_reg\_read
* p\_bgpo\_reset\_reg\_write
* p\_bgpo\_reset\_reg\_read

### p\_wtimer\_ctrl\_enable

Function Header

void p\_wtimer\_ctrl\_enable(void)

Description

Enable Week Timer

Inputs

None

Outputs

None

### p\_wtimer\_ctrl\_disable

Function Header

void p\_wtimer\_ctrl\_disable(void)

Description

Disable Week Timer

Inputs

None

Outputs

None

### p\_wtimer\_ctrl\_powerUpEventOutput\_enable

Function Header

void p\_wtimer\_ctrl\_powerUpEventOutput\_enable(void)

Description

Enable Power-Up Event Output

Inputs

None

Outputs

None

### p\_wtimer\_ctrl\_powerUpEventOutput\_disable

Function Header

void p\_wtimer\_ctrl\_powerUpEventOutput\_disable(void)

Description

Disable Power-Up Event Output

Inputs

None

Outputs

None

### p\_wtimer\_weekAlarmCounter\_reg\_write

Function Header

void p\_wtimer\_weekAlarmCounter\_reg\_write(uint32\_t value)

Description

Write Week Alarm Counter Register

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| **value** | counter value |

Outputs

None

### p\_wtimer\_weekAlarmCounter\_reg\_read

Function Header

uint32\_t p\_wtimer\_weekAlarmCounter\_reg\_read(void)

Description

Read Week Alarm Counter Register

Inputs

None

Outputs

value - counter value

### p\_wtimer\_weekCompare\_reg\_write

Function Header

void p\_wtimer\_weekCompare\_reg\_write(uint32\_t value)

Description

Write Week Compare Register

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| **value** | counter value |

Outputs

None

### p\_wtimer\_weekCompare\_reg\_read

Function Header

uint32\_t p\_wtimer\_weekCompare\_reg\_read(void)

Description

Read Week Compare Register

Inputs

None

Outputs

counter value

### p\_wtimer\_clkDivider\_reg\_read

Function Header

uint32\_t p\_wtimer\_clkDivider\_reg\_read(void)

Description

Read Clock Divider Register

Inputs

None

Outputs

Clock Divider value

### p\_wtimer\_SPISR\_reg\_write

Function Header

void p\_wtimer\_SPISR\_reg\_write(uint8\_t spisr\_value)

Description

Write SPISR - Sub-second programmable interrupt select register

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| **spisr\_value** | SPISR value |

Outputs

None

### p\_wtimer\_SPISR\_reg\_read

Function Header

uint8\_t p\_wtimer\_SPISR\_reg\_read(void)

Description

Read SPISR - Sub-second programmable interrupt select register

Inputs

None

Outputs

SPISR value

### p \_wtimer\_subWeekControl\_reg\_write

Function Header

void p\_wtimer\_subWeekControl\_reg\_write(uint16\_t value)

Description

Write Sub-Week Control Register

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| **value** | Sub Week Control Value |

Outputs

None

### p\_wtimer\_subWeekControl\_reg\_read

Function Header

uint16\_t p\_wtimer\_subWeekControl\_reg\_read(void)

Description

Read Sub-Week Control Register

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| **value** | Sub Week Control Register Value |

Outputs

None

### p\_wtimer\_WEEK\_TIMER\_POWERUP\_EVENT\_STATUS\_get

Function Header

uint8\_t p\_wtimer\_WEEK\_TIMER\_POWERUP\_EVENT\_STATUS\_get(void)

Description

Read WEEK\_TIMER\_POWERUP\_EVENT\_STATUS bit

Inputs

None

Outputs

1 if set, else 0

### p\_wtimer\_WEEK\_TIMER\_POWERUP\_EVENT\_STATUS\_clr

Function Header

void p\_wtimer\_WEEK\_TIMER\_POWERUP\_EVENT\_STATUS\_clr(void)

Description

Clear WEEK\_TIMER\_POWERUP\_EVENT\_STATUS bit

Inputs

None

Outputs

None

### p\_wtimer\_SUBWEEK\_TIMER\_POWERUP\_EVENT\_STATUS\_get

Function Header

uint8\_t p\_wtimer\_SUBWEEK\_TIMER\_POWERUP\_EVENT\_STATUS\_get(void)

Description

Read SUBWEEK\_TIMER\_POWERUP\_EVENT\_STATUS

Inputs

None

Outputs

1 if set, else 0

### p\_wtimer\_SUBWEEK\_TIMER\_POWERUP\_EVENT\_STATUS\_clr

Function Header

void p\_wtimer\_SUBWEEK\_TIMER\_POWERUP\_EVENT\_STATUS\_clr(void)

Description

Clear SUBWEEK\_TIMER\_POWERUP\_EVENT\_STATUS bit

Inputs

None

Outputs

None

### p\_wtimer\_subWeekCounter\_load

Function Header

void p\_wtimer\_subWeekCounter\_load(uint16\_t value)

Description

Write SUBWEEK\_COUNTER\_LOAD value in sub-week alarm counter register

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| **value** | subweek counter value |

Outputs

None

### p\_wtimer\_subWeekCounter\_sts\_read

Function Header

uint16\_t p\_wtimer\_subWeekCounter\_sts\_read(void)

Description

Read SUBWEEK\_COUNTER\_STATUS from sub-week alarm counter Register

Inputs

None

Outputs

Sub Week alarm counter Status Value

### p\_bgpo\_data\_reg\_write

Function Header

void p\_bgpo\_data\_reg\_write(uint16\_t value)

Description

Write BGPO Data Register

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| **value** | Value to be written |

Outputs

None

### p\_bgpo\_data\_reg\_read

Function Header

uint16\_t p\_bgpo\_data\_reg\_read(void)

Description

Read BGPO Data Register

Inputs

None

Outputs

BGPO Data bitmask value

### p\_bgpo\_power\_reg\_write

Function Header

void p\_bgpo\_power\_reg\_write(uint8\_t value)

Description

Write BGPO Power Register

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| **value** | Value to be written |

Outputs

None

### p\_bgpo\_power\_reg\_read

Function Header

uint8\_t p\_bgpo\_power\_reg\_read(void)

Description

Read BGPO Power Register

Inputs

None

Outputs

BGPO Power bitmask value

### p\_bgpo\_reset\_reg\_write

Function Header

void p\_bgpo\_reset\_reg\_write(uint16\_t value)

Description

Write BGPO Reset Register

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| **value** | Value to be written |

Outputs

None

### p\_bgpo\_reset\_reg\_read

Function Header

uint16\_t p\_bgpo\_reset\_reg\_read(void)

Description

Read BGPO Reset Register

Inputs

None

Outputs

BGPO Power source bitmask

# EMI

The Embedded Memory Interface (EMI) provides a standard run-time mechanism for the system host to communicate with the Embedded Controller (EC) and other logical components. The Embedded Memory Interface can be used by the Host to access bytes of memory designated by the EC without requiring any assistance from the EC. The EC may configure these regions of memory as read-only, write-only, or read/write capable.

Important features

* Mailbox support for communication between host and EC
* Maximum two memory regions from EC internal SRAM address can be mapped in host address space
* Set separate read, write limits for regions
* Maximum length of a region can be 32K bytes
* Access type: 1, 2 or 4 byte
* Application ID support for controlling the ownership of EMI in multitasking applications
* Higher level protocol possible through use of mailbox
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EMI block Peripheral Functions
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## EMI block APIs

emi\_block\_init

emi\_block\_set\_access\_type

emi\_block\_enable\_interrupt

emi\_block\_get\_mem\_base\_addr

emi\_block\_get\_read\_limit

emi\_block\_get\_write\_limit

emi\_block\_set\_app\_id

emi\_block\_get\_app\_id

### emi\_block\_init

Function Header

**void** emi\_block\_init **(uint8\_t emi\_id, uint8\_t mem\_region, uint32\_t base\_addr, uint16\_t rlimit, uint16\_t wlimit)**

Description

The function initializes the emi block with following parameters

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| emi\_id | EMI instance  EMI\_0  EMI\_1  EMI\_2 |
| mem\_region | Memory region 0 or 1  MEM\_REGION\_0  MEM\_REGION\_1 |
| base\_addr | Base address value for selected memory region |
| rlimit | Read limit for the selected memory region |
| wlimit | Write limit for the selected memory region |

Outputs

None

### emi\_block\_enable\_interrupt

Function Header

**void** emi\_block\_enable\_swi\_set **(uint8\_t emi\_id)**

Description

The function enables the EC\_SWI interrupt

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| emi\_id | EMI instance  EMI\_0  EMI\_1  EMI\_2 |

Outputs

None

### emi\_block\_get\_mem\_base\_addr

Function Header

**uint32\_t** emi\_block\_get\_mem\_base\_addr (uint8\_t emi\_id)

Description

The function returns the memory base address register value

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| emi\_id | EMI instance  EMI\_0  EMI\_1  EMI\_2 |

Outputs

Memory base address value

### emi\_block\_get\_read\_limit

Function Header

**uint16\_t** emi\_block\_get\_read\_limit (uint8\_t emi\_id, uint8\_t mem\_region)

Description

The function returns the read limit for the selected memory region

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| emi\_id | EMI instance  EMI\_0 |
| mem\_region | Memory region 0 or 1  MEM\_REGION\_0  MEM\_REGION\_1 |

Outputs

Memory read limit value

### emi\_block\_get\_write\_limit

Function Header

**uint16\_t** emi\_block\_get\_write\_limit (uint8\_t emi\_id, uint8\_t mem\_region)

Description

The function returns the write limit for the selected memory region

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| emi\_id | EMI instance  EMI\_0  EMI\_1  EMI\_2 |
| mem\_region | Memory region 0 or 1  MEM\_REGION\_0  MEM\_REGION\_1 |

Outputs

Memory write limit value

### emi\_block\_get\_app\_id

Function Header

**uint8\_t** emi\_block\_set\_app\_id (uint8\_t emi\_id)

Description

The function returns the application id register value

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| emi\_id | EMI instance  EMI\_0  EMI\_1  EMI\_2 |

Outputs

Application id value

## EMI block peripheral functions

p\_emi\_block\_set\_base\_address

p\_emi\_block\_set\_read\_milit

p\_emi\_block\_set\_write\_limit

p\_emi\_block\_set\_swi\_intr

p\_emi\_block\_write\_mbox

p\_emi\_block\_read\_mbox

p\_emi\_block\_read\_app\_id

### p\_emi\_block\_set\_base\_addr

Function Header

**void\_t p\_**emi\_block\_set\_base\_addr (uint8\_t emi\_id, uint8\_t mem\_region, uint32\_t addr)

Description

The function sets the memory base address for selected memory region

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| emi\_id | EMI instance  EMI\_0  EMI\_1  EMI\_2 |
| mem\_region | Memory region 0 or 1  MEMORY\_REGION\_0  MEMORY\_REGION\_1 |

Outputs

None

### p\_emi\_block\_set\_read\_limit

Function Header

**uint16\_t p\_**emi\_block\_set\_read\_limit (uint8\_t emi\_id, uint8\_t mem\_region, uint16\_t rlimit)

Description

The function returns the read limit for the selected memory region

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| emi\_id | EMI instance  EMI\_0 |
| mem\_region | Memory region 0 or 1  MEM\_REGION\_0  MEM\_REGION\_1 |
| rlimit | Read limit value which is to be added to base address to get the final read limit address |

Outputs

Memory read limit value

### p\_emi\_block\_set\_write\_limit

Function Header

**void p\_**emi\_block\_set\_write\_limit (uint8\_t emi\_id, uint8\_t mem\_region, uint16\_t wlimit)

Description

The function sets the write limit for the selected memory region

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| emi\_id | EMI instance  EMI\_0  EMI\_1  EMI\_2 |
| mem\_region | Memory region 0 or 1  MEM\_REGION\_0  MEM\_REGION\_1 |
| wlimit | Write limit offset value to be added to base address to get the final write limit address |

Outputs

None

### p\_emi\_block\_write\_mbox

Function Header

**void p\_**emi\_block\_write\_mbox **(uint8\_t emi\_id, uint8\_t mbox\_id, uint8\_t data)**

Description

The function writes the 1 byte data to the mailbox selected by mbox\_id

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| emi\_id | EMI instance  EMI\_0  EMI\_1  EMI\_2 |
| mbox\_id | MBOX\_HOST\_TO\_EC  MBOX\_EC\_TO\_HOST |
| Data | Data value to be written |

Outputs

None

### p\_emi\_block\_read\_mbox

Function Header

**uint8\_t p\_**emi\_block\_read\_mbox **(uint8\_t emi\_id, uint8\_t mbox\_id)**

Description

The function reads the 1 byte data from the mailbox selected by mbox\_id

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| emi\_id | EMI instance  EMI\_0  EMI\_1  EMI\_2 |
| mbox\_id | MBOX\_HOST\_TO\_EC  MBOX\_EC\_TO\_HOST |

Outputs

Returns the value from the mailbox

### p\_emi\_block\_enable\_swi\_set

Function Header

**void p\_**emi\_block\_enable\_swi\_set **(uint8\_t emi\_id)**

Description

The function enables the EC\_SWI interrupt

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| emi\_id | EMI instance  EMI\_0  EMI\_1  EMI\_2 |

Outputs

None

### p\_emi\_block\_get\_mem\_base\_addr

Function Header

**uint32\_t p\_**emi\_block\_get\_mem\_base\_addr (uint8\_t emi\_id)

Description

The function returns the memory base address register value

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| emi\_id | EMI instance  EMI\_0  EMI\_1  EMI\_2 |

Outputs

Memory base address value

### p\_emi\_block\_get\_read\_limit

Function Header

**uint16\_t p\_**emi\_block\_get\_read\_limit (uint8\_t emi\_id, uint8\_t mem\_region)

Description

The function returns the read limit for the selected memory region

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| emi\_id | EMI instance  EMI\_0  EMI\_1  EMI\_2 |
| mem\_region | Memory region 0 or 1  MEM\_REGION\_0  MEM\_REGION\_1 |

Outputs

Memory read limit value

### p\_emi\_block\_get\_write\_limit

Function Header

**uint16\_t p\_**emi\_block\_get\_write\_limit (uint8\_t emi\_id, uint8\_t mem\_region)

Description

The function returns the write limit for the selected memory region

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| emi\_id | EMI instance  EMI\_0  EMI\_1  EMI\_2 |
| mem\_region | Memory region 0 or 1  MEM\_REGION\_0  MEM\_REGION\_1 |

Outputs

Memory write limit value

### p\_emi\_block\_get\_app\_id

Function Header

**uint8\_t p\_**emi\_block\_set\_app\_id (uint8\_t emi\_id)

Description

The function returns the application id register value

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| emi\_id | EMI instance  EMI\_0  EMI\_1  EMI\_2 |

Outputs

Application id value
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## Mailbox APIs

The list of Mailbox APIs

### mbx\_write

### mbx\_read

### mbx\_read\_reg

### mbx\_write\_reg

### mbx\_HOST\_to\_EC\_write

### mbx\_HOST\_to\_EC\_read

### mbx\_EC\_to\_HOST\_write

### mbx\_EC\_to\_HOST\_readmbx\_write

Function Header

**bool mbx\_write( uint8\_t length, uint8\_t\* data\_buffer)**

Description

Write buffer data into Mailbox registers

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| ****length**** | Number of bytes to be written |
| ****data\_buffer**** | Data buffer to be written into mailbox registers |

Outputs

Status of callback

### mbx\_read

Function Header

**bool mbx\_read( uint8\_t length, uint8\_t\* data\_buffer)**

Description

read buffer data from Mailbox registers

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| ****length**** | Number of bytes to be read |
| ****data\_buffer**** | Data buffer to store mailbox register data. |

Outputs

Status of callback

### mbx\_write\_reg

Function Header

**uint8\_t mbx\_write\_reg( uint8\_t offset, uint8\_t length, uint8\_t\* data\_buffer)**

Description

Write buffer data into Mailbox registers

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| ****offset**** | Register offset |
| ****length**** | Number of bytes to be written |
| ****data\_buffer**** | Data buffer to be written into mailbox registers |

Outputs

Number of bytes written

### mbx\_read\_reg

Function Header

**uint8\_t mbx\_read\_reg( uint8\_t offset, uint8\_t length, uint8\_t\* data\_buffer)**

Description

Read data into buffer from Mailbox registers

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| ****offset**** | Register offset |
| ****length**** | Number of bytes to be read |
| ****data\_buffer**** | Data buffer to store mailbox register data |

Outputs

Number of bytes read

### mbx\_HOST\_to\_EC\_write

Function Header

**void mbx\_HOST\_to\_EC\_write ( uint8\_t data)**

Description

Write data into **HOST\_to\_EC** Mailbox register

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| ****data**** | Data Byte to be written |

Outputs

None

### mbx\_HOST\_to\_EC\_read

Function Header

**Uint8\_t mbx\_HOST\_to\_EC\_read ( void)**

Description

Read **HOST\_to\_EC** Mailbox register

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| ****None**** |  |

Outputs

Data in **HOST\_to\_EC** Mailbox register

### mbx\_EC\_to\_HOST\_write

Function Header

**void mbx\_EC\_to\_HOST \_write ( uint8\_t data)**

Description

Write data into **EC\_to\_HOST**  Mailbox register

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| ****data**** | Data Byte to be written |

Outputs

None

### mbx\_EC\_to\_HOST\_read

Function Header

**Uint8\_t mbx\_EC\_to\_HOST \_read ( void)**

Description

Read **EC\_to\_HOST Mailbox** register

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| ****None**** |  |

Outputs

Data in **EC\_to\_HOST** Mailbox register

## Mailbox block peripheral functions

p\_mbx\_write\_reg

p\_mbx\_read\_reg

p\_mbx\_EC\_to\_HOST\_read

p\_mbx\_EC\_to\_HOST\_write

p\_mbx\_HOST\_to\_EC\_read

p\_mbx\_HOST\_to\_EC\_write

### p\_mbx\_read\_reg

Function Header

**uint8\_t p\_mbx\_read\_reg(uint8\_t offset,uint8\_t length, uint8\_t\* data\_buffer)**

Description

read mailbox register into buffer.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| ****Offset**** | offset of register to be read |
| ****Length**** | length of data to be read |
| ****Data\_buffer**** | output buffer to store data in mailbox |

Outputs

Number of bytes read.

### p\_mbx\_write\_reg

Function Header

**uint8\_t p\_mbx\_write\_reg(uint8\_t offset,uint8\_t length, uint8\_t\* data\_buffer)**

Description

write buffer data into mailbox register

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| ****Offset**** | offset of register to write |
| ****Length**** | length of data to be written |
| ****Data\_buffer**** | input buffer data that needs to be written in mailbox registers |

Outputs

Number of bytes written.

### P\_mbx\_HOST\_to\_EC\_write

Function Header

**void p\_mbx\_HOST\_to\_EC\_write ( uint8\_t data)**

Description

Write data into **HOST\_to\_EC** Mailbox register

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| ****data**** | Data Byte to be written |

Outputs

None

### P\_mbx\_HOST\_to\_EC\_read

Function Header

**Uint8\_t p\_mbx\_HOST\_to\_EC\_read ( void)**

Description

Read **HOST\_to\_EC** Mailbox register

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| ****None**** |  |

Outputs

Data in **HOST\_to\_EC** Mailbox register

### P\_mbx\_EC\_to\_HOST\_write

Function Header

**void p\_mbx\_EC\_to\_HOST \_write ( uint8\_t data)**

Description

Write data into **EC\_to\_HOST**  Mailbox register

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| ****data**** | Data Byte to be written |

Outputs

None

### p\_mbx\_EC\_to\_HOST\_read

Function Header

**Uint8\_t p\_mbx\_EC\_to\_HOST \_read ( void)**

Description

Read **EC\_to\_HOST Mailbox** register

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| ****None**** |  |

Outputs

Data in **EC\_to\_HOST** Mailbox register
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## BClink APIs

The list of BClink APIs

* bclink\_init
* bclink\_set\_clock\_frequency
* bclink\_write\_byte
* bclink\_read\_byte
* bclink\_check\_busy

### bclink\_init

Function Header

**void bclink\_init(uint8\_t clk\_freq, uint8\_t int\_en, uint8\_t blk\_inst)**

Description

This function is used to initialize the BClink with the proper GPIO pin configuration and Clock frequency to operate and option for enabling interrupts

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| **clk\_freq** | Clock frequency input for the slave device |
| **int\_en** | Interrupt 1 = Enable or 0 = disabled value |
| **blk\_inst** | Block instance ID for the BClink Used |

Outputs

None

### bclink\_set\_clock\_frequency

Function Header

**uint8\_t bclink\_set\_clock\_frequency(uint8\_t clk\_sel, uint8\_t blk\_inst)**

Description

This function set the given clock frequency to the respective clock register for the salve device to operate

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| **clk\_freq** | Clock frequency input for the slave device |
| **blk\_inst** | Block instance ID for the BClink Used |

Outputs

Success = 1 or failure = 0

### bclink\_write\_byte

Function Header

**uint8\_t bclink\_write\_byte(uint8\_t addr, uint8\_t data, uint8\_t blk\_inst)**

Description

This function programs data to the corresponding address of the slave device

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| **addr** | the address byte sent to bclink device |
| data | the data byte written to bclink davice |
| **blk\_inst** | Block instance ID for the BClink Used |

Outputs

Success = 1 or failure = 0

### bclink\_read\_byte

Function Header

**uint8\_t bclink\_read\_byte(uint8\_t addr, uint8\_t blk\_inst)**

Description

This function will read corresponding data from the address provided

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| **addr** | the address byte sent to bclink device |
| **blk\_inst** | Block instance ID for the BClink Used |

Outputs

Data read from the slave device

### bclink\_check\_busy

Function Header

**uint8\_t bclink\_check\_busy(uint8\_t blk\_inst)**

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| **blk\_inst** | Block instance ID for the BClink Used |

Description

This function Check the busy astatus bit of the slave device connected

Inputs

None

Outputs

Busy status returned from the device 1 = Not Busy 0 = Busy

## BClink Peripheral functions

The list of Hibernation Timer Peripheral functions

* p\_BCLINK\_write\_addr
* p\_BCLINK\_read\_data
* p\_BCLINK\_write\_data
* p\_BCLINK\_rst\_set
* p\_BCLINK\_rst\_clr
* p\_BCLINK\_err\_get
* p\_BCLINK\_err\_clr
* p\_BCLINK\_chk\_busy
* p\_BCLINK\_clk\_freq\_set

### p\_BCLINK\_write\_addr

Function Header

**void p\_BCLINK\_write\_addr(uint8\_t addr, uint8\_t blk\_inst)**

Description

This function is used write the Write address of the slave bclink device targeted in the address register

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| **addr** | address of the slave device |

Outputs

None

### p\_BCLINK\_read\_data

Function Header

**uint8\_t p\_BCLINK\_read\_data(uint8\_t blk\_inst)**

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| **blk\_inst** | Block instance ID for the BClink Used |

Description

This function is used to Read data from the BClink data register

Inputs

None

Outputs

Data read from the data register.

### p\_BCLINK\_write\_data

Function Header

**void p\_BCLINK\_write\_data(uint8\_t data, uint8\_t blk\_inst)**

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| **blk\_inst** | Block instance ID for the BClink Used |

Description

This function returns the Hibernation Timer current count value

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| **data** | data to be written to the data register |

Outputs

None

### p\_BCLINK\_rst\_set

Function Header

**void p\_BCLINK\_rst\_set(uint8\_t blk\_inst)**

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| **blk\_inst** | Block instance ID for the BClink Used |

Description

This function is used to set the reset bit of the BClink to keep the block in reset

Inputs

None

Outputs

None

### p\_BCLINK\_rst\_clr

Function Header

**void p\_BCLINK\_rst\_clr(uint8\_t blk\_inst)**

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| **blk\_inst** | Block instance ID for the BClink Used |

Description

p\_BCLINK\_rst\_clr is used to Clear Reset Bit.

Inputs

None

Outputs

None

### p\_BCLINK\_err\_get

Function Header

**uint8\_t p\_BCLINK\_err\_get(uint8\_t blk\_inst)**

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| **blk\_inst** | Block instance ID for the BClink Used |

Description

p\_BCLINK\_err\_get is used to return Err status form the status register.

Inputs

None

Outputs

Return 1 if the error bit is set or 0 if no error

### p\_BCLINK\_err\_clr

Function Header

**void p\_BCLINK\_err\_clr(uint8\_t blk\_inst)**

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| **blk\_inst** | Block instance ID for the BClink Used |

Description

p\_BCLINK\_err\_clr is used to Clear the error Bit if set in the status register

Inputs

None

Outputs

None

### p\_BCLINK\_chk\_busy

Function Header

**uint8\_t p\_BCLINK\_chk\_busy(uint8\_t blk\_inst)**

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| **blk\_inst** | Block instance ID for the BClink Used |

Description

p\_BCLINK\_chk\_busy is used to Check busy status from the status register

Inputs

None

Outputs

Busy status bit = 1 if Busy or 0 if not busy

### p\_BCLINK\_clk\_freq\_set

Function Header

**void p\_BCLINK\_clk\_freq\_set(uint8\_t clk\_sel, uint8\_t blk\_inst)**

Description

p\_BCLINK\_clk\_select is used to Set Clock frequency to operate and set in the clock register associated with the bclink

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| **clk\_sel** | Clock frequency to set |
| **blk\_inst** | Block instance ID for the BClink Used |

Outputs

None
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## VBAT Register Bank API Function

The list of VBAT Register Bank API functions are

* vbat\_32k\_clk\_configure

### vbat\_32k\_clk\_configure

Function Header

**void vbat\_32k\_clk\_configure( enum CLK\_CONFIG new\_val )**

Description

Selects the base clock source for 32 KHz domain and executes the necessary steps for it to get stable.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| ****new\_val**** | External clock source selection  PIN\_32KHz\_IN – single ended signal through 32KHz\_IN  INT\_SILICON\_OSC – internal RC oscillator  EXT\_RESONATOR – external crystal  EXT\_SINGLE\_ENDED\_SIG – single ended signal through  XTAL2 |

Outputs

None

## VBAT Register Bank Peripheral Function

The list of VBAT Register Bank peripheral functions are

* p\_vbat\_32k\_clk\_src\_select
* p\_vbat\_32k\_suppress\_configure
* p\_vbat\_pfr\_sts\_reg\_get
* p\_vbat\_pfr\_sts\_bit\_clr
* p\_vbat\_monotonic\_counter\_read
* p\_vbat\_counter\_hiword\_write
* p\_vbat\_counter\_hiword\_read
* p\_vbat\_vwire\_reg\_write
* p\_vbat\_vwire\_reg\_read

### p\_vbat\_32k\_clk\_src\_select

Function Header

**void p\_vbat\_32k\_clk\_src\_select( enum CLK\_CONFIG new\_val )**

Description

Selects the base clock source for the 32KHz domain.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| ****new\_val**** | External clock source selection  PIN\_32KHz\_IN – single ended signal through 32KHz\_IN  INT\_SILICON\_OSC – internal RC oscillator  EXT\_RESONATOR – external crystal  EXT\_SINGLE\_ENDED\_SIG – single ended signal through  XTAL2 |

Outputs

None

### p\_vbat\_32k\_suppress\_configure

Function Header

**void p\_vbat\_32k\_suppress\_configure( uint8\_t new\_val )**

Description

Turns on/off the 32KHz clock domain while on vbat power only.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| ****new\_val**** | New configuration value  VBAT\_32K\_DOMAIN\_ON\_WHEN\_VTR\_OFF  VBAT\_32K\_DOMAIN\_OFF\_WHEN\_VTR\_OFF |

Outputs

None

### p\_vbat\_pfr\_sts\_reg\_get

Function Header

**uint8\_t p\_vbat\_pfr\_sts\_reg\_get( void )**

Description

Reads the VBAT status register.

Inputs

None

Outputs

Current contents of the PFR Status register.

### p\_vbat\_pfr\_sts\_bit\_clr

Function Header

**void p\_vbat\_pfr\_sts\_bit\_clr( enum VBAT\_STS\_TYPE new\_val )**

Description

Writes 1 to the specified status bit of the pfr register to clear it.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| ****new\_val**** | Status bit selection setting  TAMPER  SOFT\_RST  RESETI  WDT\_RST  STSRESETREQ  VBAT\_RST |

Outputs

None

### p\_vbat\_monotonic\_counter\_read

Function Header

**uint32\_t p\_vbat\_monotonic\_counter\_read( void )**

Description

Reads the monotonic counter register.

Inputs

None

Outputs

Current contents of the monotonic counter register.

### p\_vbat\_counter\_hiword\_write

Function Header

**void p\_vbat\_counter\_hiword\_write( uint32\_t count )**

Description

Writes to the counter hiword register.

Note - This value combined with the monotonic counter register value will enable the monotonic

counter to act as a 64 bit counter.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| ****new\_val**** | New count value |

Outputs

None

### p\_vbat\_counter\_hiword\_read

Function Header

**uint32\_t p\_vbat\_counter\_hiword\_read( void )**

Description

Reads the counter hiword register.

Inputs

None

Outputs

Current contents of the counter hiword register.

### p\_vbat\_vwire\_reg\_write

Function Header

**void p\_vbat\_vwire\_reg\_write( uint8\_t new\_val )**

Description

Writes to the vwire backup register.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| ****new\_val**** | New value |

Outputs

None

### p\_vbat\_vwire\_reg\_read

Function Header

**uint8\_t p\_vbat\_vwire\_reg\_read( void )**

Description

Reads the vwire backup register.

Inputs

None

Outputs

Current contents of the vwire backup register.
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## RPM - PWM API Functions

The list of VBAT Register Bank peripheral functions are

* rpm\_pwm\_init
* get\_current\_fan\_speed

### rpm\_pwm\_init

Function Header

**void rpm\_pwm\_init( uint8\_t fan\_id, uint8\_t poles, uint16\_t target\_speed )**

Description

Initializes the rpm pwm block for automatic functionality.

Note - This function only applies if the fan speed control algorithm is to be used

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| ****fan\_id**** | 0 based fan ID |
| ****poles**** | Number of poles that the fan contains (1, 2, 3, 4) |
| ****target\_speed**** | Target fan speed that the algorithm should maintain |

Outputs

None

### get\_current\_fan\_speed

Function Header

**uint16\_t get\_current\_fan\_speed( uint8\_t fan\_id )**

Description

Reads the tach reading register and returns the fan speed in terms of RPM.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| ****fan\_id**** | 0 based fan ID |

Outputs

None

## RPM - PWM Peripheral Functions

The list of VBAT Register Bank peripheral functions are

* p\_rpm\_pwm\_fan\_setting\_reg\_set
* p\_rpm\_pwm\_fan\_setting\_reg\_get
* p\_rpm\_pwm\_pwm\_divide\_reg\_set
* p\_rpm\_pwm\_fan\_config\_reg\_set
* p\_rpm\_pwm\_fan\_config\_reg\_get
* p\_rpm\_pwm\_gain\_reg\_set
* p\_rpm\_pwm\_spin\_up\_config\_reg\_set
* p\_rpm\_pwm\_spin\_up\_config\_reg\_get
* p\_rpm\_pwm\_mode\_select
* p\_rpm\_pwm\_fan\_step\_reg\_set
* p\_rpm\_pwm\_minimum\_drive\_reg\_set
* p\_rpm\_pwm\_valid\_tach\_count\_reg\_set
* p\_rpm\_pwm\_fan\_drv\_fail\_band\_reg\_set
* p\_rpm\_pwm\_tach\_target\_reg\_set
* p\_rpm\_pwm\_tach\_reading\_reg\_get
* p\_rpm\_pwm\_base\_freq\_set
* p\_rpm\_pwm\_fan\_status\_reg\_get\_clr

### p\_rpm\_pwm\_fan\_setting\_reg\_set

Function Header

**void p\_rpm\_pwm\_fan\_setting\_reg\_set( uint8\_t fan\_id, uint8\_t new\_val )**

Description

Writes the count value in the fan setting register for driving the fan.

Note - This function is applicable only for manual mode.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| ****fan\_id**** | 0 based fan ID |
| ****new\_val**** | 8 bit value for the fan driver setting |

Outputs

None

### p\_rpm\_pwm\_fan\_setting\_reg\_get

Function Header

**uint8\_t p\_rpm\_pwm\_fan\_setting\_reg\_get( uint8\_t fan\_id )**

Description

Reads the fan setting register.

Note - This function only applies if the fan speed control algorithm is enabled.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| ****fan\_id**** | 0 based fan ID |

Outputs

Current contents of the fan setting register.

### p\_rpm\_pwm\_pwm\_divide\_reg\_set

Function Header

**void p\_rpm\_pwm\_pwm\_divide\_reg\_set( uint8\_t fan\_id, uint8\_t new\_val )**

Description

Writes the divider value for the optional PWM driver of the RPM – PWM block.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| ****fan\_id**** | 0 based fan ID |
| ****new\_val**** | 8 bit value for the divider setting |

Outputs

None

### p\_rpm\_pwm\_fan\_config\_reg\_set

Function Header

**void p\_rpm\_pwm\_fan\_config\_reg\_set( uint8\_t fan\_id, uint16\_t new\_val )**

Description

Writes to the fan configuration register.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| ****fan\_id**** | 0 based fan ID |
| ****new\_val**** | 16 bit value for the fan driver setting (Refer to the header file for each bit definitions) |

Outputs

None

### p\_rpm\_pwm\_fan\_config\_reg\_get

Function Header

**uint16\_t p\_rpm\_pwm\_fan\_config\_reg\_get( uint8\_t fan\_id )**

Description

Reads the fan configuration register.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| ****fan\_id**** | 0 based fan ID |

Outputs

Current contents of the fan configuration register.

### p\_rpm\_pwm\_mode\_select

Function Header

**void p\_rpm\_pwm\_mode\_select( uint8\_t fan\_id, uint8\_t new\_val )**

Description

Sets the operating mode for the fan control block.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| ****fan\_id**** | 0 based fan ID |
| ****new\_val**** | New configuration value  RPM\_FAN\_CONTROL\_MANUAL  RPM\_FAN\_CONTROL\_AUTOMATIC |

Outputs

None

### p\_rpm\_pwm\_gain\_reg\_set

Function Header

**void p\_rpm\_pwm\_gain\_reg\_set( uint8\_t fan\_id, uint8\_t new\_val )**

Description

Writes the gain value settings for the P, I, D parameters of the fan control algorithm.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| ****fan\_id**** | 0 based fan ID |
| ****new\_val**** | Setting consisting of the gain values for P, I, D (Refer to the header file for each bit definitions) |

Outputs

None

### p\_rpm\_pwm\_spin\_up\_config\_reg\_set

Function Header

**void p\_rpm\_pwm\_spin\_up\_config\_reg\_set( uint8\_t fan\_id, uint8\_t new\_val )**

Description

Writes to the fan spin up configuration register for setting the advanced spin up configurations.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| ****fan\_id**** | 0 based fan ID |
| ****new\_val**** | New configuration value (Refer to the header file for each bit definitions) |

Outputs

None

### p\_rpm\_pwm\_spin\_up\_config\_reg\_get

Function Header

**uint8\_t p\_rpm\_pwm\_spin\_up\_config\_reg\_get( uint8\_t fan\_id )**

Description

Reads the spin up configuration register.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| ****fan\_id**** | 0 based fan ID |

Outputs

Current contents of the spin up configuration register.

### p\_rpm\_pwm\_fan\_step\_reg\_set

Function Header

**void p\_rpm\_pwm\_fan\_step\_reg\_set( uint8\_t fan\_id, uint8\_t new\_val )**

Description

Writes the value of the maximum step size by which the fan speed can increase at a time during the spin up routine.

Note - This function only applies for no derivative and basic derivative action.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| ****fan\_id**** | 0 based fan ID |
| ****new\_val**** | New count value |

Outputs

None

### p\_rpm\_pwm\_minimum\_drive\_reg\_set

Function Header

**void p\_rpm\_pwm\_minimum\_drive\_reg\_set( uint8\_t fan\_id, uint8\_t new\_val )**

Description

Writes the minimum fan speed value to the pwm minimum drive register.

Note - This function only applies if the fan speed control algorithm is enabled.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| ****fan\_id**** | 0 based fan ID |
| ****new\_val**** | New count value |

Outputs

None

### p\_rpm\_pwm\_valid\_tach\_count\_reg\_set

Function Header

**void p\_rpm\_pwm\_valid\_tach\_count\_reg\_set( uint8\_t fan\_id, uint8\_t new\_val )**

Description

Writes the maximum fan speed value to the valid tach count register.

Note - This function only applies if the fan speed control algorithm is enabled.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| ****fan\_id**** | 0 based fan ID |
| ****new\_val**** | New count value |

Outputs

None

### p\_rpm\_pwm\_fan\_drive\_fail\_band\_reg\_set

Function Header

**void p\_rpm\_pwm\_fan\_drv\_fail\_band\_reg\_set( uint8\_t fan\_id, uint16\_t new\_val )**

Description

Writes the number of tach counts that is used by the fan drive fail detection circuitry.

Note - This function only applies if the fan speed control algorithm is enabled.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| ****fan\_id**** | 0 based fan ID |
| ****new\_val**** | New count value |

Outputs

None

### p\_rpm\_pwm\_tach\_target\_reg\_set

Function Header

**void p\_rpm\_pwm\_tach\_target\_reg\_set( uint8\_t fan\_id, uint16\_t new\_val )**

Description

Writes the target fan speed value to the tach target register.

Note - This function only applies if the fan speed control algorithm is enabled.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| ****fan\_id**** | 0 based fan ID |
| ****new\_val**** | New count value |

Outputs

None

### p\_rpm\_tach\_reading\_reg\_get

Function Header

**uint16\_t p\_rpm\_pwm\_tach\_reading\_reg\_get( uint8\_t fan\_id )**

Description

Returns the current fan speed by reading the tach reading register.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| ****fan\_id**** | 0 based fan ID |

Outputs

Current contents of the tach reading register.

### p\_rpm\_pwm\_base\_freq\_set

Function Header

**void p\_rpm\_pwm\_base\_freq\_set( uint8\_t fan\_id, uint8\_t new\_val )**

Description

Sets the frequency range for the optional PWM fan driver.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| ****fan\_id**** | 0 based fan ID |
| ****new\_val**** | New configuration value  RPM\_FAN\_PWM\_FREQ\_26P8KHz  RPM\_FAN\_PWM\_FREQ\_23P4KHz  RPM\_FAN\_PWM\_FREQ\_4P67KHz  RPM\_FAN\_PWM\_FREQ\_2P34KHz |

Outputs

None

### p\_rpm\_pwm\_fan\_status\_get\_clr

Function Header

**uint8\_t p\_rpm\_pwm\_fan\_status\_get\_clr( uint8\_t fan\_id )**

Description

Reads the fan status register and clears if any of the status bits are set.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| ****fan\_id**** | 0 based fan ID |

Outputs

Current contents of the fan status register.

# ACPI – ECI

ACPI ECI

instances

ACPI 0

ACPI 1

ACPI 2

ACPI 3

ACPI 4

ACPI ECI registers

EC2OS Data Byte Registers 0 to 3

OS2EC Data Byte Registers 0 to 3

EC Status Register

EC Byte Control Register

ACPI ECI API’s

None

ACPI ECI Peripheral Functions

p\_acpi\_mode\_select

p\_acpi\_ec2os\_data\_byte\_reg\_set

p\_acpi\_os2ec\_data\_byte\_reg\_get

p\_acpi\_status\_bits\_set

p\_acpi\_status\_reg\_get
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## ACPI ECI Peripheral Functions

The list of ACPI ECI peripheral functions are

* p\_acpi\_mode\_select
* p\_acpi\_ec2os\_data\_byte\_reg\_set
* p\_acpi\_os2ec\_data\_byte\_reg\_get
* p\_acpi\_status\_bits\_set
* p\_acpi\_status\_reg\_get

### p\_acpi\_mode\_select

Function Header

**void p\_acpi\_mode\_select( uint8\_t acpi\_id, uint8\_t mode\_config )**

Description

Sets the operating mode for the specified acpi block instance.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| ****acpi\_id**** | 0 based ACPI ID |
| ****mode\_config**** | Operationg mode selection  ACPI\_EC\_LEGACY\_MODE\_ENABLED  ACPI\_EC\_FOUR\_BYTE\_MODE\_ENABLED |

Outputs

None

### p\_acpi\_ ec2os\_data\_byte\_reg\_set

Function Header

**void p\_acpi\_ec2os\_data\_byte\_reg\_set( uint8\_t acpi\_id, uint32\_t data )**

Description

Writes either one byte or 4 bytes of data in to the EC2OS data byte registers depending upon the mode of operation.

Note - This is a common function for both legacy and 4 bytes mode. While using legacy mode;

user should pass only 1 byte of data.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| ****acpi\_id**** | 0 based ACPI ID |
| ****data**** | Data bytes that is to be written |

Outputs

None

### p\_acpi\_ os2ec\_data\_byte\_reg\_get

Function Header

**uint32\_t p\_acpi\_os2ec\_data\_byte\_reg\_get( uint8\_t acpi\_id )**

Description

Reads either one byte or 4 bytes of data from the OS2EC data byte registers.

Note - This is a common function for both legacy and 4 bytes mode as well as for command and

data bytes.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| ****acpi\_id**** | 0 based ACPI ID |

Outputs

Currently received command byte or data byte(s)

### p\_acpi\_ status\_bits\_set

Function Header

**void p\_acpi\_status\_bits\_set( uint8\_t acpi\_id, enum EC\_STS\_TYPE bit\_type, uint8\_t new\_val )**

Description

Writes to the specified status register bits for the specified acpi block instance.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| ****acpi\_id**** | 0 based ACPI ID |
| ****bit\_type**** | Bit selection setting  UD1A – user defined bit  BURST – configure burst mode  SCI\_EVT – SCI event  SMI\_EVT – SMI event  UD0A – user defined bit |
| ****new\_val**** | Option to set/clear the bit  1 – set the bit  0 – clear the bit |

Outputs

None

### p\_acpi\_ status\_reg\_get

Function Header

**uint8\_t p\_acpi\_status\_reg\_get( uint8\_t acpi\_id )**

Description

Reads the status register for the specified acpi block instance.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| ****acpi\_id**** | 0 based ACPI ID |

Outputs

Currently contents of the EC status register.

# 8042 Keyboard Emulator

Note – User will have to change the mux control of GPIO 135 for KBRST functionality using the following

p\_gpio\_mux\_set( PIN\_0135, GPIO\_MUX\_ALT\_FUNC1 );

8042

instances

KBC 0

8042 registers

EC2OS Data Byte Registers 0 to 3

OS2EC Data Byte Registers 0 to 3

EC Status Register

EC Byte Control Register

8042 API’s

None

8042 Peripheral Functions

p\_kbc\_block\_enable\_disable

p\_kbc\_host2ec\_data\_reg\_get

p\_kbc\_ec\_data\_reg\_set

p\_kbc\_ec\_keyboard\_status\_reg\_get

p\_kbc\_ec\_keyboard\_status\_reg\_set

p\_kbc\_keyboard\_control\_reg\_set

p\_kbc\_pcbof\_reg\_get

p\_kbc\_pcbof\_reg\_get

p\_port92\_enable\_disable

p\_port92\_gatea20\_reg\_set

p\_port92\_gatea20\_reg\_get

p\_port92\_setga20l\_reg\_set

p\_port92\_rstga20l\_reg\_set
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## 8042 Emulator Peripheral Functions

The list of ACPI ECI peripheral functions are

* p\_ kbc\_block\_enable\_disable
* p\_ kbc\_host2ec\_data\_reg\_get
* p\_ kbc\_ec\_data\_reg\_set
* p\_ kbc\_ec\_keyboard\_status\_reg\_get
* p\_ kbc\_ec\_keyboard\_status\_reg\_set
* p\_kbc\_keyboard\_control\_reg\_set
* p\_kbc\_pcbof\_reg\_get
* p\_kbc\_pcbof\_reg\_get
* p\_port92\_enable\_disable
* p\_port92\_gatea20\_reg\_set
* p\_port92\_gatea20\_reg\_get
* p\_port92\_setga20l\_reg\_set
* p\_port92\_rstga20l\_reg\_set

### p\_ kbc\_block\_enable\_disable

Function Header

**void p\_kbc\_block\_enable\_disable( uint8\_t new\_val )**

Description

Enables/disables the 8042 emulator block.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| ****new\_val**** | Block enable/ disable setting  KBC\_BLOCK\_DISABLED  KBC\_BLOCK\_ENABLED |

Outputs

None

### p\_ kbc\_host2ec\_data\_reg\_get

Function Header

**uint8\_t p\_kbc\_host2ec\_data\_reg\_get( void )**

Description

Reads the HOST2EC Data Register.

Inputs

None

Outputs

Current contents of the HOST2EC Data register.

### p\_ kbc\_ ec\_data\_reg\_set

Function Header

**void p\_kbc\_** **ec\_data\_reg\_set ( uint8\_t new\_val )**

Description

Writes data byte to the EC Data Register.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| ****new\_val**** | 1 byte data that needs to be sent to host. |

Outputs

None

### p\_ kbc\_ ec\_keyboard\_status\_reg\_get

Function Header

**uint8\_t p\_kbc\_** **ec\_keyboard\_status\_reg\_get ( void )**

Description

Reads the EC Keyboard Status Register.

Inputs

None

Outputs

Current contents of the EC Keyboard Status Register.

### p\_ kbc\_ ec\_keyboard\_status\_reg\_set

Function Header

**void p\_kbc\_ec\_keyboard\_status\_reg\_set( uint8\_t new\_val )**

Description

Writes to the EC Keyboard Status Register.

Note - Only bits UD0(bit 2), UD1(bit 4) and UD2(bits[7:6]) are writable by EC.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| ****new\_val**** | Data to be written into the above mentioned bits |

Outputs

None

### p\_ kbc\_ keyboard\_control\_reg\_set

Function Header

**void p\_kbc\_** **keyboard\_control\_reg\_set ( uint8\_t new\_val )**

Description

Writes to the Keyboard Control Register.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| ****new\_val**** | New configuration value (Refer to the datasheet) |

Outputs

None

### p\_ kbc\_ pcbof\_reg\_set

Function Header

**void p\_kbc\_** **pcbof\_reg\_set ( uint8\_t new\_val )**

Description

Write to the PCBOF register.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| ****new\_val**** | New configuration value  PCOBF\_RESET  PCOBF\_SET |

Outputs

None

### p\_ kbc\_ pcbof\_reg\_get

Function Header

**uint8\_t p\_kbc\_** kbc\_ pcbof\_reg\_get **( void )**

Description

Reads the PCBOF register.

Inputs

None

Outputs

Current contents of the PCBOF Register.

### p\_ port92\_block\_enable\_disable

Function Header

**void p\_port92\_block\_enable\_disable( uint8\_t new\_val )**

Description

Enables/disables the port92 block.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| ****new\_val**** | Block enable/ disable setting  PORT92\_BLOCK\_DISABLED  PORT92\_BLOCK\_ENABLED |

Outputs

None

### p\_ port92\_gatea20\_reg\_set

Function Header

**void p\_port92\_gatea20\_reg\_set( uint8\_t new\_val )**

Description

Writes to the GATEA20 Control register.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| ****new\_val**** | New configuration value  GATEA20\_OUTPUT\_DRIVE\_LOW  GATEA20\_OUTPUT\_DRIVE\_HIGH |

Outputs

None

### p\_ port92\_gatea20\_reg\_get

Function Header

**uint8\_t p\_** **port92\_gatea20\_reg**\_get **( void )**

Description

Reads the GATEA20 register.

Inputs

None

Outputs

Current contents of the GATEA20 Register.

### p\_ setga20l\_reg\_set

Function Header

**void p\_port92\_setga20l\_reg\_set ( uint8\_t new\_val )**

Description

Writes to the SETGA20L register.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| ****new\_val**** | New configuration value |

Outputs

None

### p\_ rstga20l\_reg\_set

Function Header

**void p\_port92\_rstga20l\_reg\_set ( uint8\_t new\_val )**

Description

Writes to the RSTGA20L register.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| ****new\_val**** | New configuration value |

Outputs

None

# Port 80

Port 80

instances

Port80 0

Port80 1

Port 80 registers

Activate Register

EC Data Register

Configuration Register

Status Register

Count Register

Port 80 API’s

None

Port 80 Peripheral Functions

p\_port80\_block\_enable\_disable

p\_port80\_host\_data\_read

p\_port80\_configuration\_reg\_write

p\_port80\_status\_reg\_read

p\_port80\_count\_reg\_write

p\_port80\_count\_reg\_read
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## Port 80 Peripheral Functions

The list of Port 80 peripheral functions are

* p\_port80\_block\_enable\_disable
* p\_port80\_host\_data\_read
* p\_port80\_configuration\_reg\_write
* p\_port80\_status\_reg\_read
* p\_port80\_count\_reg\_write
* p\_port80\_count\_reg\_read

### p\_ port80\_block\_enable\_disable

Function Header

**void p\_port80\_block\_enable\_disable( uint8\_t port80\_id, uint8\_t new\_val )**

Description

Enables/disables the specified Port 80 instance.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| ****port80\_id**** | 0 based Port 80 ID |
| ****new\_val**** | New Configuration Value  PORT\_80\_DISABLED  PORT\_80\_ENABLED |

Outputs

None

### p\_ port80\_host\_data\_read

Function Header

**uint32\_t p\_port80\_host\_data\_read( uint8\_t port80\_id )**

Description

Reads the data received from the host using EC Data Register.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| ****port80\_id**** | 0 based Port 80 ID |

Outputs

Current contents of the EC Data register.

### p\_ port80\_configuration\_reg\_write

Function Header

**void p\_port80\_configuration\_reg\_write( uint8\_t port80\_id, uint32\_t new\_val )**

Description

Writes to the Configuration Register.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| ****port80\_id**** | 0 based Port 80 ID |
| ****new\_val**** | New configuration value (Refer to the datasheet and header file for possible values) |

Outputs

None

### p\_ port80\_status\_reg\_read

Function Header

**uint32\_t p\_port80\_status\_reg\_read( uint8\_t port80\_id )**

Description

Reads the Status Register.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| ****port80\_id**** | 0 based Port 80 ID |

Outputs

Current contents of the Status Register.

### p\_port80\_count\_reg\_write

Function Header

**void p\_port80\_count\_reg\_write( uint8\_t port80\_id, uint32\_t new\_val )**

Description

Writes the timer reload value to the Count Register.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| ****port80\_id**** | 0 based Port 80 ID |
| ****new\_val**** | 24 bit count value |

Outputs

None

### p\_ port80\_count\_reg\_read

Function Header

**uint32\_t p\_port80\_count\_reg\_read( uint8\_t port80\_id )**

Description

Reads the Count Register.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| ****port80\_id**** | 0 based Port 80 ID |

Outputs

Current contents of the Status Register.

# RTOS Timer

RTOS Timer instances

RTOS Timer

RTOS Timer registers

RTOS Timer Count Register

RTOS Timer Preload Register

RTOS Timer Control Register

Soft Interrupt Register

RTOS Timer API’s

rtos\_timer\_init

rtos\_timer\_change\_

preload\_value

RTOS Timer Peripheral Functions

p\_rtos\_block\_enable\_disable p\_rtos\_timer\_start\_stop

p\_rtos\_timer\_pause\_unpause

p\_rtos\_timer\_mode\_select

p\_rtos\_timer\_ext\_halt\_configure

p\_rtos\_timer\_counter\_reg\_get

p\_rtos\_timer\_preload\_reg\_set

p\_rtos\_timer\_control\_reg\_get

p\_rtos\_timer\_soft\_interrupt\_reg\_set
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## RTOS Timer API Functions

The list RTOS Timer API functions are

* rtos\_timer\_init
* rtos\_timer\_change\_preload\_value

### rtos\_timer\_init

Function Header

**void rtos\_timer\_init( uint32\_t preload\_val, uint8\_t mode, uint8\_t ext\_halt )**

Description

Initializes the rtos timer block and starts the counting.

Note –

1. By default the ext\_halt parameter should be set to RTOS\_TIMER\_EXT\_HARDWARE\_HALT\_DIS.
2. 1 count of the timer is equal to 30.51 us.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| ****preload\_val**** | 32 bit preload count value |
| ****mode**** | Operating mode selection  RTOS\_TIMER\_IN\_ONE\_SHOT\_MODE  RTOS\_TIMER\_IN\_CONTINUOUS\_MODE |
| ****ext\_halt**** | External hardware halt selection  RTOS\_TIMER\_EXT\_HARDWARE\_HALT\_DIS  RTOS\_TIMER\_EXT\_HARDWARE\_HALT\_EN |

Outputs

None

### rtos\_ timer\_change\_preload\_value

Function Header

**void rtos\_timer\_change\_preload\_value( uint32\_t preload\_val )**

Description

Sets new preload value for the RTOS timer during its operation.

Note - 1 count of the timer is equal to 30.51 us.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| ****preload\_val**** | 32 bit preload count value |

Outputs

None

## RTOS Timer Peripheral Functions

The list of RTOS Timer peripheral functions are

* p\_rtos\_block\_enable\_disable
* p\_rtos\_timer\_start\_stop
* p\_rtos\_timer\_pause\_unpause
* p\_rtos\_timer\_mode\_select
* p\_rtos\_timer\_ext\_halt\_configure
* p\_rtos\_timer\_counter\_reg\_get
* p\_rtos\_timer\_preload\_reg\_set
* p\_rtos\_timer\_control\_reg\_get
* p\_rtos\_timer\_soft\_interrupt\_reg\_set

### p\_rtos\_block\_enable\_disable

Function Header

**void p\_rtos\_block\_enable\_disable( uint8\_t new\_val )**

Description

Enables/disables the RTOS timer block.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| ****new\_val**** | New Configuration Value  RTOS\_TIMER\_BLOCK\_DISABLE  RTOS\_TIMER\_BLOCK\_ENABLE |

Outputs

None

### p\_rtos\_timer\_start\_stop

Function Header

**void p\_rtos\_timer\_start\_stop( uint8\_t new\_val )**

Description

Starts/stops the RTOS timer.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| ****new\_val**** | New Configuration Value  RTOS\_TIMER\_STOP  RTOS\_TIMER\_START |

Outputs

None

### p\_rtos\_timer\_pause\_unpause

Function Header

**void p\_rtos\_timer\_pause\_unpause( uint8\_t new\_val )**

Description

Pauses/unpauses the RTOS timer count.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| ****new\_val**** | New Configuration Value  RTOS\_TIMER\_RUN  RTOS\_TIMER\_PAUSE |

Outputs

None

### p\_rtos\_timer\_ mode\_select

Function Header

**void p\_rtos\_timer\_mode\_select( uint8\_t new\_val )**

Description

Configures the operating mode for the RTOS timer.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| ****new\_val**** | New Configuration Value  RTOS\_TIMER\_IN\_ONE\_SHOT\_MODE  RTOS\_TIMER\_IN\_CONTINUOUS\_MODE |

Outputs

None

### p\_rtos\_ext\_halt\_configure

Function Header

**void p\_rtos\_timer\_ext\_halt\_configure( uint8\_t new\_val )**

Description

Enables/disables the external hardware halt functionality for the RTOS timer.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| ****new\_val**** | New Configuration Value  RTOS\_TIMER\_EXT\_HARDWARE\_HALT\_DIS  RTOS\_TIMER\_EXT\_HARDWARE\_HALT\_EN |

Outputs

None

### p\_rtos\_counter\_reg\_get

Function Header

**uint32\_t p\_rtos\_timer\_counter\_reg\_get( void )**

Description

Reads the RTOS timer counter register.

Inputs

None

Outputs

Current count value in the counter register.

### p\_rtos\_preload\_reg\_set

Function Header

**void p\_rtos\_timer\_preload\_reg\_set( uint32\_t new\_val )**

Description

Writes to the RTOS timer preload register.

Note - 1 count of the timer is equal to 30.51us.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| ****new\_val**** | New count value |

Outputs

None

### p\_rtos\_ control\_reg\_get

Function Header

**uint32\_t p\_rtos\_timer\_control\_reg\_get( void )**

Description

Reads the RTOS timer control register.

Inputs

None

Outputs

Current count value in the control register.

### p\_rtos\_ soft\_interrupt\_reg\_set

Function Header

**void p\_rtos\_timer\_soft\_interrupt\_reg\_set( uint32\_t new\_val )**

Description

Writes to the RTOS timer soft interrupt register.

Note - Only bits[3:0] are defined. Writing a 1 to each of these bits will generate SWI\_3, SWI\_2,

SWI\_1, SWI\_0 software interrupt signals to the EC respectively.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| ****new\_val**** | New configuration value |

Outputs

None

# EEPROM

EEPROM API’s

eeprom\_block\_init

EEPROM Peripheral Functions

p\_eeprom\_enable\_disable

p\_eeprom\_soft\_reset

p\_eeprom\_execute\_reg\_set

p\_eeprom\_status\_reg\_get

p\_eeprom\_status\_reg\_set

p\_eeprom\_interrupt\_enable\_reg\_set

p\_eeprom\_password\_reg\_set

p\_eeprom\_unlock\_reg\_set

p\_eeprom\_lock\_reg\_set

p\_eeprom\_data\_buffer\_write

p\_eeprom\_data\_buffer\_read

EEPROM instances

EEPROM 0

EEPROM registers

EEPROM Mode Register

EEPROM Execute register

EEPROM Status Register

EEPROM Interrupt Enable register

EEPROM Password register

EEPROM Unlock Register

EEPROM Lock register

EEPROM Buffer register

## 
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## EEPROM API Functions

The list EEPROM API functions are

* eeprom\_block\_init

### eeprom\_block\_init

Function Header

**void eeprom\_block\_init( uint8\_t interrupt\_setting )**

Description

Initializes and activates the eeprom block.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| ****interrupt\_setting**** | Interrupt enable selection  EEPROM\_TRANSFER\_COMPLETE\_IE\_ENABLED  EEPROM\_EXECUTION\_ERROR\_IE\_ENABLED  EEPROM\_ALL\_INTERRUPTS\_ENABLED |

Outputs

None

## EEPROM Peripheral Functions

The list EEPROM peripheral functions are

* p\_eeprom\_enable\_disable
* p\_eeprom\_soft\_reset
* p\_eeprom\_execute\_reg\_set
* p\_eeprom\_status\_reg\_get
* p\_eeprom\_status\_reg\_set
* p\_eeprom\_interrupt\_enable\_reg\_set
* p\_eeprom\_password\_reg\_set
* p\_eeprom\_unlock\_reg\_set
* p\_eeprom\_lock\_reg\_set
* p\_eeprom\_data\_buffer\_write
* p\_eeprom\_data\_buffer\_read

### p\_eeprom\_block\_init

Function Header

**void p\_eeprom\_enable\_disable( uint8\_t new\_val )**

Description

Enables/disables the eeprom block.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| ****new\_val**** | Block enable/disable selection  EEPROM\_BLOCK\_DISABLED  EEPROM\_BLOCK\_ENABLED |

Outputs

None

### p\_eeprom\_soft\_reset

Function Header

**void p\_eeprom\_soft\_reset( void )**

Description

Performs a soft reset of the eeprom block.

Inputs

None

Output

None

### p\_eeprom\_block\_init

Function Header

**void p\_eeprom\_execute\_reg\_set( uint32\_t transfer\_size, uint32\_t command, \**

**uint16\_t eeprom\_addr )**

Description

Writes to the eeprom execute register.

Notes –

1. The transfer\_size and eeprom\_addr fields are valid for read and write commands only. For other commands; set them to 0.
2. eeprom\_addr is valid from 0x0000 to 0x07FF only.
3. A maximum of 32 bytes can be written at a time only.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| ****transfer\_size**** | Number of bytes to be transferred between eeprom fabric and the data buffer.  Writing a 0 will transfer 32 bytes |
| ****command**** | command that is to be executed  EEPROM\_READ  EEPROM\_WRITE  EEPROM\_READ\_STATUS  EEPROM\_WRITE\_STATUS |
| ****eeprom\_addr**** | start address in the eeprom where the data has to be written |

Outputs

None

### p\_eeprom\_status\_reg\_get

Function Header

**uint32\_t p\_eeprom\_status\_reg\_get( void )**

Description

Reads the eeprom status register.

Inputs

None

Outputs

Current contents of the register.

### p\_eeprom\_status\_reg\_set

Function Header

**void p\_eeprom\_status\_reg\_set( uint32\_t new\_val )**

Description

Writes to the eeprom status register.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| ****new\_val**** | Status bits that needs to be cleared. |

Outputs

None

### p\_eeprom\_interrupt\_enable\_reg\_set

Function Header

**void p\_eeprom\_interrupt\_enable\_reg\_set( uint32\_t new\_val )**

Description

Writes to the eeprom interrupt enable register.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| ****new\_val**** | Interrupt enable selection  EEPROM\_TRANSFER\_COMPLETE\_IE\_ENABLED  EEPROM\_EXECUTION\_ERROR\_IE\_ENABLED  EEPROM\_ALL\_INTERRUPTS\_ENABLED |

Outputs

None

### p\_eeprom\_password\_reg\_set

Function Header

**void p\_eeprom\_password\_reg\_set( uint32\_t new\_val )**

Description

Writes to the eeprom password register.

Note – Bit 31 is reserved.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| ****new\_val**** | New password value |

Outputs

None

### p\_eeprom\_unlock\_reg\_set

Function Header

**void p\_eeprom\_unlock\_reg\_set( uint32\_t new\_val )**

Description

Writes to the eeprom unlock register.

Note – Bit 31 is reserved.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| ****new\_val**** | Value matching to the Password register |

Outputs

None

### p\_eeprom\_lock\_reg\_set

Function Header

**void p\_eeprom\_lock\_reg\_set( uint32\_t new\_val )**

Description

Writes to the eeprom lock register.

Note – Bits[31:2] are reserved.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| ****new\_val**** | New configuration value  EEPROM\_JTAG\_LOCKED  EEPROM\_ACCESS\_IS\_LOCKED |

Outputs

None

### p\_eeprom\_data\_buffer\_write

Function Header

void p\_eeprom\_data\_buffer\_write( uint8\_t transfer\_size, uint8\_t \*source\_ptr )

Description

Writes data to the eeprom hardware buffer from the specified source.

Note – A maximum of 32 bytes can be written at a time only.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| ****transfer\_size**** | Number of bytes to be transferred. (0 to 32) |
| ****source\_ptr**** | Pointer to the buffer containing the data |

Outputs

None

### p\_eeprom\_data\_buffer\_read

Function Header

**void p\_eeprom\_data\_buffer\_read( uint8\_t transfer\_size, uint8\_t \*destination\_ptr )**

Description

Reads data from the eeprom hardware buffer to the specified destination.

Note – A maximum of 32 bytes can be read at a time only.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| ****transfer\_size**** | Number of bytes to be transferred. (0 to 32) |
| ****destination\_ptr**** | Pointer to the buffer to store the data |

Outputs

None
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## eSPI Global API Functions

The list eSPI Global API functions are

* espi\_block\_init
* espi\_alert\_signal\_mode\_get

### espi\_block\_init

Function Header

**espi\_block\_init( ESPI\_CHANNELS channel\_sel, uint8\_t io\_mode, uint8\_t max\_freq,**

**uint8\_t pltrst\_src, uint8\_t espi\_rst\_int\_en )**

Description

Configures all the necessary hardware parameters for the eSPI block.

Note –

1. By default, the 'espi\_rst\_int\_en' parameter should be set to ESPI\_RESET\_INTERRUPT\_DISABLE.
2. This function configures the eSPI gpio pins as well.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| ****channel\_sel**** | eSPI channel activation selection  NO\_CHANNELS\_SUPPORTED  ONLY\_PERIPHERAL\_CHANNEL  ONLY\_VWIRE\_CHANNEL  PERIPHERAL\_AND\_VWIRE  ONLY\_OOB\_CHANNEL  OOB\_AND\_PERIPHERAL  OOB\_AND\_VWIRE  OOB\_VWIRE\_PERIPHERAL  ONLY\_FLASH\_CHANNEL  FLASH\_AND\_PERIPHERAL  FLASH\_AND\_VWIRE  FLASH\_VWIRE\_PERIPHERAL  FLASH\_AND\_OOB  FLASH\_OOB\_PERIPHERAL  FLASH\_OOB\_VWIRE  ALL\_CHANNELS\_SUPPORTED |
| ****io\_mode**** | I/O modes supported by the slave  ESPI\_SLV\_SINGLE\_IO  ESPI\_SLV\_SINGLE\_DOUBLE\_IO  ESPI\_SLV\_SINGLE\_QUAD\_IO  ESPI\_SLV\_SINGLE\_DOUBLE\_QUAD\_IO |
| ****max\_freq**** | Maximum operating frequency for eSPI block  ESPI\_SLV\_MAX\_FREQ\_20MHZ  ESPI\_SLV\_MAX\_FREQ\_25MHZ  ESPI\_SLV\_MAX\_FREQ\_33MHZ  ESPI\_SLV\_MAX\_FREQ\_50MHZ  ESPI\_SLV\_MAX\_FREQ\_66MHZ |
| ****pltrst\_src**** | Source selection for the PLTRST# reset event  PLTRST\_RST\_FROM\_PLTRST\_VWIRE  PLTRST\_RST\_FROM\_EXTERNAL\_SIGNAL |
| ****espi\_rst\_int\_en**** | eSPI\_RESET# interrupt enable selection  ESPI\_RST\_INT\_ENABLE |

Outputs

None

### espi\_alert\_signal\_mode\_get

Function Header

**uint8\_t espi\_alert\_signal\_mode\_get( void )**

Description

Returns the current operating mode for the ALERT# signal set by the host.

Inputs

None

Output

0(ALERT# muxed on IO[1]), 1(ALERT# on dedicated pin)

## eSPI Global Peripheral Functions

The list eSPI Global peripheral functions are

* p\_espi\_device\_id\_read
* p\_espi\_global\_capabilities\_0\_reg\_write
* p\_espi\_global\_capabilities\_1\_reg\_read
* p\_espi\_global\_capabilities\_1\_reg\_write
* p\_espi\_pc\_capabilities\_reg\_write
* p\_espi\_vwire\_channel\_capabilities\_reg\_write
* p\_espi\_oob\_channel\_capabilities\_reg\_write
* p\_espi\_flash\_channel\_capabilities\_reg\_write
* p\_espi\_pc\_ready\_reg\_write
* p\_espi\_oob\_channel\_ready\_reg\_write
* p\_espi\_flash\_channel\_ready\_reg\_write
* p\_espi\_reset\_status\_get\_clr
* p\_espi\_reset\_interrupt\_enable\_reg\_write
* p\_espi\_pltrst\_source\_reg\_write

### p\_espi\_device\_id\_read

Function Header

**uint8\_t p\_espi\_device\_id\_read( void )**

Description

Reads the espi capabilities id register.

Note – The default value should not be changed.

Inputs

None

Output

Current eSPI device ID value.

### p\_espi\_global\_capabilities\_0\_reg\_write

Function Header

**void p\_espi\_global\_capabilities\_0\_reg\_write( ESPI\_CHANNELS new\_val )**

Description

Writes to espi global capabilities 0 register.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| ****channel\_sel**** | eSPI channel activation selection  NO\_CHANNELS\_SUPPORTED  ONLY\_PERIPHERAL\_CHANNEL  ONLY\_VWIRE\_CHANNEL  PERIPHERAL\_AND\_VWIRE  ONLY\_OOB\_CHANNEL  OOB\_AND\_PERIPHERAL  OOB\_AND\_VWIRE  OOB\_VWIRE\_PERIPHERAL  ONLY\_FLASH\_CHANNEL  FLASH\_AND\_PERIPHERAL  FLASH\_AND\_VWIRE  FLASH\_VWIRE\_PERIPHERAL  FLASH\_AND\_OOB  FLASH\_OOB\_PERIPHERAL  FLASH\_OOB\_VWIRE  ALL\_CHANNELS\_SUPPORTED |

Outputs

None

### p\_espi\_global\_capabilities\_1\_reg\_write

Function Header

**void p\_espi\_global\_capabilities\_1\_reg\_write( uint8\_t new\_val )**

Description

Writes to espi global capabilities 1 register.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| ****new\_val**** | New configuration value (Refer to the header file for corresponding macros) |

Outputs

None

### p\_espi\_pc\_capabilities\_reg\_write

Function Header

**void p\_espi\_pc\_capabilities\_reg\_write( uint8\_t new\_val )**

Description

Writes to espi peripheral channel capabilities register.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| ****new\_val**** | New configuration value (Refer to the header file for corresponding macros) |

Outputs

None

### p\_espi\_vwire\_channel\_capabilities\_reg\_write

Function Header

**void p\_espi\_vwire\_channel\_capabilities\_reg\_write( uint8\_t new\_val )**

Description

Writes to espi vwire channel capabilities register.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| ****new\_val**** | New configuration value (Refer to the header file for corresponding macros) |

Outputs

None

### p\_espi\_oob\_channel\_capabilities\_reg\_write

Function Header

**void p\_espi\_oob\_channel\_capabilities\_reg\_write( uint8\_t new\_val )**

Description

Writes to espi oob channel capabilities register.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| ****new\_val**** | New configuration value (Refer to the header file for corresponding macros) |

Outputs

None

### p\_espi\_flash\_channel\_capabilities\_reg\_write

Function Header

**void p\_espi\_flash\_channel\_capabilities\_reg\_write( uint8\_t new\_val )**

Description

Writes to espi flash channel capabilities register.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| ****new\_val**** | New configuration value (Refer to the header file for corresponding macros) |

Outputs

None

### p\_espi\_pc\_ready\_reg\_write

Function Header

**void p\_espi\_pc\_ready\_reg\_write( uint8\_t new\_val )**

Description

Writes to espi peripheral channel ready register.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| ****new\_val**** | New configuration value (Refer to the header file for corresponding macros) |

Outputs

None

### p\_espi\_oob\_channel\_ready\_reg\_write

Function Header

**void p\_espi\_oob\_channel\_ready\_reg\_write( uint8\_t new\_val )**

Description

Writes to espi oob channel ready register.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| ****new\_val**** | New configuration value (Refer to the header file for corresponding macros) |

Outputs

None

### p\_espi\_flash\_channel\_ready\_reg\_write

Function Header

**void p\_espi\_flash\_channel\_ready\_reg\_write( uint8\_t new\_val )**

Description

Writes to espi flash channel ready register.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| ****new\_val**** | New configuration value (Refer to the header file for corresponding macros) |

Outputs

None

### p\_espi\_reset\_interrupt\_enable\_reg\_write

Function Header

**void p\_espi\_reset\_interrupt\_enable\_reg\_write( uint8\_t new\_val )**

Description

Writes to espi reset interrupt enable register.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| ****new\_val**** | eSPI\_RESET# interrupt enable selection  ESPI\_RST\_INT\_ENABLE |

Outputs

None

### p\_espi\_pltrst\_source\_reg\_write

Function Header

**void p\_espi\_pltrst\_source\_reg\_write( uint8\_t new\_val )**

Description

Writes to espi pltrst source register.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| ****new\_val**** | Source selection for the PLTRST# reset event  PLTRST\_RST\_FROM\_PLTRST\_VWIRE  PLTRST\_RST\_FROM\_EXTERNAL\_SIGNAL |

Outputs

None
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## eSPI PC API Functions

The list eSPI PC API functions are -

* espi\_pc\_is\_enabled
* espi\_pc\_mastering\_is\_enabled
* espi\_ltr\_not\_busy
* espi\_bus\_mstr\_not\_busy

### espi\_pc\_is\_enabled

Function Header

**uint8\_t espi\_pc\_is\_enabled( void )**

Description

Checks if the Peripheral channel has been enabled by the host, and clears all the necessary hardware bits.

Inputs

None

Outputs

0(PC is disabled), 1(PC is enabled)

### espi\_pc\_mastering\_is\_enabled

Function Header

**uint8\_t espi\_pc\_mastering\_is\_enabled( void )**

Description

Checks if the Peripheral channel is enabled for EC mastering by the host and clears the necessary hardware bits.

Inputs

None

Outputs

0(PC mastering is disabled), 1(PC mastering is enabled)

### espi\_ltr\_is\_not\_busy

Function Header

**uint32\_t espi\_ltr\_not\_busy( void )**

Description

This function does the following –

* checks the status of the TRANSMIT\_BUSY bit in the LTR Status register and returns
  + ‘0b’, if TRANSMIT\_BUSY == 1
  + Current contents of the status register, if TRANSMIT\_BUSY == 0
* Clears all the necessary status bits in the hardware

Inputs

None

Outputs

0(LTR transfer ongoing), non-zero(transfer complete)

### espi\_bus\_mstr\_not\_busy

Function Header

**uint16\_t espi\_bus\_mstr\_not\_busy( ESPI\_BUS\_MASTERS bus\_master\_sel )**

Description

This function does the following –

* checks the status of the BM\_BUSY bit in the LTR Status register and returns
  + ‘0b’, if BM\_BUSY == 1
  + Current contents of the status bits, if BM\_BUSY == 0
* Clears all the necessary status bits in the hardware

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| ****bus\_master\_sel**** | Bus master selection  BUS\_MASTER\_1  BUS\_MASTER\_2 |

Outputs

0(channel busy), non-zero(transfer complete)

## eSPI PC Peripheral Functions

The list eSPI PC Peripheral functions are -

* p\_espi\_activate\_reg\_write
* p\_espi\_pc\_last\_cycle\_reg\_read
* p\_espi\_pc\_error\_address\_reg\_read
* p\_espi\_pc\_status\_reg\_get\_clr
* p\_espi\_pc\_interrupt\_enable\_reg\_write
* p\_espi\_bar\_inhibit\_reg\_write
* p\_espi\_bar\_init\_reg\_write
* p\_espi\_ec\_irq\_reg\_write
* p\_espi\_io\_bar\_config\_reg\_write
* p\_espi\_io\_bar\_read
* p\_espi\_io\_bar\_write
* p\_espi\_ltr\_status\_reg\_get\_clr
* p\_espi\_ltr\_peripheral\_enable\_reg\_write
* p\_espi\_ltr\_control\_reg\_write
* p\_espi\_ltr\_tx\_start
* p\_espi\_ltr\_peripheral\_msg\_reg\_write
* p\_espi\_mem\_bar\_read
* p\_espi\_mem\_bar\_write
* p\_espi\_sram\_bar\_write
* p\_espi\_bus\_mstr\_status\_get\_clr
* p\_espi\_bus\_mstr\_int\_en\_reg\_write
* p\_espi\_bus\_mstr\_config\_reg\_write
* p\_espi\_bus\_mstr\_ctrl\_reg\_write
* p\_espi\_bus\_mstr\_tx\_start
* p\_espi\_bus\_mstr\_tx\_abort
* p\_espi\_bus\_mstr\_host\_addr\_reg\_write
* p\_espi\_bus\_mstr\_intrnl\_addr\_reg\_write

### p\_espi\_activate\_reg\_write

Function Header

**void p\_espi\_activate\_reg\_write( uint32\_t new\_val )**

Description

Writes to the eSPI activate register.

Note - This register should be configured before RMRST# is released and eSPI\_RESET# signal

is de - asserted.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| ****new\_val**** | eSPI block activate selection  ESPI\_BLOCK\_ENABLE |

Outputs

None

### p\_espi\_pc\_last\_cycle\_reg\_read

Function Header

**void p\_espi\_pc\_last\_cycle\_reg\_read( uint32\_t \*destination\_ptr )**

Description

Returns the address, length, cycle type and tag values of the most recent PC transaction.

Note - This is a 96 bit register. A single call to this function will return all 96 bits LSB first.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| ****destination\_ptr**** | Pointer to the destination buffer |

Outputs

None

### p\_espi\_pc\_error\_address\_reg\_read

Function Header

**void p\_espi\_pc\_error\_address\_reg\_read( uint32\_t \*destination\_ptr )**

Description

Returns the address of the most recent PC transaction that incurred an error.

Note - This is a 64 bit register. A single call to this function will return all the 64 bits LSB first.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| ****destination\_ptr**** | Pointer to the destination buffer |

Outputs

None

### p\_espi\_pc\_status\_reg\_get\_clr

Function Header

**uint32\_t p\_espi\_pc\_status\_reg\_get\_clr( void )**

Description

Reads the peripheral channel status register and clears any of the status bits, if set.

Inputs

None

Outputs

Current contents of the register.

### p\_espi\_flash\_channel\_ready\_reg\_write

Function Header

**void p\_espi\_pc\_interrupt\_enable\_reg\_write( uint32\_t new\_val )**

Description

Writes to espi peripheral channel interrupt enable register.

Note - By default, 'new\_val' should be set to ESPI\_PC\_ALL\_INT\_DISABLED.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| ****new\_val**** | New configuration value (Refer to the header file for corresponding macros) |

Outputs

None

### p\_espi\_bar\_inhibit\_reg\_write

Function Header

**void p\_espi\_bar\_inhibit\_reg\_write( uint8\_t logical\_device )**

Description

Disables the BAR of the specified logical device by writing a '1b' to the bar inhibit register bit of that device.

Note –

1. This register should be configured before RMRST# is released and eSPI\_RESET# signal is de - asserted.
2. The permissible values for logical\_device is 0x00 to 0x3F only.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| ****logical\_device**** | eSPI logical device selection |

Outputs

None

### p\_espi\_bar\_init\_reg\_write

Function Header

**void p\_espi\_bar\_inhibit\_reg\_write( uint8\_t logical\_device )**

Description

Writes to espi BAR init register.

Note –

1. Only bits[15:0] are currently valid for MEC2016.
2. By default, the BAR\_Init value should be set to 0x002E.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| ****new\_val**** | Host I/O address value |

Outputs

None

### p\_espi\_ec\_irq\_reg\_write

Function Header

**void p\_espi\_ec\_irq\_reg\_write( uint32\_t new\_val )**

Description

Writes to ec irq register.

Note – Only bit[0] is currently valid for MEC2016.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| ****new\_val**** | New configuration value (Refer to the header file for corresponding macros) |

Outputs

None

### p\_espi\_io\_bar\_config\_reg\_write

Function Header

**void p\_espi\_io\_bar\_config\_reg\_write( ESPI\_IO\_LOGICAL\_DEVICES device\_type,**

**uint32\_t host\_io\_addr, uint8\_t valid\_en )**

Description

writes to the I/O BAR Configuration register of the specified logical device.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| ****device\_type**** | New configuration value (Refer to the header file for corresponding macros) |
| ****host\_io\_addr**** | Host I/O address value for the selected logical device |
| ****valid\_en**** | BAR valid selection  ESPI\_IO\_BAR\_VALID |

Outputs

None

### p\_espi\_io\_bar\_read

Function Header

**uint32\_t p\_espi\_io\_bar\_read( ESPI\_IO\_LOGICAL\_DEVICES device\_type )**

Description

reads the I/O BAR of the specified logical device.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| ****device\_type**** | New configuration value (Refer to the header file for corresponding macros) |

Outputs

Current contents of the BAR.

### p\_espi\_io\_bar\_write

Function Header

**void p\_espi\_io\_bar\_write( ESPI\_IO\_LOGICAL\_DEVICES device\_type, uint32\_t new\_val )**

Description

writes to the I/O BAR of the specified logical device.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| ****device\_type**** | New configuration value (Refer to the header file for corresponding macros) |
| ****new\_val**** | New configuration value (Refer to the header file for corresponding macros) |

Outputs

None

### p\_espi\_ltr\_status\_reg\_get\_clr

Function Header

**uint32\_t p\_espi\_ltr\_status\_reg\_get\_clr( void )**

Description

reads the LTR peripheral status register and clears any of the status bits, if set.

Inputs

None

Outputs

Current contents of the register

### p\_espi\_ltr\_peripheral\_enable\_reg\_write

Function Header

**void p\_espi\_ltr\_peripheral\_enable\_reg\_write( uint32\_t new\_val )**

Description

writes to LTR peripheral enable register.

Note –

1. Only bit[0] is currently valid for MEC2016.
2. By default, 'new\_val' should be set to ESPI\_LTR\_ALL\_INT\_DISABLED.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| ****new\_val**** | New configuration value (Refer to the header file for corresponding macros) |

Outputs

None

### p\_espi\_ltr\_control\_reg\_write

Function Header

**void p\_espi\_ltr\_control\_reg\_write( uint32\_t new\_val )**

Description

writes to the LTR Peripheral Control register.

Note –

1. This function does not write to the LTR\_START bit.
2. Do not use this function if TRANSMIT\_BUSY == 1.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| ****new\_val**** | New configuration value (Refer to the header file for corresponding macros) |

Outputs

None

### p\_espi\_ltr\_control\_reg\_write

Function Header

**void p\_espi\_ltr\_tx\_start( void )**

Description

writes a '1b' to the LTR\_START bit in LTR Peripheral Control register.

Note – Do not use this function if TRANSMIT\_BUSY == 1.

Inputs

None

Outputs

None

### p\_espi\_ltr\_peripheral\_msg\_reg\_write

Function Header

**p\_espi\_ltr\_peripheral\_msg\_reg\_write( uint16\_t ltr\_value, uint16\_t ltr\_scale, uint16\_t ltr\_latency )**

Description

writes to LTR peripheral message register.

Note – Do not use this function if TRANSMIT\_BUSY == 1.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| ****ltr\_value**** | 10 bit LTR value |
| ****ltr\_scale**** | 3 bit LTR scale value |
| ****ltr\_latency**** | LTR latency tolerance mode selection - 0(Infinite latency), 1(latency value decided by scale & length) |

Outputs

None

### p\_espi\_mem\_bar\_read

Function Header

**uint32\_t p\_espi\_mem\_bar\_read( ESPI\_MEM\_LOGICAL\_DEVICES device\_type )**

Description

reads the memory BAR of the specified logical device.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| ****device\_type**** | New configuration value (Refer to the header file for corresponding macros) |

Outputs

Current contents of the BAR.

### p\_espi\_mem\_bar\_write

Function Header

**void p\_espi\_mem\_bar\_write( ESPI\_MEM\_LOGICAL\_DEVICES device\_type, uint32\_t new\_val )**

Description

write to the memory BAR of the specified logical device.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| ****device\_type**** | New configuration value (Refer to the header file for corresponding macros) |
| ****new\_val**** | New configuration value (Refer to the header file for corresponding macros) |

Outputs

None

### p\_espi\_sram\_bar\_write

Function Header

**void p\_espi\_sram\_bar\_write( ESPI\_SRAM\_BARS bar\_selection, uint8\_t bar\_valid,**

**uint8\_t ram\_access\_type, uint8\_t ram\_size, uint32\_t ram\_addr )**

Description

configures the specified SRAM BAR.

Note - The permissible value for the 'ram\_size' parameter is 0 to 15 only.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| ****bar\_selection**** | SRAM BAR selection  SRAM\_BAR\_0  SRAM\_BAR\_1 |
| ****bar\_valid**** | SRAM BAR valid selection  ESPI\_SRAM\_BAR\_VALID |
| ****ram\_access\_type**** | RAM access permission selection for the host  ESPI\_HOST\_HAS\_NO\_ACCESS  ESPI\_HOST\_HAS\_RO\_ACCESS  ESPI\_HOST\_HAS\_WO\_ACCESS  ESPI\_HOST\_HAS\_RW\_ACCESS |
| ****ram\_size**** | Size of the RAM region that is accessible by the selected SRAM BAR |
| ****ram\_addr**** | Base address of the RAM region |

Outputs

None

### p\_espi\_bus\_mstr\_status\_get\_clr

Function Header

**uint16\_t p\_espi\_bus\_mstr\_status\_get\_clr( ESPI\_BUS\_MASTERS bus\_master\_sel )**

Description

reads the status bits for the specified bus master and clears all the necessary bits, if set.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| ****bus\_master\_sel**** | Bus master selection  BUS\_MASTER\_1  BUS\_MASTER\_2 |

Outputs

Current state of the status bits for the specified bus master.

### p\_espi\_bus\_mstr\_int\_en\_reg\_write

Function Header

**void p\_espi\_bus\_mstr\_int\_en\_reg\_write( ESPI\_BUS\_MASTERS bus\_master\_sel,**

**uint16\_t new\_val )**

Description

writes to the bus master interrupt enable register bits for the specified bus master.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| ****bus\_master\_sel**** | Bus master selection  BUS\_MASTER\_1  BUS\_MASTER\_2  ALL\_BUS\_MASTERS |
| ****new\_val**** | New configuration value (Refer to the header file for corresponding macros) |

Outputs

None

### p\_espi\_bus\_mstr\_config\_reg\_write

Function Header

**void p\_espi\_bus\_mstr\_config\_reg\_write( ESPI\_BUS\_MASTERS bus\_master\_sel,**

**uint16\_t new\_val )**

Description

writes to the bus master configuration register bits for the specified bus master.

Note - By default, tag should be set to '0b' for bus master 1 and '1b' for bus master 2. Setting the

same tags for both bus masters is illegal.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| ****bus\_master\_sel**** | Bus master selection  BUS\_MASTER\_1  BUS\_MASTER\_2 |
| ****new\_val**** | 4 bit tag value for the espi bus master traffic |

Outputs

None

### p\_espi\_bus\_mstr\_ctrl\_reg\_write

Function Header

**void p\_espi\_bus\_mstr\_ctrl\_reg\_write( ESPI\_BUS\_MASTERS bus\_master\_sel, uint32\_t new\_val )**

Description

writes to the bus master control register of the specified bus master.

Note –

1. This function does not write to the BM\_START & BM\_ABORT bits.
2. Setting the BM\_LENGTH field to zero or greater than 0x1000 is illegal.
3. Do not use this function if BM\_BUSY == 1.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| ****bus\_master\_sel**** | Bus master selection  BUS\_MASTER\_1  BUS\_MASTER\_2  ALL\_BUS\_MASTERS |
| ****new\_val**** | New configuration value (Refer to the header file for corresponding macros) |

Outputs

None

### p\_espi\_bus\_mstr\_tx\_start

Function Header

**void p\_espi\_bus\_mstr\_tx\_start( ESPI\_BUS\_MASTERS bus\_master\_sel )**

Description

starts the bus master transfer for the specifiedbus master on its respective channel.

Note – Do not use this function if BM\_BUSY == 1.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| ****bus\_master\_sel**** | Bus master selection  BUS\_MASTER\_1  BUS\_MASTER\_2 |

Outputs

None

### p\_espi\_bus\_mstr\_tx\_start

Function Header

**void p\_espi\_bus\_mstr\_tx\_abort( ESPI\_BUS\_MASTERS bus\_master\_sel )**

Description

aborts an ongoing bus master transfer for the specified bus master..

Note – Use this function ONLY when BM\_BUSY == 1.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| ****bus\_master\_sel**** | Bus master selection  BUS\_MASTER\_1  BUS\_MASTER\_2 |

Outputs

None

### p\_espi\_bus\_mstr\_host\_addr\_reg\_write

Function Header

**void p\_espi\_bus\_mstr\_host\_addr\_reg\_write( ESPI\_BUS\_MASTERS bus\_master\_sel,**

**uint32\_t \*host\_addr\_ptr )**

Description

configures the host address used for transfer for the specified bus master.

Note – Do not use this function if BM\_BUSY == 1.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| ****bus\_master\_sel**** | Bus master selection  BUS\_MASTER\_1  BUS\_MASTER\_2 |
| ****host\_addr\_ptr**** | pointer to the buffer containing the 64 bit host address |

Outputs

None

### p\_espi\_bus\_mstr\_intrnl\_addr\_reg\_write

Function Header

**void p\_espi\_bus\_mstr\_intrnl\_addr\_reg\_write( ESPI\_BUS\_MASTERS bus\_master\_sel,**

**uint32\_t int\_addr )**

Description

configures the internal address used for transfer for the specified bus master.

Note – Do not use this function if BM\_BUSY == 1.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| ****bus\_master\_sel**** | Bus master selection  BUS\_MASTER\_1  BUS\_MASTER\_2 |
| ****int\_addr**** | DWORD aligned address value |

Outputs

None
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## eSPI OOB Channel API Functions

The list eSPI OOB Channel API functions are -

* espi\_oob\_ch\_is\_enabled
* espi\_oob\_rx\_is\_done
* espi\_oob\_tx\_is\_done

### espi\_ oob\_ch\_is\_enabled

Function Header

**uint8\_t espi\_oob\_ch\_is\_enabled( void )**

Description

checks if the OOB channel has been enabled by the host, and clears all the neccessary hardware bits.

Inputs

None

Outputs

0(OOB Channel is disabled), 1(OOB Channel is enabled)

### espi\_ oob\_rx\_is\_done

Function Header

**uint32\_t espi\_oob\_rx\_is\_done( void )**

Description

This function does the following –

* checks the status of the RECEIVE\_ENABLE bit in the OOB Receive Status register and returns
  + ‘0b’, if RECEIVE\_ENABLE == 1
  + Current contents of the status bits, if RECEIVE\_ENABLE == 0
* Clears all the necessary status bits in the hardware

Inputs

None

Outputs

0(OOB Rx transfer ongoing), non-zero(OOB Rx transfer complete)

### espi\_ oob\_tx\_is\_done

Function Header

**uint32\_t espi\_oob\_tx\_is\_done( void )**

Description

This function does the following –

* checks the status of the TRANSMIT\_BUSY bit in the OOB Transmit Status register and returns
  + ‘0b’, if TRANSMIT\_BUSY == 1
  + Current contents of the status bits, if TRANSMIT\_BUSY == 0
* Clears all the necessary status bits in the hardware

Inputs

None

Outputs

0(OOB Tx transfer ongoing), non-zero(OOB Tx transfer complete)

## eSPI OOB Channel Peripheral Functions

The list eSPI OOB Channel Peripheral functions are -

* p\_espi\_oob\_rx\_addr\_reg\_write
* p\_espi\_oob\_tx\_addr\_reg\_write
* p\_espi\_oob\_rx\_length\_reg\_write
* p\_espi\_oob\_rx\_length\_reg\_read
* p\_espi\_oob\_tx\_length\_reg\_write
* p\_espi\_oob\_rx\_start
* p\_espi\_oob\_rx\_control\_reg\_read
* p\_espi\_oob\_rx\_interrupt\_enable\_reg\_write
* p\_espi\_oob\_rx\_status\_reg\_get\_clr
* p\_espi\_oob\_tx\_control\_reg\_write
* p\_espi\_oob\_tx\_start
* p\_espi\_oob\_tx\_control\_reg\_read
* p\_espi\_oob\_tx\_interrupt\_enable\_reg\_write
* p\_espi\_oob\_tx\_status\_reg\_get\_clr

### p\_espi\_oob\_rx\_addr\_reg\_write

Function Header

**void p\_espi\_oob\_rx\_addr\_reg\_write( uint32\_t rx\_buff\_addr )**

Description

configures the base address of the OOB buffer in SRAM to receive the next packet.

Note – Do not use this function if RECEIVE\_ENABLE == 1 and RECEIVE\_DONE\_STATUS == 0.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| ****rx\_buff\_addr**** | DWORD aligned address value |

Outputs

None

### p\_espi\_oob\_tx\_addr\_reg\_write

Function Header

**void p\_espi\_oob\_tx\_addr\_reg\_write( uint32\_t tx\_buff\_addr )**

Description

configures the base address of the OOB transmit buffer in SRAM that contains the next packet.

Note – Do not use this function if TRANSMIT\_BUSY == 1.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| ****tx\_buff\_addr**** | DWORD aligned address value |

Outputs

None

### p\_espi\_oob\_rx\_length\_reg\_write

Function Header

**void p\_espi\_oob\_rx\_length\_reg\_write( uint32\_t rx\_buff\_len )**

Description

writes to the OOB Receive Length register.

Note – Do not use this function if RECEIVE\_ENABLE == 1 and RECEIVE\_DONE\_STATUS == 0.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| ****rx\_buff\_len**** | 13 bit value for the buffer length |

Outputs

None

### p\_espi\_oob\_rx\_length\_reg\_read

Function Header

**uint32\_t p\_espi\_oob\_rx\_length\_reg\_read( void )**

Description

reads the oob receive length register.

Note – Do not use this function if RECEIVE\_ENABLE == 1 and RECEIVE\_DONE\_STATUS == 0.

Inputs

None

Outputs

Current contents of the register.

### p\_espi\_oob\_tx\_length\_reg\_write

Function Header

**void p\_espi\_oob\_tx\_length\_reg\_write( uint16\_t tx\_buff\_len )**

Description

configures the length for the oob transmit buffer.

Note – Do not use this function if TRANSMIT\_BUSY == 1.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| ****tx\_buff\_len**** | 13 bit value for the buffer length |

Outputs

None

### p\_espi\_oob\_rx\_start

Function Header

**void p\_espi\_oob\_rx\_start( void )**

Description

writes to the SET\_RECEIVE\_AVAILABLE bit of the OOB Receive Control register.

Note – OOB Channel Rx Address register and OOB Channel Rx Length register must be

initialized before using this function.

Inputs

None

Outputs

None

### p\_espi\_oob\_rx\_control\_reg\_read

Function Header

**uint32\_t p\_espi\_oob\_rx\_control\_reg\_read( void )**

Description

reads the OOB Receive Control register.

Inputs

None

Outputs

Current contents of the register.

### p\_espi\_oob\_rx\_interrupt\_enable\_reg\_write

Function Header

**void p\_espi\_oob\_rx\_interrupt\_enable\_reg\_write( uint32\_t new\_val )**

Description

writes to the OOB Receive Interrupt Enable register.

Note – By default, 'new\_val' should be set to ESPI\_OOB\_RX\_INT\_DISABLED.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| ****new\_val**** | New configuration value (Refer to the header file for corresponding macros) |

Outputs

None

### p\_espi\_oob\_rx\_status\_reg\_get\_clr

Function Header

**uint32\_t p\_espi\_oob\_rx\_status\_reg\_get\_clr( void )**

Description

reads the OOB Receive Status register and clears any of the status bits, if set.

Inputs

None

Outputs

Current contents of the register.

### p\_espi\_oob\_tx\_control\_reg\_write

Function Header

**void p\_espi\_oob\_tx\_control\_reg\_write( uint32\_t new\_val )**

Description

writes to the OOB Transmit Control register.

Note –

1. Do not use this function if TRANSMIT\_BUSY == 1.
2. This function does not write to the TRANSMIT\_START bit.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| ****new\_val**** | New configuration value (Refer to the header file for corresponding macros) |

Outputs

None

### p\_espi\_oob\_tx\_start

Function Header

**void p\_espi\_oob\_tx\_start( void )**

Description

writes to the TRANSMIT\_START bit of the OOB Transmit Control register.

Note – OOB Channel Tx Address register and OOB Channel Tx Length register must be

initialized before using this function.

Inputs

None

Outputs

None

### p\_espi\_oob\_tx\_control\_reg\_read

Function Header

**uint32\_t p\_espi\_oob\_tx\_control\_reg\_read( void )**

Description

reads the OOB Transmit Control register.

Inputs

None

Outputs

Current contents of the register.

### p\_espi\_oob\_tx\_interrupt\_enable\_reg\_write

Function Header

**void p\_espi\_oob\_tx\_interrupt\_enable\_reg\_write( uint32\_t new\_val )**

Description

writes to the OOB Transmit Interrupt Enable register.

Note – By default, 'new\_val' should be set to ESPI\_OOB\_RX\_INT\_DISABLED.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| ****new\_val**** | New configuration value (Refer to the header file for corresponding macros) |

Outputs

None

### p\_espi\_oob\_tx\_status\_reg\_get\_clr

Function Header

**uint32\_t p\_espi\_oob\_tx\_status\_reg\_get\_clr( void )**

Description

reads the OOB Transmit Status register and clears any of the status bits, if set.

Inputs

None

Outputs

Current contents of the register.
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## eSPI Flash Channel API Functions

The list eSPI Flash Channel API functions are -

* espi\_flash\_ch\_is\_enabled
* espi\_flash\_ch\_tx\_is\_done

### espi\_ flash\_ch\_is\_enabled

Function Header

**uint8\_t espi\_flash\_ch\_is\_enabled( void )**

Description

checks if the Flash channel has been enabled by the host, and clears all the neccessary hardware bits.

Inputs

None

Outputs

0(Flash Channel is disabled), 1(Flash Channel is enabled).

### espi\_ flash\_ch\_tx\_is\_done

Function Header

**uint32\_t espi\_flash\_ch\_tx\_is\_done( void )**

Description

This function does the following –

* checks the status of the BUSY bit in the Flash Configuration register and returns
  + ‘0b’, if BUSY == 1
  + current contents of the status register, if BUSY == 0
* Clears all the necessary status bits in the hardware

Inputs

None

Outputs

0(Flash channel transfer ongoing), non-zero(Flash channel transfer complete).

## eSPI Flash Channel Peripheral Functions

The list eSPI Flash Channel Peripheral functions are -

* p\_espi\_flash\_ch\_addr\_reg\_write
* p\_espi\_flash\_ch\_buffer\_reg\_write
* p\_espi\_flash\_ch\_transfer\_len\_reg\_write
* p\_espi\_flash\_ch\_ctrl\_reg\_write
* p\_espi\_flash\_ch\_ctrl\_reg\_read
* p\_espi\_flash\_ch\_tx\_start
* p\_espi\_flash\_ch\_tx\_abort
* p\_espi\_flash\_ch\_int\_en\_reg\_write
* p\_espi\_flash\_ch\_config\_reg\_read
* p\_espi\_flash\_ch\_status\_reg\_get\_clr

### p \_espi\_flash\_ch\_addr\_reg\_write

Function Header

**void p\_espi\_flash\_ch\_addr\_reg\_write( uint32\_t new\_val )**

Description

configures the address value to be accessed in external flash by eSPI.

Note – Do not use this function if BUSY == 1.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| ****new\_val**** | new address value |

Outputs

None

### p \_espi\_flash\_ch\_buffer\_reg\_write

Function Header

**void p\_espi\_flash\_ch\_buffer\_reg\_write( uint32\_t new\_val )**

Description

configures the base address for the flash channel data buffer in the SRAM.

Note – Do not use this function if BUSY == 1.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| ****new\_val**** | new address value |

Outputs

None

### p\_espi\_flash\_ch\_transfer\_len\_reg\_write

Function Header

**void p\_espi\_flash\_ch\_transfer\_len\_reg\_write( uint32\_t new\_val )**

Description

configures the total number of bytes to be transferred in the transaction sequence.

Note – Do not use this function if BUSY == 1.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| ****new\_val**** | new count value |

Outputs

None

### p\_espi\_flash\_ch\_ctrl\_reg\_write

Function Header

**void p\_espi\_flash\_ch\_ctrl\_reg\_write( uint32\_t new\_val )**

Description

writes to the Flash Channel Control register.

Note –

1. Do not use this function if BUSY == 1.
2. This function does not write to ABORT\_ACCESS and FLASH\_START bits.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| ****new\_val**** | New configuration value (Refer to the header file for corresponding macros) |

Outputs

None

### p\_espi\_flash\_ch\_ctrl\_reg\_read

Function Header

**uint32\_t p\_espi\_flash\_ch\_ctrl\_reg\_read( void )**

Description

reads the Flash Channel Control register.

Inputs

None

Outputs

Current contents of the register.

### p\_espi\_flash\_ch\_tx\_start

Function Header

**void p\_espi\_flash\_ch\_tx\_start( void )**

Description

writes a '1b' to the FLASH\_START bit in Flash Channel Control register.

Note – Do not use this function if BUSY == 1.

Inputs

None

Outputs

None

### p\_espi\_flash\_ch\_tx\_abort

Function Header

**void p\_espi\_flash\_ch\_tx\_abort( void )**

Description

writes a '1b' to the ABORT\_ACCESS bit in Flash Channel Control register.

Note – Use this function ONLY when BUSY == 1. Calling this function when BUSY != 1 has no

effect.

Inputs

None

Outputs

None

### p\_espi\_flash\_ch\_int\_en\_reg\_write

Function Header

**void p\_espi\_flash\_ch\_int\_en\_reg\_write( uint32\_t new\_val )**

Description

writes to the Flash Channel Interrupt Enable register.

Note – By default, new\_val should be set to ESPI\_FLASH\_ALL\_INT\_DISABLED.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| ****new\_val**** | New configuration value (Refer to the header file for corresponding macros) |

Outputs

None

### p\_espi\_flash\_ch\_config\_reg\_read

Function Header

**void p\_espi\_flash\_ch\_tx\_abort( void )**

Description

reads the Flash Channel Configuration register.

Inputs

None

Outputs

Current contents of the register.

### p \_espi\_flash\_ch\_status\_reg\_get\_clr

Function Header

**uint32\_t p\_espi\_flash\_ch\_status\_reg\_get\_clr( void )**

Description

reads the Flash Channel Status register and clears any of the status bits, if set.

Inputs

None

Outputs

Current contents of the register.
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## eSPI VWire Channel Peripheral Functions

The list eSPI VWire Channel Peripheral functions are -

* p\_espi\_vwire\_status\_reg\_read
* p\_espi\_vwire\_irq\_sel\_reg\_write
* p\_espi\_vwire\_err\_reg\_read
* p\_espi\_vwire\_err\_reg\_write
* p\_espi\_vwire\_msvw\_configure
* p\_espi\_vwire\_msvw\_data\_read
* p\_espi\_vwire\_downstream\_traffic\_disable
* p\_espi\_vwire\_smvw\_configure
* p\_espi\_vwire\_smvw\_data\_write
* p\_espi\_vwire\_upstream\_tx\_is\_done

### p\_espi\_vwire\_status\_reg\_read

Function Header

**uint32\_t p\_espi\_vwire\_status\_reg\_read( void )**

Description

reads the Virtual Wire Status register.

Inputs

None

Outputs

Current contents of the register.

### p\_espi\_flash\_ch\_int\_en\_reg\_write

Function Header

**void p\_espi\_vwire\_irq\_sel\_reg\_write( VWIRE\_IRQ\_SOURCES source\_id, uint8\_t new\_val )**

Description

writes to the IRQ Selection register of the specified VWire IRQ device source.

Note – By default, new\_val should be set to ESPI\_FLASH\_ALL\_INT\_DISABLED.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| ****source\_id**** | 0 based vwire IRQ source ID (Refer to the header file for corresponding macros) |
| ****new\_val**** | New configuration value |

Outputs

None

### p\_espi\_vwire\_err\_reg\_read

Function Header

**uint8\_t p\_espi\_vwire\_err\_reg\_read( void )**

Description

reads the VWire Error register.

Inputs

None

Outputs

Current contents of the register.

### p\_espi\_vwire\_err\_reg\_write

Function Header

**void p\_espi\_vwire\_err\_reg\_write( uint8\_t err\_bits\_sel )**

Description

writes to the VWire Error register.

Note – By default, new\_val should be set to ESPI\_FLASH\_ALL\_INT\_DISABLED.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| ****err\_bits\_sel**** | vwire error status bits to be cleared (Refer to the header file for corresponding macros) |

Outputs

None

### p\_espi\_vwire\_msvw\_configure

Function Header

**void p\_espi\_vwire\_msvw\_configure( MEC2016\_MTOS\_REGS reg\_num,**

**uint8\_t index,**

**uint16\_t reset\_src,**

**uint16\_t reset\_state,**

**uint32\_t src0\_irq\_type,**

**uint32\_t src1\_irq\_type,**

**uint32\_t src2\_irq\_type,**

**uint32\_t src3\_irq\_type )**

Description

writes to the specified Virtual Wire MSVW register.

Note –

1. Setting the index = 1 is illegal.
2. Usage example for 'reset\_state' parameter - Writing a value of 0x05 will denote SRC0 = 0, SRC1 = 1, SRC2 = 0, SRC3 = 1 after reset event.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| ****reg\_num**** | 0 based register ID (Refer to the header file for corresponding macros) |
| ****reset\_src**** | reset source selection for SRC[3:0] bits (Refer to the header file for corresponding macros) |
| ****reset\_state**** | state of the SRC bits after a reset event (Refer to the header file for corresponding macros) |
| ****src0\_irq\_type**** | interrupt type for SRC0 bit (Refer to the header file for corresponding macros) |
| ****src1\_irq\_type**** | interrupt type for SRC1 bit (Refer to the header file for corresponding macros) |
| ****src2\_irq\_type**** | interrupt type for SRC2 bit (Refer to the header file for corresponding macros) |
| ****src3\_irq\_type**** | interrupt type for SRC3 bit (Refer to the header file for corresponding macros) |

Outputs

None

### p\_ espi\_vwire\_msvw\_data\_read

Function Header

**uint32\_t p\_espi\_vwire\_msvw\_data\_read( MEC2016\_MTOS\_REGS reg\_num )**

Description

writes to the specified Virtual Wire MSVW register.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| ****reg\_num**** | 0 based register ID (Refer to the header file for corresponding macros) |

Outputs

Current contents of the upper 32 bits of the MSVW register.

### p\_espi\_vwire\_downstream\_traffic\_disable

Function Header

**void p\_espi\_vwire\_downstream\_traffic\_disable( MEC2016\_MTOS\_REGS reg\_num )**

Description

disables all master to slave transactions for the specified virtual wire index.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| ****reg\_num**** | 0 based register ID (Refer to the header file for corresponding macros) |

Outputs

None

### p\_espi\_vwire\_smvw\_configure

Function Header

**void p\_espi\_vwire\_smvw\_configure( MEC2016\_STOM\_REGS reg\_num,**

**uint8\_t index,**

**uint16\_t reset\_src,**

**uint16\_t reset\_state )**

Description

writes to the specified Virtual Wire SMVW register.

Note - Usage example for 'reset\_state' parameter - Writing a value of 0x05 will denote SRC0 = 0,

SRC1 = 1, SRC2 = 0, SRC3 = 1 after reset event.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| ****reg\_num**** | 0 based register ID (Refer to the header file for corresponding macros) |
| ****index**** | index value to be set for the specified SMVW register |
| ****reset\_src**** | reset source selection for SRC[3:0] bits (Refer to the header file for corresponding macros) |
| ****reset\_state**** | state of the SRC bits after a reset event (Refer to the header file for corresponding macros) |

Outputs

None

### p\_espi\_vwire\_smvw\_data\_write

Function Header

**void p\_espi\_vwire\_smvw\_data\_write( MEC2016\_STOM\_REGS reg\_num, uint8\_t upstream\_data )**

Description

writes to the SRC[3:0] bits of the specified Virtual Wire SMVW register.

Note - Usage example for 'upstream\_data' parameter - Writing a value of 0x05 will denote

SRC3 = 0, SRC2 = 1, SRC1 = 0, SRC0 = 1.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| ****reg\_num**** | 0 based register ID (Refer to the header file for corresponding macros) |
| ****upstream\_data**** | 4 bit data to be passed to the master |

Outputs

None

### p\_espi\_vwire\_upstream\_tx\_is\_done

Function Header

**uint8\_t p\_espi\_vwire\_upstream\_tx\_is\_done( MEC2016\_STOM\_REGS reg\_num )**

Description

checks if any of the CHANGE bits are high.

Note - Usage example for 'upstream\_data' parameter - Writing a value of 0x05 will denote

SRC3 = 0, SRC2 = 1, SRC1 = 0, SRC0 = 1.

Inputs

|  |  |
| --- | --- |
| Input Parameter | Description |
| ****reg\_num**** | 0 based register ID (Refer to the header file for corresponding macros) |

Outputs

0(transfer in progress), 1(transfer complete)
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